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Editorial

Volume IV of Transactions on Aspect-Oriented Software Development continues the
special issue on Early Aspects from volume III. The special issue was guest edited by
Jodo Aradjo and Elisa Baniassad and handled by one of the co-editors-in-chief,
Mehmet Aksit. The papers in volume III discussed topics pertaining to analysis,
visualisation, conflict identification and composition of Early Aspects. The papers in
this volume focus on mapping of Early Aspects across the software lifecycle.
Complementing this focus on aspect mapping is a special section on Aspects and
Software Evolution guest edited by Walter Cazzola, Shigeru Chiba and Gunter
Saake—the co-editor-in-chief handling this issue was Awais Rashid.

We wish to thank the guest editors for their commitment and effort in producing
such a high quality volume. We also thank the editorial board for their continued
guidance, commitment and input on the policies of the journal, the choice of special
issues as well as associate-editorship of submitted articles. Thanks are also due to the
reviewers who volunteered time amidst their busy schedules to help realize this
volume. Most importantly, we wish to thank the authors who have submitted papers
to the journal so far, for their contributions maintain the high quality of Transactions
on AOSD.

There are two other special issues on the horizon. One focuses on aspects,
dependencies and interactions (guest editors: Ruzanna Chitchyan, Johan Fabry,
Shmuel Katz and Arend Rensink) for which the call for papers has closed and the
papers are currently in the review phase. There is an open call for papers for a special
issue on aspects and model-driven engineering (guest editors: Jean-Marc Jezequel
and Robert France). The call will close on 15 November 2007. These special issues
coupled with the regular submissions to the journal mean that we have a number of
exciting papers to look forward to in future volumes of Transactions on AOSD.

There are also important changes afoot at the journal. At the last editorial board
meeting Don Batory and Dave Thomas volunteered to step down from the editorial
board. Their input and guidance were invaluable in the start-up period of the journal.
Don was also a very active and conscientious associate editor. We thank them both
for their contributions. At the same time, we welcome Bill Harrison, Oege de Moor
and Shriram Krishnamurthi to the editorial board and look forward to working with
them.

Another major change involves the co-editors-in-chief. As per the journal policy,
one of the founding co-editors-in-chief, Mehmet Aksit, is stepping down after the first
two years of the journal. So this is the last volume Mehmet will be co-editing in this
role. Needless to say, Mehmet has been instrumental in the successful launch of the
journal and its operations to date and the editorial board is most grateful for his efforts
and contributions. We do not lose Mehmet although as he will remain on the editorial
board and continue to guide us.

At the same time, it is with great pleasure we welcome Harold Ossher who will be
taking over from Mehmet as co-editor-in-chief. Harold’s name needs no introduction
in the AOSD and software engineering communities. His work on subject-oriented



VI Editorial

programming laid the early foundations of AOSD and, subsequently, his work on
multi-dimensional separation of concerns has been fundamental in influencing how
we perceive the notion of aspects. The journal will continue to flourish under his
guidance and leadership and we feel that the future for both the journal and the AOSD
community at large is very bright.

Awais Rashid and Mehmet Aksit
Co-editors-in-chief
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Guest Editors’ Introduction: Early Aspects — Mapping
Across the Lifecycle

Jodo Aratjo' and Elisa Baniassad’

" Universidade Nova de Lisboa, Portugal
ja@di.fct.unl.pt
% Chinese University of Hong Kong, China
elisa@cse.cuhk.edu.hk

Early Aspects are aspects found in the early life-cycle phases of software
development, including requirements elicitation and analysis, domain analysis and
architecture design activities. Aspects at these stages crosscut the modular units
appropriate for their lifecycle activity; traditional requirements documentation,
domain knowledge capture and architectural artifacts do not afford separate
description of early aspects. As such, early aspects necessitate new modularizations
to be effectively captured and maintained. Without new tools and techniques, early
aspects remain tangled and scattered in life-cycle artifacts, and may lead to
development, maintenance and evolution difficulties.

Overview of the Articles and the Evaluation Process: This special issue consists of
eight articles, selected out of ten submissions. Each were evaluated by three
reviewers and revised at least twice over a period of 7 months.

The Early Aspects special issue covers three main areas of research, and is split
over two volumes of the journal. The papers in vol. III focused on Analysis and
Visualization, and Conflicts and Composition. This volume contains papers on
mapping early aspects throughout the life-cycle.

Mapping

The relationship between aspects between life-cycle phases is of primary interest to
the Early Aspects community. In this work, researchers attempt to draw a
correspondence between concerns in one lifecycle phase, to those found in another.
These approaches may involve link recovery, in which existing artifacts are examined
and the links between them derived, link formation, in which aspects in each phase
are captured in such a way that promotes traceability between them, or link
exploitation, in which traceability links are made explicit, and then exploited for other
purposes. Here we present two papers related to mapping between aspects at
life-cycle phases.

COMPASS: Composition-Centric Mapping of Aspectual Requirements to
Architecture by Ruzanna Chitchyan, Monica Pinto, Awais Rashid and Lidia Fuentes

This paper presents COMPASS, an approach that offers a systematic means to
derive an aspect-oriented architecture from a given aspect-oriented requirements
specification. COMPASS provides an aspect-oriented requirements description

A. Rashid and M. Aksit (Eds.): Transactions on AOSD IV, LNCS 4640, pp. 1-2, 2007.
© Springer-Verlag Berlin Heidelberg 2007



2 J. Aratjo and E. Baniassad

language (RDL) that enriches the informal natural language requirements with
additional compositional information. COMPASS also offers an aspect-oriented
architecture description language (AO-ADL) that uses components and connectors as
the basic structural elements with aspects treated as specific types of components.

Aspects at the Right Time by Pablo Sdnchez, Lidia Fuentes, Andrew Jackson and
Siobhdn Clarke

This paper describes an aspect mapping from requirements (specified in
Theme/Doc) to architecture (specified in CAM) to design (specified in Theme/UML).
The mapping includes heuristics to guide to the right time to specify the right aspect
properties. Moreover, it allows aspect decisions captured at each stage to be refined at
later stages as appropriate. Also, they provide a means to record decisions that capture
the alternatives considered and the decision justification, crucial for managing aspect
evolution at the right time.



COMPASS: Composition-Centric Mapping of
Aspectual Requirements to Architecture

Ruzanna Chitchyan', Ménica Pinto”, Awais Rashid', and Lidia Fuentes

! Computing Department, Lancaster University, Lancaster LA1 4WA, UK
{rouza, marash}@comp.lancs.ac.uk
% Dept. Lenguajes y Ciencias de la Computacién, University of Malaga, Malaga, Spain
{pinto, 1ff}@lcc.uma.es

Abstract. Currently there are several approaches available for aspect-oriented
requirements engineering and architecture design. However, the relationship
between aspectual requirements and architectural aspects is poorly understood.
This is because aspect-oriented requirements engineering approaches normally
extend existing requirements engineering techniques. Although this provides
backward compatibility, the composition semantics of the aspect-oriented
extension are limited by those of the approaches being extended. Consequently,
there is limited or no knowledge about how requirements-level aspects and their
compositions map on to architecture-level aspects and architectural
composition. In this paper, we present COMPASS, an approach that offers a
systematic means to derive an aspect-oriented architecture from a given aspect-
oriented requirements specification. COMPASS is centred on an aspect-
oriented requirements description language (RDL) that enriches the usual
informal natural language requirements with additional compositional
information derived from the semantics of the natural language descriptions
themselves. COMPASS also offers an aspect-oriented architecture description
language (AO-ADL) that uses components and connectors as the basic
structural elements (similar to traditional ADLs) with aspects treated as specific
types of components. Lastly, COMPASS provides a set of concrete mapping
guidelines, derived from a detailed case study, based on mapping patterns of
compositions and dependencies in the RDL to patterns of compositions and
dependencies in the AO-ADL. The mapping patterns are supported via a
structural mapping of the RDL and AO-ADL meta-models.

Keywords: aspect—oriented software development, early aspects, requirements
engineering, architecture design, requirements to architecture mapping,
requirements composition, architecture composition.

1 Introduction

As aspect-oriented software development (AOSD) grows in popularity, more and
more requirements [9, 45, 54, 69] and architecture [9, 67] level approaches emerge.
They all aim to improve modular representation and analysis of crosscutting concerns
at the requirements- or architecture-level, but no single approach covers both
activities: starting from requirements and resulting in an architecture specification for

A. Rashid and M. Aksit (Eds.): Transactions on AOSD IV, LNCS 4640, pp. 3-53, 2007.
© Springer-Verlag Berlin Heidelberg 2007



4 R. Chitchyan et al.

the given requirements. Though some approaches, e.g., [45, 54], provide initial
insights into architectural choices, no concrete mapping guidelines for deriving the
architecture are provided. Our approach, COMPASS, is based on a composition-
centric perspective for such requirements-to-architecture mapping. That is, it focuses
on the compositional information and dependencies of concerns at the requirements-
level and utilises these as a basis for a systematic transition from an aspect-oriented
requirements specification to an aspect-oriented architecture. Compositions are the
embodiments of aspectual interactions in requirements. The mapping facilitated by
COMPASS allows a developer to utilise requirement compositions to pinpoint the
likely aspectual relationships in architecture that originate from the requirements.'

Such a composition-centric approach requires rich composition semantics at the
requirements-level. However, the majority of current aspect-oriented requirements
engineering (AORE) techniques have been developed as extensions to other
contemporary requirements engineering (RE) approaches. For instance, the AORE
with ARCADE approach [54] extends a viewpoint-based requirements engineering
model called PREView [64] with the notion of aspects. Similarly, the aspect-oriented
use case approach [31] extends the traditional use case model with aspectual use
cases. Although this provides backward compatibility in terms of software processes
and development practices, it also restricts these AO approaches to the same dominant
decomposition as the extended RE approach, turning everything that does not fit quite
well with the base® approach into aspects. The semantics of such concerns put into
this “aspect-bin” are often under-investigated; they frequently do not receive adequate
representation and reasoning support either. Though some of these concerns may very
well align with the given notations (often adopted from the base approach, or new
dedicated “add-ons”) and classification, others may be forced into such adapted
frameworks. For instance, in case of aspectual use cases [31] the extend and insert use
cases are re-classified as “aspectual” and an additional set of infrastructure use cases
is introduced for the representation of non-functional concerns. Although the extend
and insert use cases fit very well into the traditional use case (i.e., functionality-
related) semantics and representation, the infrastructure use cases are forced to
“functionalise” the qualitative semantics of non-functional concerns. As such the
expressive and compositional power of the aspect-oriented approach is limited by that
of the base approach.

The provision of richer composition semantics at the requirements-level is the first
aim of COMPASS. The COMPASS Requirements Description Language (RDL)
partitions requirements into concerns like most RE techniques but with two main
differences. First, it takes a symmetric approach to such partitioning, i.e., aspects and
base concerns are treated uniformly using the same abstraction, a concern. [46, 66].
Second, it enriches the usual informal natural language requirements with additional
compositional information derived from the semantics of the natural language
descriptions themselves. This compositional information is utilised for semantics-
based composition of requirements-level concerns. It also provides core insights into

"It must be noted that other aspects, motivated by the solution domain, may also arise in
architecture. Such solution domain aspects are not targeted by this approach. Our
compositions pinpoint the aspects arising from the problem domain, i.e., the requirements.

? “Base approach” here is the approach being extended with Aspects.
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the intentionality of a requirement hence facilitating a clearer mapping to relevant
architectural elements. The natural language requirements’ annotation with the RDL
is fully automated via our Wmatrix [58] natural language processor. Tool support is
also available for crosscutting concern identification [56, 57].

A composition-centric approach also requires clearer architectural composition
semantics for aspects. Presently in many cases, aspect-oriented architecture design
approaches adopt concepts introduced by aspect-oriented programming (AOP)
languages, without questioning how appropriate these may be at the architecture level.
Some of the examples of such programming language driven features are:
introductions; asymmetric representation — i.e., use of different artefacts for base
functionality and aspectual behaviour; and the lack of separation of compositional
information (i.e., the pointcuts) from the aspect behaviour (i.e., the advice). Although
such features provide a closer alignment between architecture and a given AOP
language, they do not always help to capture the fundamental nature of software
architecture descriptions, unnecessarily complicating architecture comprehensibility
and evolution. For instance, AOP introductions are implementation-specific
mechanisms thought to extend the interface and behaviour of a class when only the
binary code is available. This is not appropriate at the architecture level, where
instead the interface of a component should be extended by transforming the
component into a composite component with multiple interfaces. Also, pointcuts
specify composition of architectural components, be it aspectual ones, and, therefore,
ought to be part of the connector semantics rather than be included within the aspect
specification.

The provision of suitable abstraction and composition mechanisms at the
architecture-level is the second aim of COMPASS. We propose an aspect-oriented
ADL (AO-ADL) based on a symmetric decomposition model — it uses components
and connectors as the basic structural elements (similar to traditional ADLs) with
aspects treated as specific types of components. Connectors are enriched with
additional composition semantics to cope with the crosscutting effect of aspectual
components.

Having enriched requirements and architecture models with suitable aspect
composition semantics, COMPASS provides a set of concrete mapping guidelines,
derived from a detailed case study, based on mapping patterns of compositions and
dependencies in the RDL to patterns of compositions and dependencies in the AO-
ADL. The mapping patterns are supported via a structural mapping of the RDL and
AO-ADL meta-models.

The mapping guidelines in COMPASS are a significant contribution not only to
improving transparency of transition from aspectual requirements to architecture but
also to the general issue of relating requirements to architecture in a systematic
manner. The third goal of COMPASS is to establish clear links between the
requirements-level aspects and their compositions with architecture elements and
transition from the requirements-level to architecture. The architecture derived from
COMPASS mappings acts as a starting point for refinement and elaboration into an
architectural solution. We leave the topics of architecture refinement and elaboration
out of this paper for a separate discussion, and focus on the actual mappings
themselves.
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The rest of the paper is structured as follows. Section 2 presents how COMPASS
fits within the software development activities. Section 3 discusses our RDL and its
composition semantics. Section 4 discusses the abstraction and composition
mechanisms in our AO-ADL. Section 5 presents the mapping patterns based on the
compositional information and dependencies as well as the structural mapping
between the RDL and AO-ADL meta-models. The discussion in Sects. 3,4 and 5 is
based on a concrete case study of an online auction system that has also been used as
a basis for eliciting the mapping guidelines. Section 6 discusses and demonstrates
application of guidelines, as well as presents some difficult issues that the COMPASS
approach faces. Section 7 discusses related work and Sect. 8 concludes the paper. The
summary of the mapping guidelines is presented in Appendix A.

2 COMPASS Within the Software Development Process

In order to explain the relation of COMPASS to the general software development
activities, we have highlighted the COMPASS activities in Fig. 1. As shown, COMPASS
is concerned with the link between the RE and Architectural activities, which is
represented as the oval containing “Requirements to Architecture Mapping” activity
along with its adjacent arrows.

Figure 1 explicitly mentions a number of RE activities that come before the
COMPASS activities, as well as a number of Architecture Design activities that come
after. Though none of these pre and post COMPASS activities are the focus of this
paper, for the sake of completeness and clarity, we provide a brief overview of some
related issues in this section.

2.1 Requirements Engineering

For use of COMPASS we do not prescribe any particular RE technique, the only
specified condition being that the used technique will contain natural language
requirements specification. The decision to use natural language specification was
motivated mainly by the fact that the majority of the requirements are still specified in
natural language text [12]. Clearly, it is hardly possible to establish a direct mapping
from raw natural language text to architecture design. Thus, a number of tasks
dedicated to concern identification and structuring requirements into a specification
document need to be undertaken. The specification document will then form input for
the COMPASS mapping.

Thus, any kind of structured text-based specification (such as viewpoints or use
cases) can form COMPASS input.’ Our own work on producing such structured
natural language requirements for AORE from initial natural language (NL) text is
presented in [56, 57]. In brief, our approach for structuring is based on use of tool-
supported corpus-based natural language processing methodology. We initially apply
an NL processor (called WMATRIX [6, 58]), which helps to identify the main topics
of interest in the given natural language document by comparing the given document

* Input for COMPASS can be produced by any other RE approach that uses natural language. It
is not necessary to use specifically our approach that is discussed further in this section.



