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Preface

Progmmming Logic and Design, Comprehensive, Second Edition, provides the beginning
programmer with a guide to developing structured program logic. This textbook assumes
that students have no programming language experience. The writing is nontechnical and
emphasizes good programming practices. The examples are business examples; they do not
assume mathematical background beyond high school business math. Additionally, the exam-
ples illustrate one or two major points; they do not contain so many features that students
become lost following irrelevant and extraneous details.

The examples in Programming Logic and Design, Comprehensive, Second Edition, have been created
to provide students with a sound background in logic no matter what programming languages
they might eventually use to write programs. This book can be used in a stand-alone logic
course that students take as a prerequisite to a programming course, or as a companion book
to an introductory programming text using any programming language.

ORGANIZATION AND COVERAGE

Programming Logic and Design, Comprehensive, Second Edition, introduces students to
programming concepts, enforcing good style and logical thinking. General programming
concepts are introduced in Chapter 1. Chapter 2 discusses the key concepts of structure
including what structure is, how to recognize it, and, most importantly, the advantages to
writing structured programs. Chapter 3 extends the information on structured programming
to the area of modules. By Chapter 4 students can write complete, structured business programs.
Chapters 5 and 6 explore the intricacies of decision making and looping. Students learn to
develop sophisticated programs that use control breaks and arrays in Chapters 7 and 8.

In Chapter 9 students use arrays in more sophisticated ways by exploring sorting techniques.
Chapter 10 focuses on the special issues involved in writing interactive programs that allow
users to make menu selections from both single- and multiple-level menus. Chapter 11 covers
the intricacies of sequential file merging, matching, and updating. In Chapter 12, students learn
valuable modularization techniques, including the differences between local and global
variables and how to pass variables to and from modules. Chapter 12 also provides clear
explanations of the sometimes confusing terminology associated with object-oriented
programming. In Chapter 13, students learn the vocabulary associated with event-driven
programming and how to incorporate GUI objects into programs. Chapter 14 brings
together all the concepts that students have learned so far by addressing issues of good
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program design—including reducing coupling and increasing cohesion. Chapter 15 provides
an introduction to UML, a powerful graphic tool for designing object-oriented systems.

Programming Logic and Design, Comprehensive, Second Edition, combines text explanation with
flowcharts and pseudocode examples to provide students with alternative means of expressing
structured logic. Numerous detailed, full-program exercises at the end of each section illustrate
the concepts explained within the section and reinforce students’ understanding and retention
of the material presented.

Programming Logic and Design, Comprehensive, Second Edition, distinguishes itself from other
programming logic language books in the following ways:
» [t is written and designed to be non-language specific. The logic used in this book can
be applied to any programming language.

m The examples are everyday business examples; no special knowledge of mathematics,
accounting, or other disciplines is assumed.

m The concept of structure is covered earlier than in many other texts. Students are exposed
to structure naturally, so they will automatically create properly designed programs.

» Text explanation is interspersed with both flowcharts and pseudocode so students can
become comfortable with both logic development tools and understand their
interrelationship.

n Complex programs are built through the use of complete business examples. Students
see how an application is built from start to finish instead of studying only segments
of programs.Students learn the difference between local and global variables, and how
to pass their values to and from modules.

m Object-oriented terminology is thoroughly explained. This feature is absent from
many other programming logic books.

» Event-driven GUI programs are presented. Students enjoy working with the graphical
objects. Few texts explore the logic behind them.

w Students gain an appreciation for good program design, and learn to recognize poor design.

w Students learn about UML, a powerful object-oriented design tool.

FEATURES

New to this edition of the text is the use of camel casing for naming variables and methods,
and the addition of parentheses to method names. These improvements expose students to
variable and method names that closely resemble those they will be most likely to use in
introductory programming classes in C++, Java, Visual Basic or Pascal. To improve students’
comprehension of the decision-making process, endif has been added to the pseudocode in
all decision examples. Additional end-of-chapter exercises are included so students have more
opportunities to practice concepts as they learn them.
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Programming Logic and Design, Comprehensive, Second Edition, is a superior textbook because it
also includes the following features:

m Objectives Each chapter begins with a list of objectives so the student knows the
topics that will be presented in the chapter. In addition to providing a quick reference
to topics covered, this feature provides a useful study aid.

m Tips These notes provide additional information—for example, an alternative method
of performing a procedure, another term for a concept, background information on a
technique, or a common error to watch out for.

# Summaries Following each section is a summary that recaps the programming
concepts and techniques covered in the section. This feature provides a concise means
tor the student to recap and check understanding of each chapter's main points.

s Exercises Each chapter section concludes with meaningful programming exercises
that provide students with additional practice of the skills and concepts they learned
in the lesson. These exercises increase in difficulty and are designed to allow students
to explore logical programming concepts,

TEACHING ToOOLS

The following supplemental materials are available when this book is used in a classroom
setting. All of the teaching tools available with this book are provided to the instructor on a
single CD-ROM.

Electronic Instructor’s Manual. The Instructor’s Manual that accompanies this textbook
includes:

» Additional instructional material to assist in class preparation, including suggestions for
lecture topics.

= Solutions to all end-of-chapter materials.

ExamView®. This textbook is accompanied by ExamView, a powerful testing software
package that allows instructors to create and administer printed, computer (LAN-based), and
Internet exams. ExamView includes hundreds of questions that correspond to the topics
covered in this text, enabling students to generate detailed study guides that include page
references for further review. The computer-based and Internet testing components allow
students to take exams at their computers, and also save the instructor time by grading each
exam automatically.

PowerPoint Presentations. This book comes with Microsoft PowerPoint slides for each
chapter. These are included as a teaching aid for classroom presentation, to make available to
students on the network for chapter review, or to be printed for classroom distribution.
Instructors can add their own slides for additional topics they introduce to the class.
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Solution Files. Solutions to end-of chapter exercises are provided on the Teaching Tools
CD-ROM and may also be found on the Course Technology Web site at www.course.com.
The solutions are password protected.

Distance Learning. Course Technology is proud to present online courses in WebCT and
Blackboard, as well as at MyCourse.com, Course Technology’s own course enhancement tool,
to provide the most complete and dynamic learning experience possible. When you add
online content to one of your courses, you're adding a lot: self tests, links, glossaries, and, most
of all, a gateway to the 21st century’s most important information resource. We hope you will
make the most of your course, both online and offline. For more information on how to bring
distance learning to your course, contact your local Course Technology sales representative.
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CHAPTER

|

AN OVERVIEW OF COMPUTERS
AND LOGIC

After studying Chapter 1, you should be able to:
Understand computer components and operations

Describe the steps involved in the programming process
Describe the data hierarchy

* & & o

Understand how to use flowchart symbols and pseudocode
statements

Use and name variables

Use a sentinel, or dummy value, to end a program
Use a connector symbol

Assign values to variables

Recognize the proper format of assignment statements

* & & & ¢ o

Describe data types

UNDERSTANDING COMPUTER COMPONENTS AND OPERATIONS

The two major components of any computer system are its hardware and its software.
Hardware is the equipment, or the devices, associated with a computer. For a computer
to be useful, however, it needs more than equipment; a computer needs to be given
instructions. The instructions that tell the computer what to do are called software, or
programs, and are written by programmers. This book focuses on the process of writing
these instructions.

Together, computer hardware and software accomplish four major operations:
1. Input
2. Processing
3. Output
4. Storage



Chapter 1 An Overview of Computers and Logic

Hardware devices that perform input include keyboards and mice. Through these
devices, data, or facts, enter the computer system. Processing data items may involve
organizing them, checking them for accuracy, or performing mathematical operations
on them. The piece of hardware that performs these sorts of tasks is the Central
Processing Unit, or CPU. After data have been processed, the resulting information is
sent to a printer, monitor, or some other output device. Often, you also want to store
the output information on hardware, such as magnetic disks or tapes. Computer soft-
ware consists of all the instructions that control how and when the data are input, how
they are processed, and the form in which they are output or stored.

Computer hardware by itself is useless without a programmer’s instructions or software,
just as your stereo equipment doesn’t do much until you provide music on a CD or tape.
You can enter instructions into a computer system through any of the hardware devices
you use for data: for example, a keyboard or disk drive.

You write computer instructions in a computer programming language such asVisual
Basic, Pascal, COBOL, RPG, C#, C++, Java, or Fortran. Just as some humans speak
English and others speak Japanese, programmers also write programs in different lan-
guages. Some programmers work exclusively in one language, while others know sev-
eral and use the one that seems most appropriate for the task at hand.

No matter which programming language a computer programmer uses, the language has
rules governing its word usage and punctuation. These rules are called the language’s
syntax. If you ask, “How the get to store do 1?” in English, most people can figure out
what you probably mean even though you have not used proper English syntax.
However, computers are not nearly as smart as most humans; with a computer you might
as well have asked, “Xpu mxv ot dodnm cadf B?” Unless the syntax is perfect, the com-
puter cannot interpret the programming language instruction at all.

Every computer operates on circuitry that consists of millions of on-off switches. Each
programming language uses a piece of software to translate the specific programming
language into the computer’s on-off circuitry language, or machine language.The lan-
guage translation software is called a compiler or interpreter, and it tells you if you
have used a programming language incorrectly. Therefore, syntax errors are relatively
easy to locate and correct. If you write a computer program using a language such as
C++, but spell one of its words incorrectly or reverse the proper order of two words,
the translator lets you know it found a mistake as soon as you try to run the program.

Although there are differences in how compilers and interpreters work, their
v basic function is the same—to translate your programming statements into
nip] code the computer can use.
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For a program to work properly, you must give the instructions to the computer in a spe-
cific sequence, you must not leave any instructions out, and you must not add extraneous
instructions. By doing this, you are developing the logic of the computer program.
Suppose you instruct someone to make a cake as follows:

Stir

Add two eggs

Add a gallon of gasoline

Bake at 350 degrees for 45 minutes
Add three cups of flour

Even though you have used the English language syntax correctly, the instructions are
out of sequence, some instructions are missing, and some instructions belong to proce-
dures other than baking a cake. If you follow these instructions, you are not going to
end up with an edible cake, and you may end up with a disaster. Logical errors are much
more difficult to locate than syntax errors; it is easier for you to determine whether eggs
is spelled incorrectly in a recipe than it is for you to tell if there are too many eggs or
they are added too soon.

Just as baking directions can be given correctly in French, German, or Spanish, the same
logic of a program can be expressed in any number of programming languages. This
book is almost exclusively concerned with the logic development process. Because it is
not concerned with any specific language, this book could have been written in
Japanese, C++, or Java. The logic is the same in any language. For convenience, the book
uses English!

Once instructions have been input to the computer and translated into machine language,
a program can be run or executed.You can write a program that takes a number (an input
step), doubles it (processing), and tells you the answer (output) in a programming language
such as Pascal or C++, but if you were to write it in English, it would look like this:

Get inputNumber
Compute calculatedAnswer as inputNumber times 2
Print calculatedAnswer

The instruction to Get inputNumber is an example of an input operation. When the
computer interprets this instruction, it knows to look to an input device to obtain a
number. Computers often have several input devices, perhaps a keyboard, a mouse,a CD
drive, and two or more disk drives. When you learn a specific programming language,
you learn how to tell the computer which of those input devices to access for input. For
now, however, it doesn’t really matter which hardware device is used as long as the com-
puter knows to look for a number. The logic of the input operation—that the computer
must obtain a number for input, and that the computer must obtain it before multiply-
ing it by two—remains the same regardless of any specific input hardware device.

Many computer professionals categorize disk drives and CD drives as storage
9 devices rather than input devices. Such devices actually can be used for input,
nip] storage, and output.



