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Preface

On behalf of the Program Committee, it is our pleasure to present to you the pro-
ceedings of the 4th GI International Conference on Detection of Intrusions and
Malware, and Vulnerability Assessment (DIMVA). Each year DIMVA brings to-
gether international experts from academia, industry and government to present
and discuss novel security research. DIMVA is organized by the special interest
group Security—Intrusion Detection and Response of the German Informatics
Society (GI).

The DIMVA 2007 Program Committee received 57 submissions from 20 dif-
ferent countries. All submissions were carefully reviewed by Program Committee
members and external experts according to the criteria of scientific novelty, im-
portance to the field and technical quality. The final selection took place at a
Program Committee meeting held on March 31, 2007, at Universita Campus
Bio-Medico di Roma, Italy. Twelve full papers and two extended abstracts were
selected for presentation at the conference and publication in the conference pro-
ceedings. The conference took place during July 12-13, 2007, at the University
of Applied Sciences and Arts Lucerne (HTA Lucerne) in Switzerland. The pro-
gram featured both theoretical and practical research results grouped into five
sessions. The keynote speech was given by Vern Paxson, International Computer
Science Institute and Lawrence Berkeley National Laboratory. Another invited
talk was presented by Marcelo Masera, Institute for the Protection and Security
of the Citizen. Peter Trachsel, Deputy Head of the Federal Strategic Unit for
IT in Switzerland, gave a speech during the conference dinner. The conference
program further included a rump session organized by Sven Dietrich of Carnegie
Mellon University; and it was complemented by the third instance of the Euro-
pean capture-the-flag contest CIPHER, organized by Lexi Pimenidis of RWTH
Aachen.

We sincerely thank all those who submitted papers as well as the Program
Committee members and our external reviewers for their valuable contributions
to a great conference program.

For further details about DIMVA 2007, please refer to the conference Web
site at http://www.dimva.org/dimva2007.

July 2007 Bernhard Himmerli
Robin Sommer
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Extensible Web Browser Security

Mike Ter Louw, Jin Soon Lim, and V.N. Venkatakrishnan

Department of Computer Science,
University of Illinois at Chicago
{mter, jlim, venkat}@cs.uic.edu

Abstract. In this paper we examine the security issues in functionality extension
mechanisms supported by web browsers. Extensions (or “plug-ins”) in modern
web browsers enjoy unlimited power without restraint and thus are attractive vec-
tors for malware. To solidify the claim, we take on the role of malware writers
looking to assume control of a user’s browser space. We have taken advantage of
the lack of security mechanisms for browser extensions and have implemented a
piece of malware for the popular Firefox web browser, which we call BROWSER-
SPY, that requires no special privileges to be installed. Once installed, BROWSER-
Spy takes complete control of a user’s browser space and can observe all the
activity performed through the browser while being undetectable. We then adopt
the role of defenders to discuss defense strategies against such malware. Our pri-
mary contribution is a mechanism that uses code integrity checking techniques
to control the extension installation and loading process. We also discuss tech-
niques for runtime monitoring of extension behavior that provide a foundation
for defending threats due to installed extensions.

1 Introduction

The Internet web browser, arguably the most commonly used application on a network
connected computer, is becoming an increasingly capable and important platform for
millions of today’s computer users. The web browser is often a user’s window to the
world, providing them an interface to perform a wide range of activity including email
correspondence, shopping, social networking, personal finance management, and pro-
fessional business.

This usage gives the browser a unique perspective; it can observe and apply con-
textual meaning to sensitive information provided by the the user during very personal
activities. Furthermore, the browser has access to this information in the clear, even
when the user encrypts all incoming and outgoing communication. This high level of
access to sensitive, personal data warrants efforts to ensure its complete confidentiality
and integrity.

Ensuring that the entire code base of a browser addresses the security concerns of
confidentiality and integrity is a daunting task. For instance, the current distribution of
the Mozilla Firefox browser has a build size of 3.7 million lines of code (as measured
using the kloc tool) written in a variety of languages that include C, C++, Java, Java-
Script and XML. These challenges of size and implementation language diversity make
it difficult to develop a “one-stop shop” solution for this problem. In this paper, we fo-
cus on the equally significant subproblem of ensuring confidentiality and integrity in a

B. M. Himmerli and R. Sommer (Eds.): DIMVA 2007, LNCS 4579, pp. 1-19, 2007.
(© Springer-Verlag Berlin Heidelberg 2007



2 M. Ter Louw, J.S. Lim, and V.N. Venkatakrishnan

browser in the presence of browser extensions. We discuss this problem in the context
of Mozilla Firefox, the widely used free (open source) software browser, used by about
70 million web users [1].

Browser extensions (or “add-ons”) are facilities provided to customize the brow-
ser. These extensions make use of interfaces exported by the browser and other plug-
ins to alter the browser’s behavior. Though the build of Firefox is platform-specific
(such as one for Windows XP, Linux or Mac OS X), extensions are primarily platform-
independent based on the neutral nature of JavaScript and XML, the predominant lan-
guages used to implement them.

Even though extensions plug directly into the browser, there is no provision currently
in Firefox to provide protection against malicious extensions. One way to do this is to
disallow extensions altogether. Firefox is able to do this when started in debugging
mode, which prevents any extension code to be loaded. However, typical installation
and execution in the normal mode allow extensions to be executed. Extensions offer
useful functionality, as evidenced by the popularity of their download numbers [2],
to several thousands of users who use them. Dismissing the security concerns about
extensions by turning them off ignores the problem.

To understand the impact of running a malicious extension, we set for ourselves
the goal of actually crafting one. Surprisingly, we engineered a malicious extension
for the Firefox browser we call BROWSERSPY, with modest efforts and in less than
three weeks. Once installed, this extension takes complete control of the browser. As
further testimony, a recent attack was launched on the Firefox browser using a malware
extension known as FormSpy [8], that elicited widespread media coverage and concern
about naive users.

There are two main problems raised by the presence of our malware extension and
the FormSpy extension:

— Browser code base integrity A malicious extension can compromise the integrity of
the browser code base when it is installed and loaded. We demonstrate (by construc-
tion) that a malicious extension can subvert the installation process, take control of
a browser, and hide its presence completely.

— User data confidentiality and integrity A malicious extension can read and write
confidential data sent and received by the user, even over an encrypted secure con-
nection. We demonstrate this by having our extension collect sensitive data input
by a user while browsing and log it to a remote site.

In this paper we present techniques that address these problems. To address extension
integrity, our solution empowers the end-user with complete control of the process by
which code is selected to run as part of the browser, thereby disallowing installation
integrity threats due to malware. This is done by a process of user authorization that
detects and refuses to allow the execution of extensions that are not authorized by the
end user.

To address the second challenge of data confidentiality and integrity, we augment the
browser with support for policy-based monitoring of extensions by interposition mech-
anisms retrofitted to the Spidermonkey JavaScript engine and other means (Section 5).

A key benefit of our solution is that it is targeted to rerrofit the browser. We consider
this benefit very important, and have traded off potentially better solutions to achieve
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this benefit. Other benefits of our approach are that it is convenient, user-friendly and
poses very acceptable overheads. Our implementation is robust, having been tested with
several Firefox extensions.

This paper is organized as follows. A discussion of related work appears in Section 2.
We present the main details behind our malware extension in Section 3. We present our
solution to the extension integrity problem in Section 4 and address data confidentiality
in Section 5. We evaluate these approaches with several Firefox add-ons and discuss
their performance in the above sections individually. In Section 6 we conclude.

2 Related Work

We examined extension support in four contemporary browsers: Firefox, Internet Ex-
plorer (IE), Safari and Opera. Among the four browsers that we studied, only the Safari
browser does not support the concept of extensions. The remaining three possess ex-
tensible architecture but do not have security mechanisms addressing extension-based
threats. For instance, IE primary extension mechanism is through Browser Helper Ob-
jects (BHO). The PestPatrol malware detection website lists hundreds of malware that
use BHOs [5]. Furthermore, the integrity and confidentiality of the end-user’s private
data used in the browser is also not addressed in recent mechanisms such as “protected-
browser-mode” [4] in Windows Vista.

The problem of safely running extensions in a browser is in many ways similar to
the problem of executing downloaded untrusted code in an operating system. This is
a well known problem, and has propelled research in ideas such as signed code, static
analysis, proof-carrying code, model-carrying code and several execution monitoring
approaches. Below, we discuss the applicability of these solutions to the browser exten-
sion problem highlighting several technical and practical reasons.

Signed code. The Firefox browser provides support for signed extensions; however,
this is hardly used in practice. A search of extensions in the Firefox extensions repos-
itory addons .mozilla.org revealed several thousand unsigned extensions and only
two that were signed. In addition, we note that signed extensions merely offer a first
level of security. They only guarantee that they are from the browser distribution site
and are unmodified in transit; no assurance is provided regarding the security implica-
tions of running the extension.

Static analysis. A very desirable approach for enforcing policies on extension code is
by use of static analysis. Static analysis has been employed in several past efforts in
identifying vulnerabilities or malicious intent. The primary advantages of using static
analysis are the absence of execution overhead and runtime aborts, which are typical of
dynamic analysis based solutions.

It is difficult to employ static analysis for JavaScript code without making conserv-
ative assumptions, however. A first example is the eval statement in JavaScript that al-
lows a string to be interpreted as executable code. Without knowing the runtime values
of the arguments to the eval statement, it is extremely difficult—if not impossible—to
determine the runtime actions of the script. Another problem is tracing the flow of ob-
ject references in a prototype-based object oriented language such as JavaScript. For
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instance, variable assignment to or from an array element or object property (when the
object is indexed as an associative array) can decisively hamper the tracking of object
reference flow as references are stored or retrieved.

Consequently, recent efforts that trace JavaScript code [11] use runtime approaches
to track references. An exception is [13] that employs static analysis for JavaScript for
detecting cross-site scripting (XSS) attacks. In their approach, scenarios like the above
are handled by a conservative form of tainting. This is suitable for their purpose of
preventing XSS attacks as evidenced by their experimental results, and the fact that
typical scripts from web pages are not expected to have complex eval constructs. This
approach is unsuitable for statically analyzing extension code in JavaScript, however.
Almost half (45%) of the extensions that we tested make heavy use of complex eval
constructs, while all generously use objects as associative arrays, making static analysis
very hard.

PCC and MCC. The difficulties for static analysis make frameworks such as proof-
carrying code (PCC) [10] unsuitable for this problem. It will be difficult to produce
proofs for extensions that make heavy use of constructs such as eval as part of their
code. The typical approach to employ PCC in scenarios that require runtime data is to:
(a) transform the original script with runtime checks that enforce the desired security
property, and (b) produce a proof that the transformed program respects this property.
The proof in this case is primarily used to demonstrate the correctness of the placement
of runtime checks.

In the browser situation, transformation needs to be made before all eval statements.
Policy enforcement would still be carried out by runtime checks, and therefore we did
not adopt this route of using PCC. Another solution is model-carrying-code [12] which
employs runtime techniques to learn the behavior of code that will be downloaded. The
difficulty in using this approach is in obtaining test suites for exhaustive code coverage
required for approaches based on runtime learning of models.

Execution monitoring. Several execution monitoring techniques [14,6,7] have pre-
viously looked at the problem of safely executing malicious code. The closest related
project to our approach is by Hallaraker and Vigna [7]. This was the first work that
looked at the security issues of executing malicious code in a large mainstream brow-
ser. Their focus is on protection against pages with malicious content rather than the
ensuring the integrity of a browser’s internal operations. For them it is not necessary to
address the problem of browser code integrity, as scripts from web pages are sandboxed
to prevent them from performing sensitive actions. In contrast we address the extension
installation integrity problem, as extension code is unmonitored and can perform many
sensitive operations.

To effectively regulate extension behavior, a runtime monitor must be able to deter-
mine the particular extension responsible for each operation. A direct adaptation of their
execution monitoring approach does not provide this ability, and is therefore not suited
for runtime supervision of extensions. To fill this void we describe two new action at-
tribution mechanisms making use of browser facilities and JavaScript interposition in
Section 5.
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Fig. 1. Two views of the BROWSERSPY extension in operation.

3 A Malware Extension

To gain a better understanding of the threat posed by a malware extension, we set
ourselves the task of actually writing one. The motivations for creating the malicious
software are to: (a) help us identify the scope of threats malicious extensions pose by
understanding the facilities available to an extension in a browser, (b) increase our un-
derstanding of architecture-level and implementation-level weaknesses in the browser’s
extension manager, () give us a practical estimate in understanding the ease with which
malware writers may be able to craft such extensions, and (d) provide a concrete imple-
mentation of a malicious extension to serve as a benchmark for malware analysis.

Extension Capabilities. BROWSERSPY, the extension we authored, is capable of har-
vesting every piece of form data (e.g., passwords) submitted by the user, including those
sent over encrypted connections. Furthermore, once the extension enters the system, it
ensures that it remains undetectable by users (Figure 1 (a)).

Once BROWSERSPY is installed, it begins collection of personal data that will ulti-
mately fall into the hands of an attacker. As a user navigates the Internet, BROWSERSPY
harvests the URLs comprising their browsing history and stores them in a cache. Any
username and password pairs that are stored in Firefox’s built-in password manager are
retrieved, along with the URL of the site they pertain to. Form data that the user submits
finds its way into the extension as well. All of this information is stored and periodically
sent over the network to a remote host.

Given enough data the spy can effectively steal the identity of the person using the
browser. Intercepted form fields can give an attacker credit card numbers, street ad-
dresses, Social Security Numbers, and other highly sensitive information. The username
/ password pairs can readily provide access to the user’s accounts on external sites. The
history items can give the attacker a profile of the victim’s browsing patterns, and serve
as candidate sites for further break-in attempts using the retrieved set of username /
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password pairs. Figure 1 (b) shows a remote window collecting sensitive information
about the user.

To mimick a spyware attack more closely, BROWSERSPY employs stealth to prevent
the user from knowing that anything unusual is being conducted. The extension uses two
techniques to shroud itself from Firefox’s installed extensions list. First, the extension
simply removes itself from the list so that the user won’t see it. Second, it injects itself
into a (presumably benign) extension, Google Toolbar (Figure 1 (a)). The latter method
serves as a technique to guard the extension from being discovered should the user
inspect the files on her system. The injection process is even successful at infecting
code signed browser extensions,' as the browser does not check the integrity of these
extensions following installation.

A common technique practiced by malware is covert information flow mechanisms
[9] for transmission. To mimic this behavior, our final stealth tactic deliberately delays
delivery of sensitive data to the remote host. We cache the information and send it out
in periodic bursts to offset the network activity from the event that triggers it, making
it harder for an observant user to correlate the added traffic with security sensitive op-
erations. Thus, the composite effect of some relatively easy measures employed by our
extension is alarming.

Extension entry vectors. The typical process of extension installation requires the user
to download and install the extension through a browser interface window. Though the
BROWSERSPY extension can be installed this way, this is not the only route by which
this malicious extension can be delivered to a browser. It can be delivered by preexisting
malware on the system without involving the browser. It can also be delivered outside
the browser given user account access for a short duration. These entry vectors are all
too common with unpatched systems, public terminals, and naive users who do not
suspect such threats.

Extension development effort. Very little effort was required to create this exten-
sion. The lack of any security in the browser’s Extension Manager module assisted in
its speedy creation. It only took one graduate student (who had no prior experience in
developing extensions) three weeks working part time to complete this extension. We
present this information merely to argue the ease with which this task can be accom-
plished. We note that this period of three weeks is merely an upper bound of effort for
creating malicious extensions. Malware writers have more resources, experience and
time to create extensions that could be more stealthy, perhaps employing increasingly
sophisticated covert mechanisms for information transmission.

Our implementation techniques. We started by studying the procedure of how exten-
sions are created, installed and executed in the system. Firefox extensions make use of
the Cross-Platform Component Object Model (XPCOM) framework, which provides
a variety of services within the browser such as file access abstraction. We carefully
studied interfaces to the XPCOM framework available for use by an extension, and dis-
cerned that one could easily program event observers for various operations performed

! Case in point, the code in the Google Toolbar extension is signed by Google, Inc.



