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Preface

This volume contains the proceedings of the international workshop WS-FM
(Web Services and Formal Methods) held at Vienna University of Technology,
Vienna, Austria, during September 8-9, 2006.

The International Workshop on Web Services and Formal Methods aims to
bring together researchers working on Web services and formal methods in or-
der to activate a fruitful collaboration in this direction of research. This, poten-
tially, could also have a great impact on the current standardization phase of
Web service technologies. The main topics of the conference include: protocols
and standards for WS (SOAP, WSDL, UDDI, etc.); languages and descripion
methodologies for Choreography/Orchestration/Workflow (BPML, XLANG
and BizTalk, WSFL, WS-BPEL, etc.); coordination techniques for WS (trans-
actions, agreement, coordination services, etc.); semantics-based dynamic WS
discovery services (based on Semantic Web/ontology techniques or other se-
mantic theories); security, performance evaluation and quality of service of WS;
semi-structured data and XML related technologies; comparisons with different
related technologies/approaches.

This third edition of the workshop (WS-FM 2006) featured 15 papers se-
lected among 40 submissions after a rigorous review process by international
reviewers and three invited talks by Wil van der Aalst (Eindhoven University
of Technology, The Netherlands), Roberto Bruni (University of Pisa, Italy) and
Schahram Dustdar (Vienna University of Technology, Austria). These contribu-
tions brought an additional dimension to the technical and the scientific merit
of the workshop. This volume of the proceedings contains the 15 selected papers
and three papers related to the invited talks.

WS-FM 2006 was held as an official event of “The Process Modelling Group”
(aresarch group which promotes study and experimentation in business processes
whose members mainly work in academia, for software companies or as part of
standards bodies) and in conjunction with the 4th International Conference on
Business Process Management (BPM 2006).

We owe special thanks to all members of the Program Committee of WS-FM
2006 and their sub-referees for their work. Finally, our thanks go to the University
of Technology of Vienna for hosting the workshop and for their support in the
workshop organization.

September 2006 Mario Bravetti
Manuel Nurtiez
Gianluigi Zavattaro
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DecSerFlow: Towards a Truly Declarative
Service Flow Language

W.M.P. van der Aalst and M. Pesic

Department of Information Systems, Eindhoven University of Technology,
P.O. Box 513, NL-5600 MB, Eindhoven, The Netherlands
w.m.p.v.d.aalst@tm.tue.nl, m.pesic@tm.tue.nl

Abstract. The need for process support in the context of web services
has triggered the development of many languages, systems, and stan-
dards. Industry has been developing software solutions and proposing
standards such as BPEL, while researchers have been advocating the
use of formal methods such as Petri nets and m-calculus. The languages
developed for service flows, i.e., process specification languages for web
services, have adopted many concepts from classical workflow manage-
ment systems. As a result, these languages are rather procedural and
this does not fit well with the autonomous nature of services. Therefore,
we propose DecSerFlow as a Declarative Service Flow Language. Dec-
SerFlow can be used to specify, enact, and monitor service flows. The
language is extendible (i.e., constructs can be added without changing
the engine or semantical basis) and can be used to enforce or to check the
conformance of service flows. Although the language has an appealing
graphical representation, it is grounded in temporal logic.

Keywords: Service flows, web services, workflow management, flexibil-
ity, temporal logic.

1 Introduction

The Business Process Ezecution Language for Web Services (BPEL4WS, or
BPEL for short) has become the de-facto standard for implementing processes
based on web services [7]. Systems such as Oracle BPEL Process Manager,
IBM WebSphere Application Server Enterprise, IBM WebSphere Studio Appli-
cation Developer Integration Edition, and Microsoft BizTalk Server 2004 support
BPEL, thus illustrating the practical relevance of this language. Although in-
tended as a language for connecting web services, its application is not limited
to cross-organizational processes. It is expected that in the near future a wide
variety of process-aware information systems [8] will be realized using BPEL.
Whilst being a powerful language, BPEL is of a procedural nature and not very
different from classical workflow languages e.g., the languages used by systems
such as Staffware, COSA, SAP Workflow, and IBM WebSphere MQ Workflow
(formerly know as FlowMark). Also other languages proposed in the context of
web services are of a procedural nature, e.g., the Web Services Choreography

M. Bravetti, M. Nuiies, and G. Zavattaro (Eds.): WS-FM 2006, LNCS 4184, pp. 1-23, 2006.
© Springer-Verlag Berlin Heidelberg 2006



2 W.M.P. van der Aalst and M. Pesic

Description Language (WS-CDL) [16]. In this paper, we will not discuss these
languages in detail. The interested reader is referred to [2,3,20] for a critical
review of languages like BPEL. Instead, we will demonstrate that it is possible
to use a more declarative style of specification by introducing DecSerFlow: a
Declarative Service Flow Language.

To explain the difference between a procedural style and a declarative style
of modeling, we use a simple example. Suppose that there are two activities
A and B. Both can be executed multiple times but they ezclude each other,
i.e., after the first occurrence of A it is not allowed to do B anymore and after
the first occurrence of B it is not allowed to do A. The following execution se-
quences are possible based on this verbal description: [ ] (the empty execution
sequence), [A], [B], [A,A], [B,B], etc. In a procedural language it is difficult to
specify the above process without implicitly introducing additional assumptions
and constraints. In a procedural language one typically needs to make a choice
with respect to whether no activities are to be executed, only A activities are
to be executed, or only B activities are to be executed. Moreover, the num-
ber of times A or B needs to be executed also has to be decided. This means
that one or more decision activities need to be executed before the execution
of “real” activities can start. (Note that this is related to the Deferred Choice
pattern described in [4].) The introduction of these decision activities typically
leads to an over-specification of the process. Designers may be tempted to make
this decision before the actual execution of the first A or B. This triggers the
following two questions: (1) “How is this decision made?” and (2) “When is
this decision made?”. The designer may even remove the choice altogether and
simply state that one can only do A activities. Using a more declarative style
can avoid this over-specification. For example, in Linear Temporal Logic (LTL)
[11,12,13] one can write 7(CA A <B). This means that it cannot be the case
that eventually A is executed and that eventually B is executed. This shows
that a very compact LTL expression (-(CA A ©B)) can describe exactly what
is needed without forcing the designer to specify more than strictly needed. Un-
fortunately, languages like LTL are difficult to use for non-experts. Therefore,
we have developed a graphical language (DecSerFlow) that allows for the easy
specification of processes in a declarative manner. DecSerFlow is mapped onto
LTL. The innovative aspects of our approach based on DecSerFlow are:

|

DecSerFlow allows for a declarative style of modeling which is highly relevant

in the context of service flows (unlike languages like BPEL).

— Through the graphical representation of DecSerFlow this language is easy
to use and we avoid the problems of textual languages like LTL.

— We use LTL not only for the verification of model properties: we also use
the LTL formulas generated by DecSerFlow to dynamically monitor services
and to realize an enactment engine.

— DecSerFlow is an extendible language (i.e., we supply an editor to extend the

language with user-defined graphical constructs without the need to modify

any part of the system).
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— DecSerFlow can be used to specify two types of constraints: hard constraints
and soft constraints. Hard constraints are enforced by the engine while soft
constraints are only used to warn before the violation takes place and to
monitor observed violations.

DecSerFiow
model containing
four activities

hard LTL
hard constraint constraints
(response)

n [I(A -> <>C)
hard constraint not(<>A and <>B) »| enactment | o >
{not co-existence) engine - .
enable
disable web
oL start services/
soft constraint Qonsirais; complete SOAP
(responded || wam messages
existence)
&0> <28 | monitoring
> <t
n tool register
design-time mapping run-time

Fig. 1. Overview of the role played by DecSerFlow in supporting services flows

Figure 1 provides an overview of the way we envision DecSerFlow to be used.
At design-time, a graphical model is made using the DecSerFlow notation. (Note
that at design-time users can also add new modeling elements - types of con-
straints.) The left-hand side of Figure 1 shows a process composed of four ac-
tivities, A, B, C, and D. Moreover, three constraints are shown. The connection
between A and C means that any occurrence of A should eventually be followed
by at least one occurrence of C (i.e., O(A — <C) in LTL terms). The con-
nection between A and B means that it cannot be the case that eventually A
is executed and that eventually B is executed. This is the constraint described
before, i.e., 7(¢A A ©B) in LTL terms. The last constraint connecting D and
B is a soft constraint. This constraint states that any occurrence of D implies
also the occurrence of B (before or after the occurrence of D), e.g., [B,D,D,D,D],
[D,D,D,B], and [B,B,B] are valid executions. The LTL formulation of this con-
straint is 0D — <OB.

As Figure 1 shows, it is possible to automatically map the graphical model
onto LTL formulas. These formulas can be used by the enactment engine to
control the service flow, e.g., on the basis of hard constraints the engine can
allow or prohibit certain activities and on the basis of soft constraints warnings
can be issued. The soft constraints can also be used by the monitoring tool to
detect and analyze violations.
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Currently, we have implemented a graphical editor and the mapping of the
editor to LTL. This editor supports user-defined notations as described before.
We are currently investigating different ways to enact LTL formulas and in this
paper we described our current efforts. Although we do not elaborate this this in
this paper, our implementation will also incorporate data as is show in Figure 1.
Data is used for routing purposes by making constraints data dependent, i.e., a
constraint only applies if its guard evaluates to true. Moreover, in the context of
the ProM (Process Mining) framework [6,18] we have developed an LTL checker
[1] to compare actual behavior with specified behavior. The actual behavior can
be recorded by a dedicated process engine. However, it can also be obtained by
monitoring SOAP messages as described in [3].

The approach described in Figure 1 is not limited to service flows. It can
be applied in any context where autonomous entities are executing activities.
These autonomous entities can be other organizations but also people or groups
of people. This is the reason that DecSerFlow has a “sister language” named
ConDec which aims at supporting teamwork and workflow flexibility [17]. Both
languages/applications share the same concepts and tools.

The remainder of this paper is organized as follows. Section 2 introduces
the DecSerFlow language. Then, a non-trivial example is given in Section 3.
Section 4 discusses different ways to construct an enactment (and monitoring)
engine based on DecSerFlow. Finally, Section 5 concludes the paper by discussing
different research directions.

2 DecSerFlow: A Declarative Service Flow Language

Languages such as Linear Temporal Logic (LTL) [11,12,13] allow for the a more
declarative style of modeling. These languages include temporal operators such
as next-time (OF), eventually (OF), always (OF), and until (F UG). However,
such languages are difficult to read. Therefore, we define an extendible graphical
syntax for some typical constraints encountered in service flows. The combina-
tion of this graphical language and the mapping of this graphical language to
LTL forms the Declarative Service Flow (DecSerFlow) Language . We propose
DecSerFlow for the specification of a single service, simple service compositions,
and more complex choreographies.

Developing a model in DecSerFlow starts with creating activities. The no-
tion of an activity is like in any other workflow-like language, i.e., an activity
is atomic and corresponds to a logical unit of work. However, the nature of the
relations between activities in DecSerFlow can be quite different than in tradi-
tional procedural workflow languages (like Petri nets and BPEL). For example,
places between activities in a Petri net describe causal dependencies and can
be used to specify sequential, parallel, alternative, and iterative routing. Using
such mechanisms it is both possible and necessary to strictly define how the
flow will be executed. We refer to relations between activities in DecSerFlow as
constraints. Each of the constraints represents a policy (or a business rule). At
any point in time during the execution of a service, each constraint evaluates to
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true or false. This value can change during the execution. If a constraint has the
value true, the referring policy is fulfilled. If a constraint has the value false, the
policy is violated. The execution of a service is correct (according to the Dec-
SerFlow model) at some point in time if all constraints (from the DecSerFlow
model) evaluate to true. Similarly, a service has completed correctly if at the end
of the execution all constraints evaluate to true. The goal of the execution of
any DecSerFlow model is not to keep the values of all constraints true at all
times during the execution. A constraint which has the value false during the
execution is not considered an error. Consider for example the LTL expression
O(A — ©OB) where A and B are activities, i.e., each execution of A is eventually
followed by B. Initially (before any activity is executed), this LTL expression
evaluates to true. After executing A the LTL expression evaluates to false and
this value remains false until B is executed. This illustrates that a constraint
may be temporarily violated. However, the goal is to end the service execution
in a state where all constraints evaluate to true.

To create constraints in DecSerFlow we use constraint templates. Each con-
straint template consists of a formula written in LTL and a graphical represen-
tation of the formula. An example is the “response constraint”, which is denoted
by a special arc connecting two activities A and B. The semantics of such an arc
connecting A and B are given by the LTL expression O(A — ©B), i.e., any
execution of A is eventually followed by (at least one) execution of B. We have
developed a starting set of constraint templates and we will use these templates
to create a DecSerFlow model. This set of templates is inspired by a collection
of specification patterns for model checking and other finite-state verification
tools [9]. Constraint templates define various types of dependencies between ac-
tivities at an abstract level. Once defined, a template can be reused to specify
constraints between activities in various DecSerFlow models. It is fairly easy
to change, remove and add templates, which makes DecSerFlow an “open lan-
guage” that can evolve and be extended according to the demands from different
domains.! In the initial set of constraint templates we distinguish three groups:
(1) “existence”, (2) “relation”, and (3) “negation” templates. Because a tem-
plate assigns a graphical representation to an LTL formula, we will refer to such
a template as a formula.

Before giving an overview of the initial set of formulas and their notation,
we give a small example explaining the basic idea. Figure 2 shows a DecSerFlow
model consisting of four activities: A, B, C, and D. Each activity is tagged with a
constraint describing the number of times the activity should be executed, these
are the so-called “existence formulas”. The arc between A and B is an example
of a “relation formula” and corresponds to the LTL expression discussed before:
O( A — <© B ). The connection between C and D denotes another “relation
formula”: & D — <& (, i.e., if D is executed at least once, C is also executed
at least once. The connection between B and C denotes a “negation formula”

! Note that we have developed a graphical editor for DecSerFlow that supports the
creation of user defined templates, i.e., the user can define the graphical representa-
tion of a generic constraint and give its corresponding semantics in terms of LTL.
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Fig. 2. A DecSerFlow model showing some example notations

(the LTL expression is not show here). Note that it is not easy to provide a clas-
sical procedural model (e.g., a Petri net) that allows for all behaviour modeled
Figure 2.

Ezistence Formulas. Figure 3 shows the so-called “existence formulas”. These
formulas define the possible number of executions (cardinality) of an activity. For
example, the first formula is called ezistence. The name and the formula heading
are shown in the first column. From this, we can see that it takes one parameter
(A), which is the name of an activity. The body of the formula is written in LTL
and can be seen in the second column. In this case the LTL expression < (activity
== A) ensures that the activity given as the parameter A will execute at least
once. Note that we write < (activity == A ) rather than ¢ (A). The reason is that
in a state we also want to access other properties, i.e., not just the activity name
but also information on data, time, and resources. Therefore, we need to use a
slightly more verbose notation (activity == A). The diagram in the third column
is the graphical representation of the formula, which is assigned to the template.
Parameter A is an activity and it is represented as a square with the name of
the activity. The constraint is represented by a cardinality annotation above the
square. In this case the cardinality is at least one, which is represented by 1..*.
The first group of existence formulas are of the cardinality “N or more”, denoted
by N..* Next, the formula absence ensures that the activity should never execute
in the service. The group of formulas with names absence_N uses negations of
existence_N to specify that an activity can be executed at most N-1 times. The
last group of existence formulas defines an exact number of executions of an
activity. For example, if a constraint is defined based on the formula ezactly_2,
the referring activity has to be executed exactly two times in the service.

Relation Formulas. Figure 4 shows the so-called “relations formulas”. While an
“existence formula” describes the cardinality of one activity, a “relation formula”
defines relation(s) (dependencies) between two activities. All relation formulas



