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Foreword

This text is a comfortable introduction to a complex and fascinating subject. The
author’s style is smooth and readable. His emphasis on software safety and the ethical
use of multicomputer systems is well founded, and cannot be understated. This text
affords a cognizant examination -- a snapshot in time really -- of an advancing
technology from an active practitioner of multicomputer systems engineering. The
technical descriptions and discussions are pertinent and colloquial. Anyone who is
interested in becoming a practicing multicomputer software engineer with a bent for
fast or real-time systems should peruse this text for a responsible and conscientious
perspective of a continuously evolving scalable technology.

David L. Fielding

President, North American Transputer Users Group
Cornell University

Cornell, NY USA

January, 1992






Preface

As a vehicle for simulation and investigation, message-passing parallel computers --
multicomputer systems -- represent the most cost-effective problem solving tools yet
invented. The scalable software built for these machines can provide insight and
vision, but it can also imbue a nation with a strategic capability. Scalable
multicomputer simulations can at once inform and enlighten, or destroy and pervert
any purpose or conceivable idea created by mankind. Software applications are harder
to construct in this realm of computation, and designing them requires unique skills
and tools. The requisite engineering discipline must be acquired, practiced, and
refined before effective and responsible use of a multicomputer platform can take
place.

This text posits approaches to the solution of multicomputer software
engineering problems. Among the questions explored by this text are: For what
purpose have multicomputer systems been invented, and how are they applicable to the
scientific and engineering problems which confront our society? What activities are
necessary to prepare a proposal for a project based on a multicomputer system? What
methods are available to estimate software engineering costs and schedule for a
massively parallel simulation? How is software safety analysis used to prevent
annoying or life-threatening mishaps from arising during simulation execution? How
are real-time simulations engineered? What practices and skills are necessary to
design and build a multicomputer simulation? How is a load balance realized? What
methods are known for synchronizing a real-time multicomputer simulation? Answers
to these questions are explored in the chapters of this book.

While the technical issues surrounding multicomputer software systems
engineering are very important, they pale in comparison to the idea of a responsible
multicomputer software engineering discipline. This state of mind is embraced and
practiced by professional software engineers, and is expressed as a sincere concern for
the societal implications of a finished edifice. Recognizing the likelihood of success
or disaster hinges on the sensitive intuition of engineering judgement, a valuable
characteristic of responsible practitioners. In contrast, the pure intellectual satisfaction
of the engineering process is always visible, easier to appreciate and reward.

The end result of almost all engineering activities is a finished product which
someone will use. The product may find a place in a home or a space shuttle. In
either case, the consumer accepts that the product is safe, and will not harm the
operator, or damage external equipment when used. The multicomputer software
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engineering discipline espoused in this text attempts to heighten the engineer’s
awareness of the principal steps involved while engineering a real-time multicomputer
simulation. A real-time computer system requires disciplined software engineering
skills to correctly design and build. Not only must the software correctly function in
an algorithmic sense, but the results produced by the software must be temporally
correct. A rare blend of skills are required to construct predictably correct real-time
simulation software. Real-time multicomputer simulations are especially demanding
in this respect.

With few exceptions, a real-time multicomputer simulation represents the
technical pinnacle of software engineering accomplishment. The temporal coordination
of tens, hundreds, or thousands of separate processing entities can be accomplished
and harnessed for the benefit of mankind. Like so many soldiers on parade in perfect
cadence, or the soothing instrumental notes and melodies of an orchestral
arrangement, their actions and operations must be precisely controlled, regulated, and
directed for an effective result to develop. Alternatively, the same platform can be
driven with criminal intent, producing chaos and catastrophe for an overtly evil or
amoral purpose. Multicomputer systems are not toys; they are seriously powerful
instruments that can at once possess the destructive potential of a strategic weapon,
or the humanitarian capacity of penicillin. The multicomputer software engincer must
commit to a moral obligation and a code of ethics that restricts their practice to the
safety and betterment of society.

Technology is changing at an exponentially scalable rate. The complexity
produced from this accelerated evolutionary process is far beyond any individual’s or
any organization’s capacity to recognize, control, or accurately contemplate. The
societal and global ramifications resulting from this sustained and compounded
introduction are profound. If technology obeyed Darwinian natural selection and
survival of the fittest, the overpopulation of so many digital electronic devices would
have died off by now, just like overpopulation of a species eventually exhausts a
habitat’s food supply, and equilibrium is restored through death by starvation. But
technology is exempt from Darwinian law.

For the promulgation of software engineering safety awareness, and to
promote recognition of the implicit strategic nature of multicomputer systems, I have
attempted to combine and communicate my collectively acquired industrial,
professional, and independent experience with both real-time simulation and
multicomputer systems to you, the reader. Several months previous, I relished the
thought of the technical challenge to describe a rapidly emerging field of research and
investigation. But during the course of my background investigation, information
assemblage, and revisions to the text, I developed a disquieting notion about this arena.
This book is a distillation of my experience using multicomputer systems (chiefly Inmos
transputer! boards which I purchased way back in 1985), and a recognition of the

1 The transputer is a very practical device and affords an inexpensive avenue to
start multicomputer investigations. My sincerest effort to avoid discussion of specific
hardware products is represented here; I do not perceive this enthusiasm as an
endorsement.
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important and increasingly visible role they serve.

A democratic society has many rules and structures, such as the laws
established by the United States Bill of Rights, to protect the citizenry and prevent
societal breakdown. Technology does not obey the Constitution, but the ideas and
freedom of expression conveyed through technology are principally sponsored by it.
As a vehicle for expression, multicomputer technology wiclds immense power, and can
be exploited for any purpose. With no legal or physical controls to regulate the
advance of an unchecked specie, what will be the result? I do not know this answer,
but it is very easy to assume to the worst. T hope that this text will serve as a baseline
for the emerging practitioners of real-time multicomputer software systems engineering
to consider the consequences of their work before undertaking design with impunity.
I importune you to do so with caution and care.?

This text contains two principal sections. Part 1, Concepts and Practices,
presents background material on multicomputer systems, project planning and
preparation, software metrics, an introduction to real-time computer systems, and
software safety. *This collection of 5 chapters provides a foundation for software
engineering practice and discipline. Part 2, Multicomputer Methods, supplies practical
design information for scalable software engineering activities. Chapters that discuss
software design, load balancing, and synchronization for multicomputer simulations are
supplied. Each chapter is largely self-contained and decoupled from the others. They
may be read in any order, depending on the individual’s expertise and strength. Some
background in software engineering is necessary and assumed. This book is not
intended for the novice or freshman. However, it is targeted at the practicing
professional software engineer with an eye toward real-world situations and experience.

Chapter 1 discusses multicomputer systems as a potential mechanism for
yielding solutions to complex scientific, engineering, and bio-medical problems
identified by the United States Federal High Performance Computing Program. Other
nations, such as Japan, or the European Economic Community, have enacted similar
programs to ensure a measure of technologically-derived economic security in the
future. A brief discussion is given as to why multicomputers can address complex
simulation issues, and are ideally suited to deliver cost-effective scalable solutions.

Chapter 2 discusses project planning and preparation. If one perceives the
need to create a scalable multicomputer simulation solution, how is the project
Justified, a plan prepared and supported? The chapter is based on the presentation and
discussion of a sample proposal written to the format solicited by the United States’
Defense Advanced Research Projects Agency (DARPA).

Chapter 3 discusses software metrics. The COnstructive COst MOdel
(COCOMO) developed by Barry W. Bochm is used as a platform to illustrate how a
software project is estimated to quantify cost and schedule. Software engineering is
more of an art than a science. Many factors affect the software lifecycle, the stages
of planning, development, and maintenance that describe the useful lifetime of a
software system from creation through retirement. Organizing an accurate estimate

% The author is painfully aware of this super-hypocritical argument -- a dilemma
which scientists and engineers often confront.
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of the engineering costs is far harder for a software product than, say, building an
automobile or a toaster oven.

Two varieties of software are known for multicomputer simulations: data
parallel and control parallel. On one hand, data parallel simulations are simply
replicated instantiations of one (typically) simple process or calculation. This is true
for many numerically intensive computations, like weather forecasting, finite element
structure problems, or image processing; the same computation is conducted for each
data element. In contrast, a control parallel simulation relies on a highly articulated
process structure where many unique processes are combined to synthesize a simulated
representation of a natural or man-made phenomenon. For each control parallel
process, the argument is made to justify a separate engineering and cost estimate for
lifecycle purposes. Control parallel simulations require multiple applications of
software metric estimation to accurately cost.

Chapter 4 presents a capsulized introduction to real-time system simulation.
Special attention is given to the predictability aspects of real-time systems. A real-time
system must produce algorithmically or algebraically correct results which are also
temporally correct. A real-time simulation is often a critical component of a larger
system, such as an airplane, satellite, or an automobile. If the real-time system is not
predictable under all circumstances, serious consequences can result in the event of
system failure. The chapter outlines essential information on executive control
structure, engineering tool requirements which are often found in real-time
environments, and other common properties of this engineering discipline. The
discussion is intended to impress an understanding and appreciation of real-time
systems for their complexity, and give insight into some internal aspects of their
implementation.

Software safety is the topic of Chapter 5. When good software goes bad,
terrible things can happen which should not ever occur. Four examples of software
failure are given. They have been reprinted from the pages of widely published
newspapers, magazines, and journals. The strong and inseparable computer
dependency seen in Western culture weaves at once a life-threatening and life-
sustaining vein through our lives. Building software for use by others carries an
implicit trust and ubiquity that is shattered each time the telephone does not work, or
the ATM will not dispense money.

This chapter provides an overview of current software safety techniques and
practice. Safety analysis techniques like Petri nets and software fault trees are
introduced to show what kinds of methods are available to detect software faults before
a failure occurs. While software safety has a terrific impact from the user’s
perspective, the engineering and design aspects are far more difficult to manage in a
cost-effective way. Over 60% of all errors introduced into software arise from poor
requirements definition or ambiguity. A discussion of formal specification methods is
presented which argues for their adoption. If the requirement is poorly understood,
it is likely that the final software implementation may also generate spurious
functionality which can lead to disaster.

In Part 2, beginning with Chapter 6, multicomputer software design practice
is discussed with an eye toward important design and implementation issues. To build
multicomputer software, a different state of mind is necessary, one which is alien to
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sequential software engineering practices. A method of software design is presented
which is derived from a process structure graph analysis representation of simulation.
This is a familiar concept to anyone who has studied Hoare’s Communicating
Sequential Processes (CSP), or experienced the Occam model of programming on the
Inmos transputer. The text explains how to construct this logically concurrent
representation, simulate it within a comfortable environment to verify determinism, and
then transform it to a physically concurrent multicomputer system. An example
problem is provided which illustrates the concurrent thought process required to
successfully carry out these operations.

A multicomputer runs most efficiently when all computation elements are
equally loaded with data. The notion of load balance is introduced and examined in
Chapter 7 along with a discussion of several techniques for realizing one. A partial
taxonomy is created of the known and widely practiced load balancing methods. One
technique is posited for real-time multicomputer simulations, while the majority are
efficacious for purely static or quasi-dynamic problems.

The issue of temporal regulation and synchronization of the multicomputer
simulation is the focus of Chapter 8. The distributed nature of multicomputer
architecture poses unique problems for the temporal coordination of ten, one hundred,
or several thousand computation elements, since each has it own clock source. A
discussion of a synchronization algorithm is given that is applicable to homogenous
multicomputer platforms.

Chapter 9 supplies a brief discussion of emerging trends and advanced
technology likely to replace the existing generation of multicomputers. The parallel
random access machine (PRAM) may well become the first general purpose parallel
processing architecture, where the obstacles of load balance, topology, and data
decomposition disappear from the multicomputer simulation scene.
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