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PREFACE

The concept of personal computing had its beginnings in the late 1970s with
the assembly of the first microcomputers based on the technology of the inte-
grated circuit. The initial commercial success of the microprocessor-driven units
converged with the ongoing development of high-level computer programming
languages. The appearance of these languages in the 1950s took programming,
once a field open only to the engineers and designers who had originally devel-
oped computers, out of the laboratory and into the business marketplace. By the
late 1960s there were a number of high-level languages with applications in the
sciences, engineering, business, and even elementary and secondary education.
When the first BASIC interpreters were bundled with the new “personal com-
puter” packages in the 1970s, the two development streams were officially
joined, and the personal computing revolution began.

Over the next eight years, each success in personal computing technology
prompted a new surge of development. The machines themselves grew in power
and capability from 8-bit 16K PET computers with membrane-type keyboards
and onboard cassette recorders to the IBM PC-AT with its 20 megabytes of
hard-disk storage and true 16-bit speed. By the end of 1984, the LISA technol-
ogy developed by Apple for its 32-bit office machines was repackaged to appeal
to a home market and quickly caught on as the Macintosh. In a lockstep with the
development of new hardware systems was the invention of new software sys-
tems and applications programs. The BASICs of the 1960s and 1970s gave birth
to more powerful versions that had built-in graphics and music commands and
system utilities that allowed even novice programmers a sophistication and
efficiency of code that previously could only have been found in assembly
language routines. However, beyond BASIC, versions of Pascal, C, and Forth
were developed which put enormous programming power into the hands of per-
sonal computer users and allowed them to emulate the processing capabilities of
large mainframes at their desktop terminals. And this is only the beginning.
Languages such as Ada, the Department of Defense’s new projected standard
information-processing language, and Prolog, which is at the center of artificial
intelligence research and development, have recently been implemented on per-
sonal computers and will become more popular as succeeding generations of
more powerful computers find their way into the home and business markets.

This proliferation of computing language implementations has created a
serious need for a single reference volume which not only introduces the various
languages and indexes all of their command words and statements, but provides
for a cross-referencing of applications and a comparison of the languages’
capabilities. This is the purpose of the Personal Computer Programming Ency-
clopedia. The Encyclopedia illustrates the capabilities of each language with
overviews of the language’s design and architecture, and by comparing the
operational differences of each language through sample programs, the Ency-
clopedia demonstrates the different ways applications can be addressed by pro-
grammers working within the different language environments.

The Encyclopedia is divided into two types of sections: the double-column
sections which cover the high-level languges, operating system commands, and
assembly language commands, and the single-column sections which contain
background and introductory material. In the single-column sections, readers
will find articles which explain the architecture and design of computer pro-
grams, examine the user-oriented issues of software development in business
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and education, and explore the newest areas of development in graphics, ro-
botics, and artificial intelligence. In choosing these different types of entries for
the Encyclopedia, recognition has been given to the major areas of personal
computing that affect users: (1) the need to understand the logic of program
design; (2) the current trends and issues in the most important areas of software
development; (3) the diversity of languages that are available to personal com-
puter users and the primary applications of these languages; and (4) the relation-
ship of hardware systems to software systems. The result is a volume that
addresses the needs of the entire personal computing community from the busi-
ness user and consumer of professional software products to the home user
learning about a type of information technology that promises to transform the
ways people organize their lives.

The Encyclopedia provides background histories of the high-level pro-
gramming languages, operating systems, and applications software cited. It
relates the development of these various software tools to the current comput-
ing environment as well as to the historical period during which the software
was originated and marketed. The result of this approach is a social history of
personal computing in which programmers, personal computer users, and
general readers will discover the underlying reasons for much of the product
development in the marketplace. The Encyclopedia explains the different
trends inlanguages, operating systems, and applications software over the past
five to ten years, and the effects of these products on users in different pro-
fessional fields.

The Encyclopedia contains an index to all of the keywords and statements
in the high-level languages that are cited. This index is an important reference
tool for programmers and serious users because it provides an immediate cross-
reference between the different languages. Programmers seeking to translate
source code from one compiler to another or from one dialect of BASIC to com-
piled or structured BASIC will find the cross-index a handy tool. General
readers interested in the history and intellectual backgrounds of programming
languages will find in the cross-index of high-level language keywords a generic
approach to the types of commands that are used in programming. Teachers
will also find this system a valuable reference tool for use in comparative
programming.

The Encyclopedia also examines the different corporate cultures from
which the most popular types of personal computers have evolved and eval-
uates the dynamic relationships between manufacturer and the manufacturer’s
product history, the hardware system and supporting software, and the user
market the computer was targeted to reach. Readers will find an interesting
perspective on the current trends of technological development in the areas of
hardware, software, and operating environments. There is a capsule summary
of the history of personal computers from the first attempts to market basic
user-assembled kits to the 32-bit supermicros that will be making their ap-
pearance within the next several years. Their history, brief as it is, will provide a
needed background to the dynamic microcomputer marketplace and the dif-
ferent products that are announced in the computer magazines and news-
papers.
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The articles in the Personal Computer Programming Encyclopedia are
written by individuals from a variety of backgrounds. This diversity of opinion s
reflected in the different levels of emphasis within the entries and the broad
perspective of the volume in general. In short, the Encyclopedia embraces the
types of related informational materials that spread across the traditional bound-
aries often found in a reference book on science and technology. This is what
makes the volume an innovative reference tool.

While a number of computer dictionaries and comparative reference books
on programming languages have appeared recently, the McGraw-Hill Personal
Computer Programming Encyclopedia is the only single-volume reference to
provide a comprehensive introduction to the entire personal computing environ-
ment both as a science and as a commercial industry. Thus, it will become a valu-
able reference both for the computer professional and for the novice. Business
users, students, teachers, hobbyists, and home users will find this Encyclopedia a
most useful desktop computer reference.

William J. Birnes
Editor
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PROGRAM DESIGN
AND ARCHITECTURE

As in most creative work, the fundamental aspect of writing good applica-
tions and systems programs lies in the preliminary design and architecture. It is
on this level that some of the most important thinking takes place. Goals are
defined, pathways are mapped out, logical relationships between data types are
developed, and the rules that will govern the decisions the machine will make are
stipulated. It is here, at the very heart of a well-designed program, that a defini-
tion of truth is implemented, and the execution of this program, the processing of
line after line of code, is a test for that truth. And as a statement of truth and a test
for that truth’s existence in the data that flows through it, the computer program
takes its place right alongside literature and art as a form of creative expression.
There is a practical creativity, to be sure, but a computer program s no less cre-
ative and structured in its disciplined expression of truth than a line of poetry by
Keats, a portrait by Albrecht Diirer, or a Bach concerto.

What takes placeinthe design and architecture of a computer program? On
the most obvious and visible level, it is a patient sequence of logic that expresses
the complexity of human thought in terms of an organized pattern of connected
decisions to be implemented ultimately as a series of electronic pulses. On an
even more fundamental level, it is nothing less than the definition of the reality
that the computer will understand as its truth. The design of a computer pro-
gram, therefore, is a microcosm of the physical universe, and as an amalgama-
tion of artistic creativity and technical precision, it is the marriage of C. P.
Snow’s “Two Cultures.”

The cho.ce of the actual programming language and the subsequent coding
of the program, while important, take place after the logic of the program has
been designed. Programming languages by themselves are only forms of ma-
chine code generators. By definition, they are a source of code that is either com-
piled or interp1=ied by the machine and translated into the sets of instructions
that the macnine can process. As a source of code, they help the programmer
implement a coherent and executable logical design and serve as a matrix for the
actual commands. In addition, high-level computing languages provide for the
definition of the types of data and, in some cases, particularly COBOL, the
specific machine environments. But, while an indicator of program efficiency,
the programming language is not, and should not be considered, the ultimate
indicator of quality. The best programs are good, not because they are written in
C rather than BASIC, or in LISP rather than Pascal, but because they are
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Program Design

designed from concept through code to be disciplined and creative tests for
validity and truth.

As an implementation of a logical structure, the original programming
environments in the early days of digital computing were required to be designed
efficiently and completely because they were written on a machine level which
was unforgiving of mistakes. High-level languages, which were developed later,
were oriented more toward the natural language of speakers than they were
toward the opening and closing of electronic circuits. High-level languages
addressed compilers and interpreters which in turn generated the machine code.
As a result, high-level languages often have built-in mechanisms which, though
quick to trap errors in the usage and syntax of source code, can sometimes be
quite forgiving of fundamental mistakes in design and logic. And it is these hid-
den structural mistakes which ultimately surface in the program’s execution to
make debugging the program a seemingly impossible task. Therefore, all pro-
fessional computing training curricula, whether on a secondary school, college,
or vocational level, usually begin with a unit on program design and architecture.

But program design and architecture begin with an understanding of com-
monsense sequential logic. In other words, to design a program, an individual
need not have the actual high-level language code at his or her fingertips; rather
the person must understand fundamentally how the computer of choice will
operate and how to definelogically the complete task of the program from begin-
ning to end. It is this task definition and the realistic design of an operation from
beginning to end that is necessary in order to write a good program. Whether the
task is designing an opera, 1g system or writing a program to calculate the prin-
cipal and interest payments on a loan, the programmer begins with a list of items
the program must accomplish and ends with a chart showing the order in which
the program will do just that. This section will introduce you to the elements of
programming design and architecture from a programmer’s point of view and
will look at the elements of goal-setting, evaluating the programming tools to be
used, and the construction of a programming structure.

Principles of Program Design

In principle, designing a program is not different from approaching any
other task. We require a goal that is clearly defined because we need to know
what we want to accomplish, we require an understanding of our beginning
resources, and we must have a thorough understanding of the means we will use
to reach the goal. As an example, consider the act of going to work in the morn-
ing. The goalis to get to work. The beginning resource is your home. The means
to reach the goal is some form of transportation. The only difference between
this process and the process of writing a computer program is that there’s no
need to make any part of the task of getting to work in the morning a conscious,
consistent, and repetitive test for truth every day. However, how would these
actions appear without a goal? Your normal activities such as waking up at
6:30, getting dressed in work attire, going to the train station, and so on, would
seem silly indeed if you performed them on a Sunday morning or a holiday. The
point is that most of the things we do need a goal in order for the actions to have
any meaning. Designing a program is no exception.

Probably the least practical way to begin writing a computer program is to
sit down at your computer and start writing code. Many beginning program-
mers, eager to see results, will do just that. The result is usually very awkward
and inefficient code, poor documentation, and an absolute nightmare when
debugging time comes (and it always does).

The three steps named above—goal, beginning resources, and means—are
essential in the design of a good program. And the first language any beginning
programmer should consider using is not BASIC, Fortran, Pascal, or COBOL,
but rather English. Specifically, the way to begin writing a program is to identify



