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Preface

On behalf of the Program Committee, it is our pleasure to present to you the
proceedings of the Third GI SIG SIDAR Conference on Detection of Intrusions
and Malware & Vulnerability Assessment (DIMVA). DIMVA is organized by the
Special Interest Group Security - Intrusion Detection and Response (SIDAR)
of the German Informatics Society (GI) as an annual conference that brings
together experts from throughout and outside Europe to discuss the state of
the art in the areas of intrusion detection, malware detection and vulnerability
assessment.

The DIMVA 2006 Program Committee received 41 submissions from 21 coun-
tries. All submissions were carefully reviewed by Program Committee members
or external experts according to the criteria of scientific novelty, importance to
the field and technical quality. The final selection took place at a Program Com-
mittee meeting held on March 10, 2006, in Berlin, Germany. Eleven full papers
were selected for presentation and publication in the conference proceedings. In
addition, two papers were selected for presentation in the best-practices track of
the conference.

The conference took place on July 13-14, 2006, at the conference center of
the Berlin-Brandenburg Academy of Sciences in Berlin, Germany. The program
featured both theoretical and practical research results, which were grouped into
six sessions. Invited talks were given by two internationally renowned security
experts: John McHugh, Dalhousie University, Canada, and Michael Behringer,
Cisco Systems, France. The conference program was complemented by the Eu-
ropean Capture-the-Flag contest CIPHER (Challenges in Informatics: Program-
ming, Hosting and Exploring), a rump session as well as the graduate workshop
SPRING, which gave PhD students and young researchers an opportunity to
present and discuss their current work and recent results.

We sincerely thank all those who submitted papers as well as the Program
Committee members and the external reviewers for their valuable contributions.

For further details please refer to the DIMVA 2006 website at http://www.
dimva.org/dimva2006.

July 2006 Roland Biischkes
Pavel Laskov
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Using Type Qualifiers to Analyze Untrusted Integers
and Detecting Security Flaws in C Programs

Ebrima N. Ceesay, Jingmin Zhou, Michael Gertz, Karl Levitt, and Matt Bishop

Computer Security Laboratory
University of California at Davis
Davis, CA 95616, USA
{ceesay, zhouji, gertz, levitt, bishop}@cs.ucdavis.edu

Abstract. Incomplete or improper input validation is one of the major sources
of security bugs in programs. While traditional approaches often focus on de-
tecting string related buffer overflow vulnerabilities, we present an approach to
automatically detect potential integer misuse, such as integer overflows in C pro-
grams. Our tool is based on CQual, a static analysis tool using type theory. Our
techniques have been implemented and tested on several widely used open source
applications. Using the tool, we found known and unknown integer related vul-
nerabilities in these applications.

1 Introduction

Most known security vulnerabilities are caused by incomplete or improper input vali-
dation instead of program logic errors. The ICAT vulnerability statistics [1] show for
the past three years that more than 50% of known vulnerabilities in the CVE database
are caused by input validation errors. This percentage is still increasing. Thus, improved
means to detect input validation errors in programs is crucial for improving software
security.

Traditionally, manual code inspection and runtime verification are the major ap-
proaches to check program input. However, these approaches can be very expensive
and have proven ineffective. Recently, there has been increasing interest in static pro-
gram analysis techniques and using them to improve software security. In this paper,
we introduce a type qualifier based approach to perform analysis of user input integers
and to detect potential integer misuse in C programs. Our tool is based on CQual [2],
an extensible type qualifier framework for the C programming language.

An integer is mathematically defined as a real whole number that may be positive,
negative, or equal to zero [3]. We need to qualify this definition to include the fact that
integers are often represented by integer variables in programs. Integer variables are the
same as any other variables in that they are just regions of memory set aside to store
a specific type of data as interpreted by the programmer [4]. Regardless of the data
type intended by the programmer, the computer interprets the data as a sequence of
bits. Integer variables on various systems may have different sizes in terms of allocated
bits. Without loss of generality, we assume that an integer variable is stored in a 32-bit
memory location, where the first bit is used as a sign flag for the integer value.

Integer variables are widely used in programs as counters, pointer offsets and in-
dexes to arrays in order to access memory. If the value of an integer variable comes

R. Biischkes and P. Laskov (Eds.): DIMVA 2006, LNCS 4064, pp. 1-16, 2006.
(© Springer-Verlag Berlin Heidelberg 2006



2 E.N. Ceesay et al.

from untrusted source such as user input, it often results in security vulnerabilities. For
example, recently an increasing number of integer related vulnerabilities have been dis-
covered and exploited [5, 6,7, 8,9]. They are all caused by the misuse of integers input
by a user. The concept of integer misuse like integer overflow has become common
knowledge. Several researchers have studied the problem and proposed solutions like
compiler extension, manual auditing and safe C++ integer classes [4, 10, 11,12, 13, 14].
However, to date there is no tool that statically detects and prevents integer misuse
vulnerabilities in C programs.

Inspired by the classical Biba Integrity Model [15] and Shankar and Johnson’s
tools [3, 16] to detect format string and user/kernel pointer bugs, we have implemented
a tool to detect potential misuse of user input integers in C programs. The idea is simple:
we categorize integer variables into two types: trusted and untrusted. If an untrusted in-
teger variable is used to access memory, an alarm is reported. Our tool is built on top
of CQual, an open source static analyzer based on the theory of type qualifiers [2]. Our
experiments show that the tool can detect potential misuse of integers in C programs.

The rest of the paper is organized as follows: Section 2 gives a brief introduction
to CQual and the theory behind it. Section 3 describes the main idea of our approach
and the development of our tool based on CQual. Section 4 shows the experiments
we have performed and the results. In Section 5 we discuss several issues related to our
approach. Section 6 discusses related work. Finally, Section 7 concludes this paper with
future work.

2 CQual and Type Qualifiers

We developed our tool as an enhancement to CQual. It provides a type-based static
analysis tool for specifying and checking properties of C programs.

The idea of type qualifiers is well-known to C programmers. Type qualifiers add
additional constraints besides standard types to the variables in the program. For exam-
ple, in ANSI C, there is a type qualifier const that attaches the unalteration property to
C variables. However, qualifiers like const are built-in language features of C, which
seriously restrict the scope of their potential applications. CQual allows a user to intro-
duce new type qualifiers. These new type qualifiers specify the customized properties in
which the user is interested. The user then annotates a program with new type qualifiers,
and lets CQual statically check it and decide whether such properties hold throughout
the program. The new type qualifiers introduced in the program are not a part of the C
language, and C compilers can ignore them.

There are two key ideas in CQual: subtyping and type inference.

Subtyping is familiar to programmers who practice object-oriented programming.
For example, in GUI programming, a class DialogWindow is a subclass of class Win-
dow. Then we say DialogWindow is a subtype of Window (written as DialogWindow <
Window). This means that an object of DialogWindow can appear wherever an object
of Window is expected, but not vise versa. Thus, if an object of type Window is pro-
vided to a program where a DialogWindow is expected, it is a potential vulnerability
and the program does not type check.

CQual requires the user to define the subtyping relation of user supplied type qual-
ifiers. The definition appears as a lattice in CQual’s lattice configuration file. For
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example, if we define the lattice for type qualifiers @1 and Q2 as: Q1 < @2, it means
for any type 7, Q17 and Q27 are two new qualified types, and Q17 is a subtype of Q27
(written as Q17 < Q27) [2,3]. Thus, a variable of type Q17 can be used as a variable
of type @27, but not vise versa.

Manually annotating programs with type qualifiers can be expensive and error prone.
Therefore, CQual only requires the user to annotate the programs at several key points
and uses type inference to automatically infer the types of other expressions. For exam-
ple, in the following code fragment, the variable b is not annotated with the qualifier
untrusted, but we can infer this qualifier for b from the assignment statement '.

int $Suntrusted a;
int b;
b = a;

To eliminate the burden of annotating programs across multiple source code files,
CQual provides a prelude file. A user can define fully annotated function declarations
in this file, and let CQual load it at run-time. This is particularly useful when the source
code of certain functions is not available, e.g., the library functions and system calls.
In this situation, CQual is still able to use type inference to infer the qualified types of
expressions from the annotations in the prelude file. For example, in the following
code fragment, after we annotate the C library function scanf in the prelude file,
CQual is able to infer that the variable a is an untrusted integer variable in the program.

prelude:
int scanf (char* fmt, Suntrusted ...);

user_program.c:
int a;
scanf ("%d", &a);

3 Integer Misuse Detection

This section describes how our tool detects potential integer misuse vulnerabilities in
C programs. Inspired by the Biba Integrity Model [15], we propose a security check
tool based on CQual to detect integer misuse. In our tool, security holes are detected by
tracing dependency of variables. Integrity denotes security level. If a value of a variable
is updated by an untrusted variable during the execution of a program, then the integrity
of the variable decreases and the value is regarded as untrusted.

Therefore, we categorize integer variables in programs into two types: trusted and
untrusted. An integer variable is untrusted because either its value is directly fetched
from user input, or the value is propagated from user input. An integer variable is trusted
because its value has no interaction with untrusted integers. In addition, we define pro-
gram points that generate and propagate untrusted integer variables, and program points

' CQual requires the type qualifiers start by a $ sign. For convenience, we ignore the $ sign in
our discussion except for the code fragments.
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that should only accept trusted integer variables. For example, suppose each integer pa-
rameter of a function read_file is annotated as trusted. If there is a flow in a program
that an untrusted integer variable is used as a parameter of function read_file, a se-
curity exception is generated, resulting in a alarm.

In order to speed up our efforts and develop a working prototype several assumptions
are made.

3.1 Assumptions

First, we assume that a programmer does not deliberately write erroneous code. This
means that we trust the integer variables prepacked in programs if these internal integer
variables do not have any direct or indirect relations with user input. For example, an
integer variable may be initialized statically in a program and it is used as index to
access an array. There is no interaction between this integer variable and user input. The
assumption is that the programmer knows the exact size of the array being accessed and
the value of this integer variable is not larger than boundary of the array. We believe
that this is a reasonable assumption. In fact, this kind of assumptions are often needed
for many static analysis techniques.

We also assume that integer misuse only happens when untrusted integer variables
are used to access memory. This means it is safe to use untrusted integer variables
in many other situations. This is because, to the best of our knowledge, most integer
related vulnerabilities are only associated to memory access.

To make it clear, user input integers are not limited to the integers given to an appli-
cation by a command line option, or typed in by a user at a program prompt. They also
include many other methods by which a program obtains data from outside the program
itself, such as reading a file or receiving network packets. User input data in the context
of this paper means the data that is not prepackaged within the program.

3.2 New Type Qualifiers

The first step is to define the type qualifiers for integer variables and the lattice of these
type qualifiers in CQual’s 1attice file. Since there are two categories of integer vari-
ables in our method, two type qualifiers are defined: untrusted and trusted. These two
qualifiers have a sub-typing relation of trusted < untrusted. This implies that programs
that accept an untrusted integer variable can also accept a trusted integer variable. How-
ever, the reverse is not true.

Our implementation is not limited to integer variables and we apply the two new
qualifiers to any types of variable in C programs. This is particularly important since in-
tegers are often converted from other types of data, and we keep track of these changes.
As shown in the following code fragment, the integer variable a will become untrusted
after the assignment because the content of string st is untrusted?, and the declaration
of the function atoi in the prelude file specifies that an untrusted string has been
converted to an untrusted integer.

2 Different positions of a qualifier for a pointer variable have different meanings. In particular,
char untrusted =xbuf definesthe memory content pointed by buf as untrusted, char
untrusted buf defines the pointer variable buf itself as untrusted.
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prelude:
int $untrusted atoi (char S$untrusted* string);

user_program.cC:
char Suntrustedx str;
int a;

a = atoil (str);

3.3 Annotations with Type Qualifiers

The second step is to determine the source of untrusted data in programs and how they
propagate in the programs, and annotate the programs using the untrusted qualifier.

By our definition, all user inputs are untrusted. Therefore, we need to identify all lo-
cations that accept data from outside the programs. For programs based on standard C
library and UNIX system calls, the sources of untrusted data include: program argument
array argv, environment variables, standard I/O input, files and network sockets. Pro-
gram argument array argv and environment variables accept user supplied parameters;
standard I/O input is usually used to accept keyboard input from the user; files store the
data from the file systems; and network sockets provide data transmitted over the net-
work. In POSIX compatible systems, most inputs are handled in the same way as files,
so it is unnecessary to distinguish them. Thus identification of user input is relatively
simple: find all C library functions and system calls that are related to files, and pick
those that fetch data. For example, the system call read and C library function fread
both read data from files. We annotate them in the prelude file as illustrated in the
following code fragment. In these declarations, the pointer buf points to a memory
buffer that saves the input data. This memory buffer is annotated as untrusted.

prelude:
int read (int fd, void untrusted* buf, int);
int fread (void untrusted *buf, int, int, FILEx) ;

We focus on a specific type of untrusted data: integer variables. Thus, it is necessary
to determine type conversion from untrusted data to untrusted integers. The standard C
library provides a limited number of functions that can generate integers from strings.
We categorize them into two groups:

1. General purpose library functions that can convert strings into integers. These func-
tions include group of scanf functions, e.g., scanf, fscanf, sscanf, etc..
They use the “%d” format to convert a string into an integer.

2. Single purpose library functions that convert strings into integers. These functions
include atoi, atol, strtol, atof, etc.

In group one, since scanf and £scanf directly read in data from user input, the in-
teger variables fetched are immediately annotated as untrusted. However, since the first
argument of sscanf can either be trusted or untrusted, the annotation of its fetched
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variables will depend on the qualifier of the first argument. This difference is shown in
the following code fragment 3:

prelude:
int scanf (charx fmt, untrusted ...);
int fscanf (FILEx, charx fmt, untrusted ...);
int sscanf(char $_1x str, char+ fmt, $_1_2 ...);

The functions in the second group are similar to sscanf: the qualifier of the re-
turned integer variable depends on the qualifier of the input string. This is shown in the
code fragment below:

prelude:
int $_1 atoi (char $_1x s);
long $_1 atol (char $_1x* s);
long $_1 strtol (char $_1x* s);

In addition to C library string functions, there are two other methods that convert
different types of data into integers. One is type cast. For example, a character variable
ch may be cast into an integer variable and be assigned to an integer variable a. In
this case, CQual automatically propagates the type qualifiers of ch to a. In the other
case integers are fetched directly into a memory location of an integer variable. For
example, a program can call function fread to fetch data from a file into a buffer that
is the memory address of an integer variable. In this case, since the content of the buffer
is annotated as untrusted, CQual will infer the integer variable as untrusted.

We must consider the propagation of untrusted data in addition to the source of these
data. CQual uses type inference to automatically infers the propagation of type quali-
fiers between variables through assignments. However, this is often inadequate in prac-
tice. For example, source code of library functions is often unavailable during analysis.
If these functions are not annotated, propagation in libraries would be missed. Such
library functions include strcpy, strncpy, memcpy, memmove, etc.. We must an-
notate these functions as below:

prelude:
char $_1 2+ strcpy(char $_1_ 2%, char $_1x);
char $_1_2x strncpy(char $_1_2x, char $_1%, size_t);
void $_1_2* memcpy(void $_1_2+, void $_1x, size_t);
void $_1_2x memmove (void $_1_2+%, void $_1%, size_t);

After identifying the source of untrusted integer variables, the next step is to de-
termine that all expressions that must accept trusted integers, and make annotation as
needed. To enforce memory safety, all integer variables used as direct or indirect offsets
of a pointer must be trusted integers.

3 ¢$_1 and $_1_2 are polymorphic qualifier variables in CQual. CQual treats each pair of poly-
morphic variables (A, B) as if there was an assignment from A to B when A is a substring
of B.



