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Preface

This volume collects a set of papers accompanying the lectures of the fifth edition
of the International School on Formal Methods for the Design of Computer,
Communication and Software Systems (SFM).

This series of schools addresses the use of formal methods in computer science
as a prominent approach to the rigorous design of computer, communication and
software systems. The main aim of the SFM series is to offer a good spectrum
of current research in foundations as well as applications of formal methods,
which can be of help for graduate students and young researchers who intend to
approach the field.

SFM 2005 (Moby) was devoted to formal methods and tools for the design
of mobile systems and mobile communication infrastructures. This volume is
organized into four parts related to mobile computing, which cover models and
languages, scalability and performance, dynamic power management, and mid-
dleware support. Each part is composed of two papers.

The opening paper by Montanari and Pistore gives an overview of history-
dependent automata, an extension of ordinary automata that overcomes their
limitations in dealing with named calculi. In particular, the authors show that
history-dependent automata allow for a compact representation of m-calculus
processes, which is suitable both for theoretical investigations and for the ver-
ification of models of agents and code mobility. Bettini and De Nicola’s pa-
per presents X-KLAIM, an experimental programming language specifically de-
signed to develop distributed systems composed of several components interact-
ing through multiple distributed tuple spaces and mobile code. Through a series
of examples, the authors show that many mobile code programming paradigms
can be naturally implemented by means of the considered language, which com-
bines explicit localities as first-class data with coordination primitives.

Gerla, Chen, Lee, Zhou, Chen, Yang and Das provide an introduction to
MANET, a mobile ad hoc wireless network established for a special, often ex-
temporaneous service customized to applications. After emphasizing the self-
configurability, mobility and scalability attributes of MANET, the authors con-
centrate on mobility and show its impact on protocols and operations. Grassi
presents an overview of the performance issues raised by the high variability and
heterogeneity of mobile systems, together with some approaches to the careful
planning of the performance validation of such systems. The author then focuses
on the definition of model-based transformations from design-oriented models to
analysis-oriented models that comprise non-functional attributes.

Acquaviva, Aldini, Bernardo, Bogliolo, Bonta and Lattanzi illustrate in their
paper a methodology for predicting the impact on the overall system functionality
and efficiency of the introduction of a dynamic power management policy within
a battery-powered mobile device. The predictive methodology relies on a com-
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bination of formal description techniques, noninterference analysis, and perfor-
mance evaluation to properly tune the dynamic power manager operation rates.
The methodology is then used by Acquaviva, Bonta and Lattanzi in the frame-
work of the IEEE 802.11 standard, in order to provide a power-accurate model of
a wireless network interface card that allows the energy/performance trade-off to
be studied as a function of traffic patterns imposed by the applications.

Lattanzi, Acquaviva and Bogliolo address the limited storage memory of wire-
less mobile terminals through the concept of network virtual memory. The au-
thors first compare the performance and energy of network swapping with those
of local swapping on microdrives and flash memories, then present an infrastruc-
ture providing efficient remote memory access to mobile terminals. The closing
paper, by Corradini and Merelli, reports on Hermes, a middleware system for
the design and the execution of activity-based applications in distributed envi-
ronments. While middleware for mobile computing has typically been developed
to support physical and logical mobility, Hermes provides an integrated envi-
ronment where application-domain experts can focus on designing the activity
workflow.

We believe that this book offers a quite comprehensive view of what has
been done and what is going on worldwide at present in the field of formal
methods for mobile computing. We wish to thank all the lecturers and all the
participants for a lively and fruitful school. We also wish to thank the whole staff
of the University Residential Center of Bertinoro (Italy) for the organizational
and administrative support, as well as the Regione Marche, which sponsored the
school within the CIPE 36/2002 framework.

April 2005 Marco Bernardo and Alessandro Bogliolo
SFM 2005 (Moby) Directors
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History-Dependent Automata:
An Introduction

Ugo Montanari! and Marco Pistore?

1 University of Trento, Italy
marco.pistore@unitn.it
2 University of Pisa, Italy
ugo@di.unipi.it

Abstract. In this paper we give an overview of History Dependent Automata, an
extension of ordinary automata that overcomes their limitations in dealing with
named calculi. In a named calculus, the observations labelling the transitions of
a system may contain names which represent features such as communication
channels, node identifiers, or the locations of the system. An example of named
calculus is w-calculus, which has the ability of sending channel names as mes-
sages and thus of dynamically reconfiguring process acquaintances and of model-
ing agents and code mobility. We show that History-Dependent Automata allow
for a compact representation of m-calculus processes which is suitable both for
theoretical investigations and for practical purposes such as verification.

1 Introduction

In the context of process calculi (e.g., Milner’s CCS [Mil89]), automata (or labelled
transition systems) are often used as operational models. They allow for a simple rep-
resentation of process behavior, and many concepts and theoretical results for these
process calculi are independent from the particular syntax of the languages and can be
formulated directly on automata. In particular, this is true for the behavioral equiva-
lences and preorders which have been defined for these languages, like bisimulation
equivalence [Mil89, Par80]: in fact they take into account only the labelled actions a
process can perform. Automata are also important from an algorithmic point of view:
efficient and practical techniques and tools for verification [IP96, Mad92] have been de-
veloped for finite-state automata. Finite state verification is successful here, differently
than in ordinary programming, since the control part and the data part of protocols
and hardware components can be often cleanly separated, and the control part is usu-
ally both quite complex and finite state. Particularly interesting is also the possibility to
associate to each automaton — and, consequently, to each process — a minimal realiza-
tion, i.e., a minimal automaton which is equivalent to the original one. This is important
both from a theoretical point of view — equivalent systems give rise to the same (up
to isomorphism) minimal realization — and from a practical point of view — smaller
state spaces can be obtained.

This ideal situation, however, does not apply to all process calculi. In the case of
named calculi, in particular, infinite-state transition systems are generated instead, also

M. Bernardo and A. Bogliolo (Eds.): SFM-Moby 2005, LNCS 3465, pp. 1-28, 2005.
(© Springer-Verlag Berlin Heidelberg 2005



2 U. Montanari and M. Pistore

by very simple processes. In a named calculus, the observations labelling the transi-
tions of a system may contain names which are used to identify different features of
the modeled system, such as the communication channels, the agents participating to
the system, or the locations describing the spatial structure of the system. A quite in-
teresting example of named calculus is m-calculus [MPW92, Mil93]. It has the ability
of sending channel names as messages and thus of dynamically reconfiguring process
acquaintances. More importantly, 7-calculus names can model objects (in the sense
of object oriented programming [Wal95]) and name sending thus models higher order
communication and mobile code [San93b].

The operational semantics of 7-calculus is given via a labelled transition system.
However labelled transition systems are not fully adequate to deal with the peculiar
features of the calculus and complications occur in the creation of new channels. Con-
sider process p = (vy) Zy.y(z).0. Channel y is initially a local channel for the process
(prefix (vy) - is the operator for scope restriction) and no global communication can
occur on it. Action Zy, however, which corresponds to the output of name y on the
global channel z, makes name y known also outside the process; after the output has
taken place, channel y can be used for further communications, and, in fact, y is used
in y(2).0 as the channel for an input transition: so the communication of a restricted
name creates a new public channel for the process. The creation of this new channel is
represented in the ordinary semantics of the m-calculus by means of an infinite bunch
of transitions of the form p =) w(z).0, where w is any name that is not already in use
(i.e., w # x in our example, since z is the only name in use by p; notice that w = y
is just a particular case). This way to represent the creation of new names has some
disadvantages: first of all, also very simple 7-calculus processes, like p, give rise to
infinite-state and infinite-branching transition systems. Moreover, equivalent processes
do not necessarily have the same sets of channel names; so, there are processes q equiv-
alent to p which cannot use y as the name for the newly created channel. Special rules
are needed in the definition of bisimulation to take care of this problem and, as a con-
sequence, standard theories and algorithms do not apply to 7-calculus.

The ideal situation of ordinary automata can (at least in part) be recovered also in the
field of named calculi, by introducing a new operational model which is adequate to deal
with these languages, and by extending to this new model (part of) the classical theory
for ordinary automata. As model we propose the history-dependent automata (HD-
automata in brief). As ordinary automata, they are composed of states and of transitions
between states. To deal with the peculiar problems of named calculi, however, states and
transitions are enriched with sets of local names: in particular, each transition can refer
to the names associated to its source state but can also generate new names, which can
then appear in the destination state. In this manner, the names are not global and static,
as in ordinary labelled transition systems, but they are explicitly represented within
states and transitions and can be dynamically created.

This explicit representation of names permits an adequate representation of the be-
havior of named processes. In particular, 7-calculus processes can be translated into
HD-automata and a first sign of the adequacy of HD-automata for dealing with -
calculus is that a large class of finitary m-calculus processes can be represented by finite-
state HD-automata. We also give a general definition of bisimulation for HD-automata.
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An important result is that this general bisimulation equates the HD-automata obtained
from two m-calculus processes if and only if the processes are bisimilar according to the
ordinary 7-calculus bisimilarity relation. The most interesting result on HD-automata is
that they can be minimized. It is possible to associate to each HD-automaton a minimal
realization, namely a minimal HD-automaton that is bisimilar to the initial one. As in
the case of ordinary automata, this possibility is important from a theoretical but also
from a practical point of view.

In this paper we give an introduction to HD-automata. Some of the basic results on
ordinary automata and an overview of the 7-calculus are briefly presented in Section 2.
Section 3 introduces HD-automata, defines bisimulation on HD-automata, and presents
the translation of m-calculus processes to HD-automata. Section 4 describes how HD-
automata can be minimized by taking into account symmetries on the names enriching
states and transitions. Finally, in Section 5 we propose some concluding remarks. Fur-
ther results on HD-automata (as well as the proofs of the results that we present in this
paper) can be found in [MP98b, MP98a, MP99, MPO0O0].

2 Background

2.1  Ordinary Automata

Automata have been defined in a large variety of manners. We choose the following
definition since it is very natural and since, as we will see, it can be easily modified to
define HD-automata.

Definition 1 (ordinary automata). An automaton A is defined by:

— a set L of labels;

— a set () of states;

— aset T of transitions;

— two functions s,d : T — Q that associate a source and a destination state to each
transition; .

- a function o : T — L which associates a label to each transition;

— an initial state ¢y € Q.

Given a transitiont € T, we write t : ¢ —— q ifs(t) =q d(t) =q and o(t) = 1.

Notation 2. 7o represent the components of an automaton we will use the name of the
automaton as subscript; so, for instance, Qp are the states of automaton B and dg is
its destination function. In the case of automaton A, we will simply write Q. and d,,
rather than Q) 5, and d 4,. Moreover, the subscripts are omitted whenever there is no
ambiguity on the referred automaton.

Similar notations are also used for the other structures we define in the paper.

Often labelled transition systems are used as operational models in concurrency.
The difference with respect to automata is that in a labelled transition system no initial
state is specified. An automaton describes the behavior of a single system, and hence the
initial state of the automaton corresponds to the starting point of the system; a labelled
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transition system is used to represent the operational semantics of a whole concurrent
formalism, and hence an initial state cannot be defined.

Various notions of behavioral preorders and equivalences have been defined on au-
tomata. The most important equivalence is bisimulation equivalence [Par80, Mil89].

Definition 3 (bisimulation on automata). Let A; and A, be two automata on the
same set L of labels. A relation R C Q1 X Q2 is a simulation for A; and A; if g1 R q2
implies:

G l . e l
Sor all transitions t1 : g1 — q} of A, there is some transition to : g3 — a5
of Az such that ¢f R ¢b.

A relation R C Q1 X Q2 is a bisimulation for A; and A, if both R and R~ are
simulations.

Two automata Ay and Ay on the same set of labels are bisimilar, written A; ~ Ay, if
there is some bisimulation R for A; and Az such that qo; R qoz.

An important result in the theory of automata in concurrency is the existence of
minimal representatives in the classes of bisimilar automata. Given an automaton, a re-
duced automaton is obtained by collapsing each class of equivalent states into a single
state (and similarly for the transitions). This reduced automaton is bisimilar to the start-
ing one, and any further collapse of states would lead to a non-bisimilar automaton. The
reduced automaton is hence “minimal”. Moreover, the same minimal automaton (up to
isomorphisms) is obtained from bisimilar automata: thus it can be used as a canonical
representative of the whole class of bisimilar automata.

In the definition below we denote with [g]% , the class of equivalence of state g with
respect to the largest bisimulation equivalence R 4 on automaton .A. With a light abuse
of notation, we denote with [t]z , the class of equivalent of transition ¢, where

t1 Raty iff S(t1> R4 s(ta), d(tl) Ra d(tg) and O(tl) = O(tg).

Definition 4 (minimal automata). The minimal automaton A,,;, corresponding to au-
tomaton A is defined as follows:

= Lnin =L;

= Qmin = {[g)r4 | 7 € Q} and Tnin = {[t]r, |t € T},
- smin([t]RA) = [S(t)]RA and dmin([t]RA) = [d(t)JRA;
= omin([t]r.4) = o(t);

= QOmin = [qO]RA'

2.2 The w-Calculus

In this section we describe the 7-calculus [MPW92, Mil93], a process calculus in which
channel names can be used as values in the communications, i.e., channels are first-
order values. This possibility of communicating names gives to the 7-calculus a rich
expressive power: in fact it allows to generate dynamically new channels and to change
the interconnection structure of the processes. The m-calculus has been successfully
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used to model object oriented languages [Wal95], and also higher-order communica-
tions can be easily encoded in the 7-calculus [San93a], thus allowing for code migra-
tion.

Many versions of m-calculus have appeared in the literature. For simplicity, we con-
sider only the monadic m-calculus, and we concentrate on the ground variant of its
semantics.

Let \V be an infinite, denumerable set of names, ranged over by a,b,...y,z...,
and let Var be a finite set of process identifiers, denoted by A, B, .. .; the 7-calculus
(monadic) processes, ranged over by p, g, . . ., are defined by the syntax:

pu=10 ' m.p ‘ plp ’ p+p I (va)p l Al s o)

where the prefixes 7 are defined by the syntax:
T E= A I Zy ‘ z(y).

The occurrences of y in z(y).p and (vy) p are bound; free and bound names of process
p are defined as usual and we denote them with fn(p) and bn(p) respectively. For each

identifier A there is a definition A(yy, ..., y,) o pa (with y; all distinct and fn(p4) C
{y1,...,yn}); we assume that, whenever A is used, its arity n is respected. Finally we
require that each process identifier in p4 is in the scope of a prefix (guarded recursion).

Some comments on the syntax of 7-calculus are now in order. As usual, O is the
terminated process. In process 7.p the prefix 7 defines an action to execute before D
is activated. The prefix 7.p describes an internal (invisible) action of the process. The
output prefix Zy.p specifies the channel z for the communication and the value y that
is sent on z. In the input prefixes z(y).p, name z represents the channel, whereas yis
a formal variable: its occurrences in p are instantiated with the received value. Process
plq is the parallel composition with synchronization of p and g, whereas p+q is the
nondeterministic choice. Process (vz) p restricts the possible interactions of process p,
disabling communications on channel z.

We use 0, p to range over name substitutions, and we denote with {Y1/z; - - - Ynjr,}
the substitution that maps z; into y; for i = 1,...,n and that is the identity on the
other names.

We now introduce a structural congruence of m-calculus processes. This structural
congruence allows us to identify all the processes which represent essentially the same
system and which differ just for syntactical details. The structural congruence = is the
smallest congruence which respects the following equivalences

(alpha) (vz)p = (vy) (p{Y/x}) if y does not appear in p
(sum) p+0=p ptg=gq+p  pt+(g+r) = (p+q)+r
(par) pl0=p plg=gqlp  pl(glr) = (plo)|r
(res) (vz)0=0 (vz) (vy)p = (vy) (vz) p

(vz) (plq) = p|(vz) q if = does not appear in p

The structural congruence is useful in practice to obtain finite state representations for
classes of processes. It can be used to garbage-collect terminated component — by
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exploiting rule p|0 = p — and unused restrictions — by using the rules above, if o does
not appear in p then (va) p = p: in fact, (vz) p = (vz) (p|0) = p|(vz) 0 = p|0 = p.

By exploiting the structural congruence =, each 7-calculus process can be seen as a
set of sequential processes that act in parallel, sharing a set of channels, some of which
are global (unrestricted) while some other are local (restricted). Each sequential process
is represented by a term of the form

s = Tm.p ‘ p+p I Az, ..., x,)

that can be considered as a “program” describing all the possible behaviors of the se-
quential process.

The ground semantics of the m-calculus is the simplest operational semantics that
can be defined for this language. It differs from other semantics, such as the early and
late semantics, in the management of input transitions [MPW93]. According to the early
semantics, process z(y).p can perform a whole bunch of input transitions

z(y).p = p{*y}

corresponding to the different names z that the environment can send to the process to
instantiate the formal input parameter y. In the ground semantics, instantiation of the
input parameters are not taken into account, and process z(y).p can perform only one
input transition:
z(y)
z(y)-p — p.

Ground bisimilarity is easy to check!. However, it is less discriminating than early
bisimilarity, and does not capture the possibility for the environment of communicating
an already existing name during an input transition of a process. For instance,

z(y).(9y.0|z(w).0) and z(y).(gy.2(w).0 + z(w).7y.0)
are not equivalent according to the early semantics, since, performing input xz we ob-
tain
22.0|z(w).0 and §y.z(w).0 + z(w).5y.0

and a synchronization (i.e., a 7 transition) is possible in the first process but not in the
second. However,

£(y)-(7y.0|2(w).0) and 2(y).(Fy.2(w).0 + 2(w).gy.0)

are equivalent according to the ground semantics since the reception of the already
existing name z is not allowed. For simplicity, in this paper we consider only the
ground semantics. The presented results, however, can easily be extended to the other
m-calculus semantics.

The ground actions that a process can perform are defined by the following syntax:

pou=T ‘ z(y) | Ty ‘ Z(y)
and are called respectively synchronization, input, free output and bound output actions.

!'...and, as we will see, easy to model with HD-automata.
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Table 1. Free and bound names of 7-calculus actions

#_||fn(p) [bn(p)| n(x)
T 1] ] 0

z(y)|| {z} | {v} |{z,9}
zy |{z,y}| 0 |{z,vy}
zZ)| {=} | {y} {=,v}

Table 2. Ground operational semantics of 7-calculus

R
[PREF] 7.p > p [sum] —PL—2P _
pi+p2 — p

Ty z(z) 4 1% /
[comm] 22 — p1 /P2 /—' P2 [PAR] -._&_M;E’l_ if bn(u) N fn(p2) = 0
p1lp2 — p1l(p2{Y/z}) p1lp2 = pilp2

_ii) / ?(—y)> / M /
[OPEN] - ifey foLosg] £A—2 11 P2 P2
Z(y) / /
(vy)p — 7' pilp2 — (vy) (p1|p2)
H /
[RES] P——p ifz ¢ n(u)

(va)p - (va)p'

7
[IDE] pa{¥z1-- Y /xni—jp if Az, ..., 2n) ciépr
A(Y1,-- -, Yn) —— P

The free names, bound names and names of an action p, respectively written fn(u),
bn(u) and n(u), are defined as in Table 1.
The transitions for the ground operational semantics are defined by the axiom

schemata and the inference rules of Table 2. We remind that rule
= p/ p/ =Hy p// p// = p//

pr//

1s implicitly assumed.

Notice that the actions a 7-calculus process can perform are different from the pre-
fixes. This happens due to the bound output actions. These actions are specific of the
m-calculus; they represent the communication of a name that was previously restricted,
Le., it corresponds to the generation of a new channel between the process and the
environment: this phenomenon is called name extrusion.

Now we present the definition of the ground bisimulation for the 7-calculus.

Definition 5 (ground bisimulation). A relation R over processes is an ground simu-
lation if whenever p R q then:

for each p > p’ with bn(u) N fn(plq) = O there is some ¢ - ¢’ such that
PRYq.

A relation R is an ground bisimulation if both R and R~" are ground simulations.
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Two processes p and q are ground bisimilar, written p ~g q, if p R q for some
ground bisimulation R.

In the definition above, clause “bn(u) N fn(plg) = @ is necessary to guarantee
that the name, that is chosen to represent the newly created channel in a bound output
transition, is fresh for both the processes. This clause is necessary since equivalent
processes may have different sets of free names.

As for other process calculi, a labelled transition system is used to give an oper-
ational semantics to the w-calculus. However, this way to present the operational se-
mantics has some disadvantages. Consider process ¢ = (vy) Zy.y(2).0. It is able to
generate a new channel by communicating name y in a bound output. The creation of
a new name is represented in the transition system by means of an infinite bunch of

transitions ¢ i w(z).0, where, in this case, w is any name different from z: the
creation of a new channel is modeled by using all the names which are not already in
use to represent it. As a consequence, the definition of bisimulation is not the ordinary
one: in general two bisimilar process can have different sets free names, and the clause
“bn(u) N fn(plq) = @” has to be added in Definition 5 to deal with those bound output
transitions which use a name that is used only in one of the two processes. The presence
of this clause makes it difficult to reuse standard theory and algorithms for bisimulation
on the 7-calculus — see for instance [Dam97].

3 History-Dependent Automata

Ordinary automata are successful basic process calculi like CCS. For more sophisti-
cated calculi, however, they are not: in fact, they are not able to capture the particular
structures of these languages, that is represented in ordinary automata only in an im-
plicit way. As a consequence, infinite-state automata are often obtained also for very
simple programs. To model these languages, it is convenient to enrich states and labels
with (part of) the information of the programs, so that the particular structures manip-
ulated by the languages are represented explicitly. These enriched automata are hence
more adherent to the languages than ordinary automata.

Different classes of enriched automata can be defined by changing the kind of ad-
ditional information. Here we focus on a simple form of enriched automata. They are
able to manipulate generic “resources”: a resource can be allocated, used, and finally
released. At this very abstract level, resources can be represented by names: the allo-
cation of a resource is modeled by the generation of a fresh name, that is then used to
refer to the resource; since we do not assume any specific operation on resources, the
usage of a resource in a transition is modeled by observing the corresponding name in
the label; finally, a resource is (implicitly) deallocated when the corresponding name is
no more referenced.

We call this class of enriched automata History-Dependent Automata, or HD-au-
tomata in brief. In fact, the usage of names described above can be considered a way to
express dependencies between the transitions of the automaton; a transition that uses a
name depends on the past transition that generated that name.



