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MOTTO
Make everything as simple as possible,

but not simpler

— Albert Einstein
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Preface

The Book’s Story

This book has a history of iterative and incremental development. It has certainly under-
gone all four major phases of one popular lifecycle model: project inception, elaboration,
construction, and transition. The book has been an agile development by a pair of authors,
with user stories as requirements, with continuous integration and lots of refactoring, but
unfortunately not with short cycles to delivery.

The inception of the book dates back to the publication in 1990 of Maciaszek’s
Database Design and Implementation (Prentice Hall). Many readers of that book
requested a follow-up text with more complete case studies, short and long examples, and
with a stepwise (i.e. iterative and incremental) increase of technical difficulty and content
sophistication. The business case for the book was made and the project entered the
elaboration phase — the vision was refined, the risks resolved, the requirements and scope
identified, but the target platform ended up to be...lots of industry training and
consulting instead of a book.

Ten years later, and after countless industrial projects, the amount of practical material
collected was screaming for publishing to a wider audience. But the audience has changed
— the industry entered the Internet age. A new textbook was needed to define the
prerequisite knowledge demanded by modern software engineering. That textbook was
Maciaszek’s Requirements Analysis and System Design: Developing Information Systems
with UML (Addison-Wesley, 2001), going into its 2nd edition concurrently with this book.
Soon after, the book you are holding entered the construction phase.

The construction phase was bumpy. Originally the book was perceived as a companion
to Maciaszek’s 2001 textbook or any similar book. Later the emphasis shifted to a stand-
alone textbook that uses an iterative case study approach to teaching practical software
engineering. The book concentrates on software design, programming and management. It
emphasizes modern development practices, methods, techniques, and tools.

The transition phase of this book is in your — the reader’s — hands. The beta-tests of this
book were conducted in classrooms and on software projects. The deployment is at the
reader’s mercy. Please submit change requests, defects and enhancements to the develop-
ment team.
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Book Outline and Organization

The distinctive character of this book stems from two endeavors. Firstly, this book is
about the way software engineering is done in practice. Secondly, it is about software
engineering for enterprise applications. The following description of what enterprise
applications include and exclude applies fully to this book: ‘Enterprise applications
include payroll, patient records, shipping tracking, cost analysis, credit scoring, insurance,
supply chain, accounting, customer service, and foreign exchange trading. Enterprise
applications don’t include automobile fuel injection, word processors, elevator controllers,
chemical plant controllers, telephone switches, operating systems, compilers, and games’
(Fowler, 2003, p.3).

The book is pivoted on one main case study, two minicases with related exercises, a
large number of supporting examples, tutorials to review basic modeling and program-
ming concepts, and end-of-chapter problem-solving exercises which contain mostly case
study exercises. The organization that is a reference for the case study, and for some
minicases and examples, is a company specializing in advertising expenditure measurement.
The book names this organization after its core business activity — AEM (in reality the
organization is ACNielsen’s Nielsen Media Research in Sydney, Australia). The case study
is Email Management (EM) — a subsystem of AEM’s Contact Management (CM) system.

As shown in the Venn diagram, AEM is the business, CM is one of the business
domains, and EM is the case study. Examples and minicases are drawn from a cross-
section of domains of the AEM business, including CM. Some examples are not related to
AEM. The case study is enriched by examples and by case study exercises. Tutorials are
used to auickly teach introductory topics with relation to UML modeling, Java program-
ming, relational databases, GUI (graphical user interface) construction, and working with
business components.

The business
(Advertising Expenditure Measurement)

The domain
(Contact Management)

Tutorials
(MovieActor
Database)

Managgment)

e e
e —
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The book endeavors to give broad software engineering knowledge and to provide back-
ground information prior to presenting case study solutions. However, a distinguishing
emphasis of the book is to show how to apply this knowledge on software projects. For
given requirements, the book iteratively develops design and implementation models.
Case study, minicases, examples and problem-solving exercises are carefully selected to
emphasize various aspects of software development as necessitated by the unique charac-
teristics of different applications and target software solutions.

The book consists of four parts. Part 1 (Software Projects) discusses software
lifecycle, modeling languages, engineering tools, project planning, and process manage-
ment. The next three parts (2, 3, and 4) introduce the case study, minicases and examples.
The discussion in these three parts concentrates on the methods, techniques, processes, and
development environments of software engineering.

Parts 2, 3 and 4 correspond to three project (case study) iterations. Each iteration starts
with use case specifications enriched by an initial object model. The generic theory and
practical knowledge underpinning each iteration are explained prior to demonstrating the
case study design and programming solutions. Any knowledge specific to the case study
solutions, and without significant generic appeal, is presented within or as a subsection of
the case study discussion. Each iteration results in a complete solution and concludes with
a chapter that contains the source code with necessary annotations and references to
explanations in prior chapters.

Part 2 (From Requirements via Architectural Design to Software Release) starts by
giving the business context for the EM case study. The first two chapters in this part
present the business object model for AEM and the domain object model for CM. Next,
the EM requirements are defined and the EM Iteration 1 is successively developed. The
cornerstone of the first iteration is a sound architectural design amenable to successive
stepwise enhancements. The ‘deliverable’ of the first iteration is the software release to the
users (i.e. the readers of this book).

Part 3 (Software Refactoring and User Interface Development) concentrates on
determining the front end of the system and on the presentation and domain layers of
the application. It discusses the graphical user interface (GUI) design, including a web-
enabled front end. The transformation from Iteration 1 to Iteration 2 is achieved through
architectural refactoring and the development of an attractive user interface.

Part 4 (Data Engineering and Business Components) moves the focus point from the
system front end to its backbone and to the middle tier. This part discusses the storage
and manipulation of data, implementation of business rules, transaction processing, and
security control. It explains also how the application logic can be moved to an application
server in the middle tier.

Although Iteration 3 of the case study is developed from Iteration 2, Parts 3 and 4 of
the book can be studied relatively independently. A reader can elect to concentrate on one
of these parts and only skim through the other part. For example, a database designer/
programmer may have a marginal interest in Part 3, whereas a GUI designer or Java
programmer may have a marginal interest in Part 4. An expectation is that some readers
will concentrate on Parts 1 and 2 of the book and will fully identify with Parts 3 and 4 after
a period of experimentation and gaining better appreciation of the knowledge contained
in earlier parts. It is also possible, in more advanced project-oriented courses, to begin
using the book from Part 2.
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From the total number of 23 chapters in the book, 6 are dedicated to the EM case study
(these are Chapters 8, 13, 14, 18, 19, and 23). The educational value of these six chapters
is through understanding and analyzing the case study. This is truly learning by example.
By contrast, the first five chapters (Part 1) explain the foundations of software engineering
and they do not refer to the case study. The remaining 12 chapters have both theoretical
parts and the parts that link the theory to the case study, minicases, or other examples.

Distinguishing Features

The main distinguishing feature of the book is in its subtitle: A Case Study Approach. If
you believe — as many educators do — that the best teaching formula is to teach by example,
then this book is for you. If you want to be challenged and invited to learn from mistakes,
then this book gives you plenty of opportunity to experiment with your solutions and
compare them with the authors’ answers and explanations. If on top of that, you would like
to customize learning to your current needs and level of knowledge then each iteration has
different emphasis, different modeling difficulty and may demand a different subset of
development techniques and models.

An overriding objective of this book is to relate theories to reality by giving special
attention to software design and implementation (while not neglecting analysis) and by
addressing non-trivial practical problems. In its objective of ‘exemplifying to explain’, the
book is unique in a number of ways:

1. Education in mind. The book was written with education in mind. The case study,
examples and problem-solving exercises are not just plainly taken from real-world
solutions; they are molded to suit educational needs. Real-world solutions are part of
a complex business and software implementation context. That context is likely to be
overwhelming and uninteresting to the reader, so it is simplified as much as possible.
Presentation of GUI and database designs as well as programming examples
eliminates unnecessary dependencies, ‘information noise’, and repetitive tasks.

2. Annotated solutions. There are no black-or-white, true—false, zero—one solutions in
information systems. Frequently, a solution serves a particular purpose and may look
plainly wrong when analyzed from a different perspective. Therefore, answers and
solutions are carefully annotated.

3. Alternative solutions. Sometimes a single solution, no matter how annotated and
explained, is not distinctly better than other potential solutions. To this end, alternative
solutions are frequently provided and explained.

4. Lists of key terms at the end of each chapter compiled as indexes with references to
page numbers. The lists can be used for self-study reviews of the understanding of the
basic terminology introduced in each chapter. They can also be used by instructors to
query the students’ knowledge of each chapter.

5. Review questions to reinforce the reader’s knowledge by insightful questions to each
chapter. The questions are divided, when appropriate, into discussion questions and
case study questions. Answers to all review questions are available to instructors from
the book’s website.
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6. Problem-solving exercises to challenge the reader to research the issues before
attempting a solution and to attempt extended or alternative solutions to the case
study, minicases or other examples. Sample solutions to all review questions are
available to instructors from the book’s website.

7. Website with complete set of supporting material, including models and programming
code (mostly UML, Java and database (Oracle) code). All programming code,
including code not presented in the text, is available on the book’s website.

8. Emphasis on principles. There are some well-defined principles (patterns, frameworks,
standards, libraries, etc.) of good software engineering and system development. The
book identifies and explains these principles and makes linkages to sources of information.

9. Balanced mixture of professional depth and educational benefit. In general, writing
software and writing educational books are somewhat disjoint activities. Hopefully,
this book contradicts this observation.

10. Substituting for professional education and training courses. Busy professionals tend
to perform routine tasks and they can quickly fall behind the state-of-art and
frequently the state-of-practice in the discipline. Finding time and funds to attend
expensive professional education and training courses with case studies similar to
those in this book may be difficult. Perhaps this book can give professionals an
opportunity to catch up on latest developments at the time of their choice or between
normal work duties.

Intended Readership

This book is aimed at a wide readership of students and IT professionals. An ideal reader
is a student of a software engineering course or a software developer (or project leader/
manager). The book is written so that it can be fully understood by students and
professionals who possess basic knowledge of information systems and basic program-
ming skills (hopefully in an object-oriented language and with some database use). For
most readers, this corresponds to the first year of a university degree in computer science
or informatics (information systems, information technology).

For students, the primary use of this textbook is in software engineering courses with a
software development component. The book can also be used as a textbook in courses in
information systems development, software projects, or systems analysis and design when
taught in higher years or to more mature students. Moreover, the book can be used as a
recomimended reading in courses on object technology, object programming, web-based
systems, database design and programming, and similar.

Practitioners most likely to benefit from the book include system designers, pro-
grammers, software architects, business and system analysts, project leaders and managers,
web and content developers, reviewers, testers, quality assurance managers and industry
trainers. The book can be used for professional education and training courses and
workshops. It can also be adopted as a source of information for project teams. For
practitioners already using UML, Java and relational databases on software projects, this
book can serve as a validation of their software development practices and as a source of
development ideas and directions.
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Supplementary Materials

A comprehensive package of supplementary material is provided for the companion
website. Most of the website content is freely available to all readers, but some material is
password-protected for the benefit of instructors who have adopted the book in their
teaching. The home page for this book is maintained at:

http://www.comp.mq.edu.au/books/pse
http://www.booksites.net/maciaszek

The web package for this book contains two sets of resources: for all readers and for
instructors who adopted the textbook for teaching. The instructor resources are password-
protected.

Instructor resources on the web include (but are not limited to):

1. Instructor’s Manual with:
(a) questions and answers to all end-of-chapter review questions and problem-solving
exercises
(b) extra projects and solutions — not contained in the textbook and available from the
website to assist instructors in setting up student assignments and projects
2. Lecture slides — in PowerPoint and in modifiable Acrobat pdf formats

3. UML models and Java/Database source code for solutions to:
(a) exercises and minicases
(b) projects provided on the book’s website
(c) alternative design/programming approaches to the book’s case study

Resources for all readers include (but are not limited to):

1. Lecture slides — in printable-only Acrobat pdf format

2. Errata and addendum document

3. UML models and Java/Database source code for the book’s case study and examples,
complete with instructions on how to compile and run the code.

Your comments, corrections, suggestions for improvements, contributions, etc. are very
much appreciated. Please, direct any correspondence to:

Leszek A. Maciaszek
Department of Computing
Macquarie University

Sydney

NSW 2109, Australia

email: leszek@ics.mq.edu.au

web: http://www.comp.mq.edu.au/~leszek
phone: +61 2 9850-9519

facsimile: +61 2 9850-9551
courier: North Ryde, Herring Road, Bld. E6A, Room 319
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