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Foreword

Software is the fuel of the information society. Many of our systems and applications
are today controlled and/or developed in software. It is also a well known fact that
many software systems have reached a level of complication, mainly because of their
size, heterogeneity and distribution (and hopefully not through bad programming),
that results in faults appearing which cannot be traced back easily to the code. Some
of these “faults” could also be unexpected program behaviour that appears as a result
of interactions between the different parts of the program; this is commonly known as
complexity. The problem is that sometimes is not easy to say whether a fault is
traceable to the code or whether it is due to emergent unexpected behaviour from the
complex software system. Testing the code for possible faults is also very costly.

New methods, approaches, tools and techniques are needed to cope with the
increasing complexity in software systems; amongst them, fault tolerance techniques
and formal methods, supported by the corresponding tools, are promising solutions.
This is precisely the subject of this book, which is very much welcome.

The pervasiveness of software in today’s information society makes it of paramount
importance, and the main objective of the Software Technologies unit of the European
Commission is to support the European software and services industry so that quality
software and services are developed to compete in global markets. To help in reaching
this objective, it is obvious that we need to maintain and contribute to the excellence in
research from universities and research organizations in this specific area.

The volume has been prepared by the partners involved in the FP6 IST-511599
RODIN project (partly funded by the European Commission), “Rigorous Open
Development Environment for Complex Systems”. The book brings together papers
focusing on the application of rigorous design techniques to the development of fault-
tolerant, software-based systems.

In RODIN complexity is mastered by design techniques (specifically formal
methods) that support clear thinking and rigorous validation and verification. Coping
with complexity also requires architectures that are tolerant of faults and
unpredictable changes in the environment; this side is addressed by fault tolerant
design techniques. The sources of complexity under study in RODIN are those
caused by the environment in which the software is to operate and from the poorly
conceived architectural structure.

Who should read this book? Basically, the formal methods and fault tolerance
communities. The formal methods people will learn more about (and probably be
fired up by) the challenging issues in design for fault tolerance, while researchers on
fault tolerance will better understand how formal methods can improve way in which
their techniques are developed and applied.

The European Commission, through its successive framework programs, has
supported work on methods and techniques to master system complexity and achieve
dependable and trustworthy systems. Recently, specifically under the 6™ Framework
Programme, it has called, amongst other topics, for “Principles, methodologies and
tools for design, management and simulation of complex software systems” and
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“Foundational and applied research to enable the creation of software systems with
properties such as self-adaptability, flexibility, robustness, dependability and
evolvability”.

It is clear that these issues are, by no means, fully resolved. Software systems are
increasingly complex, and we will need increased efforts in research just to keep up
with the pace of development (based on the reflection by the Red Queen in Lewis
Carroll's Through the Looking Glass, “in this place it takes all the running you can do,
to keep in the same place”). It is time, now, for renewed efforts; this book is a pointer
in that direction.

August 2006 José-Luis Fernandez-Villacafias Martin

Disclaimer: The views expressed in this foreword are those of the author only and should not be
construed to reflect or represent the position of the European Commission.



Preface

There was, for several decades, a split between researchers who aimed to create
perfect programs by using formal methods and those who pioneered techniques
for fault tolerance. Of course, the approaches actually complement each other.
Fault tolerance generally copes with failures of physical components (and might
in specific cases be able to guard against some sorts of design mistakes). Formal
reasoning is not just about proving (under assumptions) that a given program
will function perfectly; the most productive use of formalism is early on in the
design process to help clean up the architecture of a system. As systems have
become larger and more intimately linked both to the physical world and to
human users, the design task has become far more complex. One of the goals of
design must always be to reduce unnecessary complexity in resulting systems.

The editors of this book are proud to be involved in an EU (FP-6) project
which specifically brings together researchers from the fault tolerance and formal
methods communities. We are aware that through abstraction, refinement and
proof, formal methods provide design techniques that support clear thinking as
well as rigorous validation and verification. Furthermore, good tool support is
essential to support the industrial application of these design techniques.

In 2005 the RODIN (Rigorous Open Development Environment for Complex
Systems) project organised a workshop on Rigorous Engineering of Fault Tol-
erant Systems. REFT 2005' was held in conjunction with the Formal Methods
2005 conference at Newcastle University. The aim of this workshop was to bring
together researchers who were interested in the application of rigorous design
techniques to the development of fault tolerant software based systems.

Such was the success of that event that the organisers decided to prepare a book
on the same combination of topics by inviting the authors of the best workshop pa-
pers to expand their work and a number of well-established researchers working in
the area to write invited chapters. This book contains the refereed and revised pa-
pers that came in response. T'welve of the papers are reworked from the workshop;
nine of them are totally new. We have also included two provocatively different po-
sition statements from Abrial and Amey on the role of programming languages.

The organisers would like to thank the reviewers (some of whom work on
RODIN, others are from outside the project): Jean-Raymond Abrial, Elisabeth
Ball, Fernando Castor Filho, Patrice Chalin, Ernie Cohen, Joey Coleman, Neil
Evans, Massimo Felici, Stefania Gnesi, Stefan Hallerstede, Michael Hansen, Ian
Hayes, Alexei Iliasov, Dubravka Ili¢, Maciej Koutny, Linas Laibinis, Annabelle
Meclver, Qaisar Ahmad Malik, César Mufioz, Simin Nadjm-Tehrani, Apostolos
Niaouris, Ian Oliver, Patrizio Pelliccione, Mike Poppleton, Shamim Ripon, Colin
Snook and Divakar Yadav.

! The proceedings are at http://www.cs.ncl.ac.uk/research/pubs/trs/papers/915.pdf
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We should particularly like to thank José-Luis Ferdndez-Villacanas Martin
who both gave his time to update the meeting on IST plans and has kindly
contributed the Foreword to this volume; and Louise Talbot who has quietly
and efficiently handled the collation of this book.

Both in organising REFT 2005 and in publishing this edited book we are
aiming to build a network of researchers from the wider community to promote
integration of dependability and formal methods research. It is encouraging to
see that many of the papers address software based systems that impact peo-
ples’ everyday lives such as communications systems, mobile services, control
systems, medical devices and business transactions. We hope that you enjoy
reading this volume and encourage you to contribute to our aim of closer col-
laboration between dependability and formal methods research. We expect to
organise another event in London in July 2007: details will appear on the project
WWW site http://www.cs.ncl.ac.uk/research/projects/detail.php?id=219

August 2006 Michael Butler
Cliff Jones

Alexander Romanovsky

Elena Troubitsyna
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Train Systems

Jean-Raymond Abrial

ETH Zurich, Switzerland
jabrial@inf.ethz.ch

Abstract. This chapter presents the modelling of a software controller in charge
of managing the movements of trains on a track network. Some methodological
aspects of this development are emphasized: the preliminary informal presenta-
tion of the requirements, the careful definition of a refinement strategy, the at-
tention payed to the precise mathematical definition of the train network, and the
modelling of a complete system including the external environment. A special
attention is given to the prevention of errors and also (but to a less extend) to their
tolerance. The modelling notation which is used in this presentation is Event-B.

Keywords: Event-B, Requirement, Refinement, Failure, Correct Construction.

1 Informal Introduction

The purpose of this chapter! is to show the specification and construction of a complete
computerized system. The example we are interested in is called a frain system. By this,
we mean a system that is practically managed by a train agent, whose role is to control
the various trains crossing part of a certain track network situated under his supervision.
The computerized system we want to construct is supposed to help the train agent in
doing this task.

Before entering in the informal description of this system (followed by its formal
construction), it might be useful to explain the reason why we think it is important to
present such a case study in great details. There are at least four reasons which are the
following:

1. This example presents an interesting case of quite complex data structures (the
track network) whose mathematical properties have to be defined with great care:
we want to show that this is possible.

2. This example also shows a very interesting case where the reliability of the final
product is absolutely fundamental: several trains have to be able to safely cross the
network under the complete automatic guidance of the software product we want to
construct. For this reason, it will be important to study the bad incidents that could
happen and which we want to either completely avoid or safely manage. In this
chapter however, we are more concerned by fault prevention than fault tolerance.
We shall come back to this in the conclusion.

! This work has been partly supported by IST FP6 Rigorous Open Development Environment
for Complex Systems (RODIN, IST-511599) Project.

M. Butler et al. (Eds.): Fault-Tolerant Systems, LNCS 4157, pp. 1-36, 2006.
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3. The software must take account of the external environment which is to be carefully
controlled. As a consequence, the formal modelling we propose here will contain
not only a model of the future software we want to construct but also a detailed
model of its environment. Our ultimate goal is to have the software working in
perfect synchronization with the external equipment, namely the track circuits, the
points, the signals, and also the train drivers. We want to prove that trains obeying
the signals, set by the software controller, and then (blindly) circulating on the
tracks whose points have been positioned, again by the software controller, that
these trains will do so in a completely safe manner.

4. Together with this study, the reader will be able to understand the kind of method-
ology we recommend. It should be described, we hope, in sufficiently general terms
so that he or she will be able to use this approach in similar examples.

We now proceed with the informal description of this train system together with its
informal (but very precise) definitions and requirements. We first define a typical track
network which we shall use as a running example throughout the chapter. We then study
the two main components of tracks, namely points and crossings. The important con-
cepts of blocks, routes, and signals are then presented together with their main proper-
ties. The central notions of route and block reservations are proposed. Safety conditions
are then studied. This is followed by the complementary train moving conditions allow-
ing several trains to be present in the network at the same time. We propose a number
of assumptions about the way trains behave. Finally we present possible failures that
could happen and the way such problems are solved.

The formal development (model construction) is preceded by the refinement strategy
we shall adopt in order to proceed in a gentle and structured manner. This is followed
by the formal model construction.

1.1 Methodological Conventions for the Informal Presentation

In the following sections, we give an informal description of this train system, and,
together with this description, we state what its main definitions and requirements are.
Such definitions and requirements will be inserted as separate labelled boxes in the
middle of an explanatory text. These boxes must all together clearly define what is to
be taken into account by people doing the formal development. The various definitions
and requirements will be labelled according to the following taxonomy:

ENV Environment MVT Movement

FUN Functional TRN Train

SAF Safety FLR Failure




Train Systems 3

— “Environment” definitions and requirements are concerned with the structure of the
track network and its components.

— “Functional” definitions and requirements are dealing with the main functions of
the system.

— “Safety” definitions and requirements define the properties ensuring that no classi-
cal accidents could happen.

— “Movement” definitions and requirements ensure that a large number of train may
cross the network at the same time.

— “Train” definitions and requirements define the implicit assumptions about the be-
havior of trains.

— “Failure” definitions and requirements finally define the various failure$ against
which the system is able to react without incidents.

Here is our first very general requirement:

The goal of the train system is to safely control trains moving
on a track network FUN-1

1.2 Network Associated with a Controlling Agent

Here is a typical track network that a train agent is able to control. In what follows, we
are going to use that network as a running example:

1.3 Special Components of a Network: Points and Crossings

Such a network contains a number of special components: these are the points and the
crossings as illustrated in the following figure (five points and one crossing).

P

PN

a point

/

a crossing
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A point is a device allowing a track to split in two distinct directions. A crossing, as
its name indicates, is a device that makes two different tracks crossing each other. In
what follows we briefly describe points and crossings.

A train network may contain some special components: points ENV-1
and crossings

Point. A point special component can be in three different positions: left, right, or
unknown. This is indicated in the following figure.

B B B
A _/_ C . SO ;. A___ __ ¢
left right unknown

Note that the orientation from A to C is sometimes called the direct track whereas
the one from A to B is called the diverted track. In what follows however, we shall
continue to call them right and left respectively are there is no ambiguity in doing so.

In the first two cases above, the arrow in the figure shows the convention we shall
use to indicate the orientation of the point. Note that these arrows do not indicate the
direction followed by a train. For example, in the first case, it is said that a train coming
from A will turn left, a train coming from B will turn right, and a train coming from C
will probably have some troubles! Also note that a train encountering a point oriented
in an unknown direction (third case) might have some trouble too, even more if a point
suddenly changes position while a train is on it (we shall come to this in section 1.8).

The last case is the one that holds when the point is moving from left to right or
vice-versa. This is because this movement is supposed to take some time: it is per-
formed by means of a motor which is part of the point. When the point has reached
its final position (left or right) it is locked, whereas when it is moving it is unlocked.
Note however that in the coming development we shall not take this into account. In
other words, we shall suppose, as a simplification, that a point moves instantaneously
and that it is thus always locked. In other words, the unknown case is not treated, we
then just require in this development that a point may have only two positions: left or
right.

A point may have two positions: left or right ENV-2

Crossing. A crossing special component is completely static: it has no state as points
have. The way a crossing behaves is illustrated in the following figure: trains can go
from A to B and vice-versa, and from C to D and vice-versa.
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1.4 The Concept of Block

The controlled network is statically divided into a fixed number of named blocks as
indicated in the following figure where we have 14 blocks named by single letters from
A toN:

A track network is made of a number of fixed blocks ENV-3

Each block may contain at most one special component (points or crossings).

A special component (points or crossings) is always attached
to a given block. And a block contains at most one special ENV-4
component

For example in our case, block C' does not contain any special component, whereas
block D contains one point, and block K contains a crossing. Each block is equipped
with a, so-called, track circuit which is able to detect the presence of a train on it. A
block can thus be in two distinct states: unoccupied (no train on it) or occupied (a train
is on it).

A block may be occupied or unoccupied by a train ENV-5

In the following figure, you can see that a train is occupying the two adjacent blocks
D and K (this is indicated in the figure by the fact that the blocks in question are
emphasized).



