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RISE 2005 (http://rise2005.ics.forth.gr/) was the second annual inter-national
workshop of the ERCIM (European Research Consortium for Informatics and
Mathematics - http://www.ercim.org/) Working Group on Rapid Integration of
Software Engineering techniques (RISE - http://rise.uni.lu/). RISE is an international
forum for researchers and practitioners interested in the advancement and rapid
application of novel, integrated, or practical software engineering approaches being
part of a methodological framework, which apply to the development of new or
evolving applications and systems. RISE provides an opportunity to present and
discuss the latest research results and ideas in the rapid and effective integration of
software engineering techniques. Target application domains of interest to RISE

Preface

include:

In particular, RISE 2005 focused on an open and inclusive set of key software
engineering domains, which formed the focal point of the workshop, including, but

Web-based software systems

Mobile communication systems
High-availability or mission-critical systems
Resilient business and grid applications
Ambient intelligence environments
Embedded systems and applications

User interface development

Development environments

Electronic entertainment

Enterprise computing and applications

not limited to:

Software and system architectures
Software reuse

Software testing

Software model checking

Model-driven design and testing techniques
Model transformation

Requirements engineering

Lightweight or practice-oriented formal methods
Software processes and software metrics
Automated software engineering

Design patterns

Design by contract

Defensive programming

Software entropy and software re-factoring



VI Preface

Extreme programming

Agile software development

Programming languages

Software dependability and trustworthiness

This second RISE workshop was, like RISE 2004, very successful and fruitful, almost
doubling the number of submissions and of accepted papers, and leading to a high-
quality two-day technical programme. Overall, RISE 2005 accomplished its objective
to move a step forward in setting the ground towards a targeted, prestigious and open
inter-national forum of high-quality research and development results in the arena of
rapid integration of software engineering techniques.

All papers submitted to this workshop were peer reviewed by at least two members
of the International Programme Committee. Acceptance was based primarily on
originality and scientific contribution. Out of the 43 submissions received, 19 were
selected for inclusion in the workshop technical programme. Six chaired thematic
sessions were organized over a single workshop track, covering many aspects of the
integration of complementary mature software engineering techniques. This year, the
submissions addressed areas such as modelling safety case evolution, practical
approaches in model mapping, context-aware service composition, techniques for
representing product line core assets for automation, formal development of reactive
fault-tolerant systems, stepwise feature introduction in practice, programming
languages, aspects and contracts. The technical discussions that followed the paper
presentations were tape recorded, and the transcripts can be found on the RISE 2005
website (http://rise2005.ics.forth.gr/).

The keynote speech was delivered by Bertrand Meyer, Chair of Software
Engineering at ETH Zurich, Founder and Chief Architect of Eiffel Software in
California, and inventor of the Design by Contract™ method. His inspiring talk as
well as active participation during the discussion sessions contributed to the overall
success of the workshop.

The editors wish to thank the keynote speaker and the authors for their valuable
contribution in making RISE 2005 a truly outstanding event of high-quality contribut-
ions, as well as all the Programme Committee members who actively participated in
the review process in a timely and quality fashion. Finally, we are thankful to
Springer LNCS for publishing the RISE 2005 proceedings under this volume (the
RISE 2004 post-proceedings are published as Springer LNCS Vol. 3475).

September 2005 Nicolas Guelfi
Anthony Savidis
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Invited Keynote Speech (Abstract)

Doing More with Contracts: Towards Automatic Tests
and Proofs

Bertrand Meyer

ETH Zurich (Swiss Federal Institute of Technology),
Department of Computer Science,
CH-8092 Ziirich, Switzerland
Bertrand.Meyer@inf.ethz.ch

Abstract. Equipping software with contracts, especially in the case of library
components, opens up a whole range of applications. I will describe two of
them, part of current work in the chair of software engineering at ETH. The first
is automatic, “push-button” testing of contract-equipped components. The
second is mathematical proof that such components satisfy their contracts. In
both cases the effort is made more interesting by the existence of library
versions that are fully contracted” thanks to the use of model classes based on
set-theoretical concepts. Both the tests and the proofs apply to actual libraries as
used in practical software development.

N. Guelfi and A. Savidis (Eds.): RISE 2005, LNCS 3943, p. 1, 2006.
© Springer-Verlag Berlin Heidelberg 2006



Using Stepwise Feature Introduction in Practice:
An Experience Report

Ralph-Johan Back, Johannes Eriksson, and Luka Milovanov

Turku Centre for Computer Science,
Abo Akademi University, Department of Computer Science,
Lemminkéisenkatu 14, FIN-20520 Turku, Finland
{backrj, joheriks, lmilovan}@abo.fi

Abstract. Stepwise Feature Introduction is an incremental method and software
architecture for building object-oriented system in thin layers of functionality,
and is based on the Refinement Calculus logical framework. We have evaluated
this method in a series of real software projects. The method works quite well
on small to medium sized software projects, and provides a nice fit with agile
software processes like Extreme Programming. The evaluations also allowed us
to identify a number of places where the method could be improved, most of these
related to the way inheritance is used in Stepwise Feature Introduction. Three of
these issues are analyzed in more detail here: diamond inheritance, complexity of
layering and unit testing of layered software.

1 Introduction

Stepwise Feature Introduction (SFI) [1] is a bottom-up software development method-
ology based on incremental extension of the object-oriented system with a single new
feature at a time. It proposes a layered software architecture and uses Refinement
Calculus [2, 3] as the logical framework.

Software is constructed in SFI in thin layers, where each layer implements a specific
feature or a set of closely related features. The bottom layer provides the most basic
functionality, with each subsequent layer adding more and more functionality to the
system. The layers are implemented as class hierarchies, where a new layer inherits all
functionality of previous layers by sub-classing existing classes, and adds new features
by overriding methods and implementing new methods. Each layer, together with its
ancestors, constitutes a fully executable software system.

Layers are added as new features are needed. However, in practice we cannot build
the system in this purely incremental way, by just adding layer after layer. Features may
interact in unforeseen ways, and a new feature may not fit into the current design of the
software. In such cases, one must refactor the software so that the new feature fits better
into the overall design. Large refactorings may also modify the layer structure, e.g. by
changing the order of layers, splitting layers or removing layers altogether.

An important design principle of SFI is that each extension should preserve the func-
tionality of all previous layers. This is known as superposition refinement [4]. A super-
position refinement can add new operations and attributes to a class, and may override

N. Guelfi and A. Savidis (Eds.): RISE 2005, LNCS 3943, pp. 2-17, 2006.
(© Springer-Verlag Berlin Heidelberg 2006



Using Stepwise Feature Introduction in Practice: An Experience Report 3

old operations. However, when overriding an old operation, the effect of the old opera-
tion on the old attributes has to be preserved (but new attributes can be updated freely).
No operations or attributes can be removed or renamed.

Consider as an example a class that provides a simple text widget in a graphical user
interface. The widget works only with simple ASCII text. A new feature that could be
added as an extension to this widget could be, e.g., formatted text (boldface, italics,
underlined, etc). Another possible extension could be a clipboard to support cut and
paste. We could carry out both these extensions in parallel and then construct a new
class that inherits from both the clipboard text widget and the styles text widget using
multiple inheritance (this is called a feature combination), possibly overriding some of
the operations to avoid undesirable feature interaction. Or, we could first implement
the clipboard functionality as an extension of the simple text widget, being careful to
preserve all the old features, and then introduce styles as a new layer on top of this.
Alternatively, we could first add styles and then implement a clipboard on top of the
styles layer. The three approaches are illustrated in Figure 1.

A component is divided into layers in SFI. Layers will often cut across components,
so that the same layering structure is imposed on a number of related components.
As an example, consider building an editor that displays the text widget. In the first
layer we have a simple editor that only displays the simple ASCII text widget. Because
of the superposition property of extension this simple editor can in fact also use the
CutAndPaste, Styles or BetterText widgets, but it cannot make use of the new fea-
tures. We need to add some features to the simple editor so that the functionality of the

BetterText Styles CutAndPaste
CutAndPaste | Styles CutAndPaste Styles
SimpleText SimpleText SimpleText

(a) (b) (c)

Fig. 1. Alternative extension orders
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Fig. 2. Interacting components
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extended widget can be accessed (menu items for cut and paste, or for formatting, or
toolbar buttons for the same purpose). We do this by constructing a new an extension
of the simple editor (a better editor), which uses the BetterText widget and gives the
user access to the new functionality. The situation is illustrated in Figure 2.

The new editor is, however, restricted to only work on the better text widget, because
the features it assumes are only available on this level. Hence, there are two layers in
the design, the Simple layer and the Better layer.

Stepwise Feature Introduction has been tried out in a number of real software
projects. This allows us now to evaluate the merits of this approach and to spot pos-
sible drawbacks as well as opportunities for improvement. Our purpose in this paper is
to report on these case studies, and to provide a first evaluation of the approach, together
with some suggestions on how to improve the method.

The paper is structured as following: Section 2 present the software projects where
SFI was applied. We summarize our experience with the methodology in Section 3. In
Sections 4-6 we then consider in more detail three interesting issues that arose from
our experiments with Stepwise Feature Introduction. The problems with implementing
feature combinations using multiple inheritance is discussed in Section 4. The problem
of class proliferation is discussed in Section 5, where metaprogramming is considered
as one possible way of avoiding unneccessary classes. In Section 6, we show how to
adapt unit testing to also test for correct superposition refinement. We end with a short
summary and some discussion on on-going and future work.

2 SFI Projects in Gaudi

The software projects where SFI was evauated were all carried out in the Gaudi Soft-
ware Factory at Abo Akademi University. The Gaudi Software Factory is an academic
environment for building software for the research needs and for carrying out practical
experiments in Software Engineering [5]. Our research group defines the setting, goals
and methods to be used in the Factory, but actual construction of the software is done in
the factory, following a well-defined software process. The work is closely monitored,
and provides a lot of data and measures by wich the software process and its results can
be evaluated. The software process used in Gaudi is based on agile methods, primarily
Extreme Programming [6], together with our own extensions.

We will here describe four software projects where Stepwise Feature Introduction
was used throughout. The settings for all these projects were similar: the software had
to be built with a tight schedule, and the Gaudi software process had to be followed. The
programmers employed for these projects (4—6 persons) were third-fifth year students
majoring in Computer Science or related areas. Each project had a customer who had
final saying on the functionality to be implemented. The projects were also supervised
by a coach (a Ph.D. student specializing in Software Engineering), whose main task
was to guide the use of the software process and to control that the process was being
followed. There has also been one industrial software project [7] with SFI, but this is
outside the scope of this paper, as it was not carried out in the Gaudi Factory, and the
software process used was not monitored in a sufficiently systematic manner.
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All of the projects used SFI, but the ways in which the method was applied differed
from project to project. We describe the projects in chronological order below. For each
project, we present the goals: both for the software product that was to be built, and for
the way in which SFI was to be evaluated in this project. We give a general overview of
the software architecture, show how SFI was implemented, what went right and what
went wrong, and discuss the lessons learned from the project.

2.1 Extreme Editor

The Extreme Editor project [8] was the first application of SFI in practice. It ran for
three months during the summer 2001 and involved six programmers. The program-
ming language of the project was Python [9]. The software product to be built was
an outlining editor which became a predecessor for the Derivation Editor described in
Section 2.2. The goal for the project was to obtain the first experience from practical
application of SFI with a dynamically typed programming language. There were no
technical guidelines for the application of SFI except that the extension mechanism for
classes (the feature introduction—Section 1) should be inheritance.

Figure 3 shows the layered architecture of the Extreme Editor. There were eight
layers in the system. Each layer introduced new functionality into the system, without
breaking the old features. The software was structured into these layers in an ad hoc
way. A new layer extended its predecessor by inheriting its corresponding classes and
possibly introducing one or more new classes. There were no physical division of the

StyleDocument

\Vi V V
BasicDocument H BasicWindowH BasicEditorl—>l| Conﬁgl

Fig. 3. The layers of the editor



