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Preface

Networked Systems: Realization of Reliable Systems on Unreliable
Networked Platforms

The Monterey Workshops series was initiated in 1993 by David Hislop with the purpose
of exploring the critical problems associated with cost-effective development of high-
quality software systems. During its 12-year history, the Monterey Workshops have
brought together scientists that share a common interest in software development re-
search serving practical advances in next-generation software-intensive systems. Each
year is dedicated to a given topic such as "Software Engineering Tools: Compatibil-
ity and Integration" (Vienna in 2004), "Engineering for Embedded Systems: From Re-
quirements to Implementation" (Chicago in 2003), "Radical Innovations of Software
and Systems Engineering in the Future" (Venice in 2002), "Engineering Automation
for Software Intensive System Integration” (Monterey in 2001), etc.

This 12" Monterey Workshop was held in Laguna Beach, CA during September
22-24,2005.

Context of the 12 Workshop

Networked computing is increasingly becoming the universal integrator for large-scale
systems. In addition, new generations of wireless networked embedded systems rapidly
create new technological environments that imply complex interdependencies amongst
all layers of societal-scale critical infrastructure, such as transportation, energy distri-
bution and telecommunication. This trend makes reliability and safety of networked
computing a crucial issue and a technical precondition for building software-intensive
systems that are robust, fault tolerant, and highly available.

The 12"* Monterey Workshop on "Networked Systems: Realization of Reliable Sys-
tems on Unreliable Networked Platforms" focused on new, promising directions in
achieving high software and system reliability in networked systems.

All presentations at the workshop were by invitation upon the advice of the Program
Committee.

Invited Speakers

Myla Archer Naval Research Lab, USA

Barrett Bryant University of Alabama, Birmingham, USA
David Corman Boeing, St Louis, USA

Nick Dutt UCI, USA

Holger Giese University of Paderborn, Germany

Chris Gill Washington University at St Louis, USA
Helen Gill NSF, USA

Klaus Havelund NASA, USA
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Ben Watson
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Victor Winter
Feng Zhao

Army Research Office, USA

Rutgers, USA
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Vanderbilt University, USA

University of California at Irvine, USA

Konkuk University, Korea

UCI, USA

Vienna University of Technology, Austria
University of Pierre & Marie Curie, Paris, France
UCSD, USA

Vanderbilt University, USA

UC Berkeley (Keynote Presentation), USA
Washington University, USA

Naval Postgraduate School, USA

Stanford University, USA

University of Pierre & Marie Curie, Paris, France
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Télécom Paris, France
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Vanderbilt University, USA
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Papers included in this volume were selected among the submissions from the work-
shop’s discussions.

Workshop Topics

Software is the new infrastructure of the information age. It is fundamental to economic
success, scientific and technical research and national security. Our current ability to
construct the large and complex software systems demanded for continued economic
progress is inadequate.

The workshop discussed a range of challenges in networked systems that require
further major advances in software and systems technology:

— System Integration and Dynamic Adaptation. A new challenge in networked
systems is that stable application performance needs to be maintained in spite of
the dynamically changing communication and computing platforms. Consequently,
the run-time architecture must include active control mechanisms for adapting the
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system/software components to changing conditions. Global system characteristics
need to be achieved by increased run-time use of reflection (systems that
utilize their own models), advanced interface modeling, self-adaptation, and self-
optimization.

— Effects of Dynamic Structure. The structure of networked systems is complex
and highly dynamic. Because systems are formed by ad hoc networks of nodes and
connections, they lack fine-grain determinism for end-to-end behaviors that span
subsystem and network boundaries. In addition, there are end-to-end system qual-
ities such as timeliness and security that can only be evaluated in this dynamically
integrated context.

— Effects of Faults. Faults and disruptions in the underlying communication and
computing infrastructure are the normal events. Since well-understood techniques
for fault-tolerant computing, such as n-modular redundancy, are not applicable in
the dynamically changing networked architecture, new technology is required for
building safe and reliable applications on dynamic, distributed platforms.

- Design for Reliability. Although there are varieties of metrics and established prac-
tices for characterizing the expected failure behavior of a system after it is fielded
and there are established practices for specifying the desired reliability of a sys-
tem, the evaluation of system or software reliability prior to fielding is a significant
problem.

— System Certification. The process for certifying that a system meets specified
reliability goals under the range of conditions expected in actual use currently
involves exhaustive analysis of a system, including its development history and
extensive testing. Current methods do not give systems engineers the confidence
they would like to have in concluding that a system will have particular reliability
characteristics.

— Effects of Scale. Another risk that overlays all proposed solutions is scale. Scale
also addresses both run-time and design-time concerns. Typically, demonstrations
are the convincing drivers to technology adoption. Demonstrations of new tech-
nologies however are usually small-scale, focused efforts. It is an open problem
how to scale up a demonstration that addresses the number of nodes and connec-
tions, and the number of software developers, analysts, and integrators to provide
enough proof to justify technology transition.

These challenges are exaggerated in networked-embedded software systems, where
computation and communication are tightly integrated with physical process.

Approaches

There have been important new developments during the past five years that improve
our chance to meet the new challenges listed above. Contributions at the workshop
identified and discussed research approaches that have direct and immediate relevance
to the new challenges. Listed below are the major themes that came up in many forms
in the presentations and captured in the contributions of these proceedings.
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Model-based software development of network-centric system-of-systems. Model-
based design is rapidly becoming one of the prominent software/system development
paradigms. Models with precisely defined syntax and semantics capture system/soft-
ware invariants that can be formally analyzed and used for predicting/ verifying
system behavior and for generating code. A new challenge in network-centric system-
of-systems is that design invariants need to be maintained actively during run-time due
to the dynamically changing communication and computing platforms. Consequently,
the relationship between design-time modeling and model analysis and run-time behav-
ior needs to be fundamentally different: emphasis needs to be shifted toward correct-
by-construction approaches that can guarantee selected behavioral properties without
the need for system-level verification, and the run-time architecture must include active
control for adapting the system/software to changing conditions. Global system charac-
teristics need to be achieved by increased run-time use of reflection (systems that utilize
their own models), advanced interface modeling, self-adaptation, and self-optimization.

Foundations of future design and programming abstractions. Programming abstrac-
tions have a crucial role in the design of highly concurrent, dynamic, and time-critical
networked systems. Today’s abstractions have been developed for programs with static
structure, closed architectures, and stable computing platforms that are not scalable,
understandable, and analyzable in complex, networked, real-time systems. We need
abstractions that go beyond a narrow view of programming languages to integrate mod-
eling, design, and analysis. They must satisfy the need for blending solid formal founda-
tions with domain-specific expressions and must yield behavior that is predictable and
understandable to system designers, even in the face of uncertain or dynamic system
structure. To accomplish this, they must serve both the modeling role and the design
role, leveraging generators, visual notations, formal semantics, probabilistic modeling,
and yet-to-be-developed techniques for gaining an effective multiplicity of views into a
design. And they must effectively express concurrency, quality-of-service constraints,
and heterogeneity.

Active fault management in network-centric systems. It is important to recognize that
software will never be perfect large-scale, networked systems-of-systems. Software and
platform components may fail at any time. The notion of active fault management ac-
cepts this as a fact and instead of attempting to mask the faults, it focuses on their
containment, mitigation, and management. Active fault management is a novel tech-
nique that is gaining acceptance in complex engineering systems (e.g., aerospace ve-
hicles) and promises reliability through detecting, isolating and recovering from faults
using algorithmic techniques for contingency management. The software engineering
community took notice of these engineering techniques and applies them to software
artifacts. The resulting fault management architectures are layered, as different methods
may be needed on different levels of abstractions in systems and, preferably, they have
to be proactive, so that they detect early precursors to larger problems (e.g., memory
leak in dynamically allocated memory, or memory fragmentation) such that the system
will have sufficient time to take preventive action.

Intelligent, robust middleware. Complexity of large-scale networked systems requires
careful consideration on reusability of code. Middleware technologies offer architec-
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tural solutions for separating application code from highly reusable components or lay-
ers in software stacks. We need to develop and validate a new generation of intelligent
middleware technologies that can adapt dependably in response to dynamically chang-
ing conditions for the purpose of always utilizing the available computer and network
infrastructure to the highest degree possible in support of system needs. Emerging archi-
tectures, such as service-oriented architecture (SOA), provide focus for this new gen-
eration of middleware research that will ultimately enable software whose functional
and QoS-related properties can be modified either statically, (e.g., to reduce footprint,
leverage capabilities that exist in specific platforms, enable functional subsetting, and
minimize hardware/software infrastructure dependencies) or dynamically (e.g., to op-
timize system responses to changing environments or requirements, such as changing
component interconnections, power-levels, CPU/network bandwidth, latency/jitter, and
dependability needs).

Model-based development of certifiable systems. Systems that are safety certified are
arguably some of the most costly to develop. As a result, software architectures for such
systems are typically very deterministic in order to enable provable mitigation of safety
hazards. The limitations of these approaches are quickly becoming unacceptable due
to the advent of ad-hoc mobile networks requiring a much more dynamic structure and
expected unavailability of certain resources for these safety critical systems. Model-
based development approaches must be applied to enable the development of these
systems within reasonable cost. These approaches should include the development of
modeling syntax and semantics to express safety-critical aspects and perhaps constrain
dynamism, the provision of design-time and run-time analysis that leverages this model
and addresses the concerns of the safety community in the context of a network-centric
system of systems, the automatic generation of artifacts that are proven by analysis
to be safe, and the establishment of trust in such tools and techniques by the safety
community as a whole.
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Reinventing Computing for Real Time
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Abstract. This paper studies models of computation, software tech-
niques, and analytical models for distributed timed systems. By “timed
systems” we mean those where timeliness is an essential part of the be-
havior. By “distributed systems” we mean computational systems that
are interconnected on a network. Applications of timed distributed sys-
tems include industrial automation, distributed immersive environments,
advanced instrumentation systems, networked control systems, and many
modern embedded software systems that integrate networking. The
introduction of network time protocols such as NTP (at a coarse granu-
larity) and IEEE 1588 (at a fine granularity) makes possible time coher-
ence that has not traditionally been part of the computational models
in networked systems. The main question we address in this paper is:
Given time synchronization with some known precision, how does this
change how distributed applications are designed and developed? A sec-
ond question we address is: How can time synchronization help with
realizing coordinated real-time events.

1 Introduction

Despite considerable progress in software and hardware techniques, when embed-
ded computing systems absolutely must meet tight timing constraints, many of
the advances in computing become part of the problem, not part of the solution.
Although synchronous digital logic delivers precise timing determinacy, advances
in computer architecture and software have made it difficult or impossible to esti-
mate or predict the execution time of software. Moreover, networking techniques
introduce variability and stochastic behavior, and operating systems rely on best
effort techniques. Worse, programming languages lack time in their semantics,
so timing requirements are only specified indirectly. This paper studies methods
for programming ensembles of networked real-time, embedded computers where
time and concurrency are first-class properties of the program.

This contrasts with established software techniques, where time and concur-
rency are afterthoughts. The prevailing view of real-time appears to have been
established well before embedded computing was common. Wirth reduces real-
time programming to threads with bounds on execution time, arguing that “it is
prudent to extend the conceptual framework of sequential programming as little
as possible and, in particular, to avoid the notion of execution time” [30]. In this
sequential framework, “computation” is accomplished by a terminating sequence
of state transformations. This core abstraction underlies the design of nearly all
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computers, programming languages, and operating systems in use today. But
unfortunately, this core abstraction does not fit embedded software very well.

This core abstraction fits reasonably well if embedded software is simply “soft-
ware on small computers.” In this view, embedded software differs from other
software only in its resource limitations (small memory, small data word sizes,
and relatively slow clocks). In this view, the “embedded software problem” is an
optimization problem. Solutions emphasize efficiency; engineers write software
at a very low level (in assembly code or C), avoid operating systems with a
rich suite of services, and use specialized computer architectures such as pro-
grammable DSPs and network processors that provide hardware support for
common operations. These solutions have defined the practice of embedded soft-
ware design and development for the last 25 years or so. In an analysis that
remains as valid today as 18 years ago, Stankovic laments the resulting mis-
conceptions that real-time computing “is equivalent to fast computing” or “is
performance engineering” [29)].

Of course, thanks to the semiconductor industry’s ability to follow Moore’s
law, the resource limitations of 25 years ago should have almost entirely evapo-
rated today. Why then has embedded software design and development changed
so little? It may be that extreme competitive pressure in products based on em-
bedded software, such as consumer electronics, rewards only the most efficient
solutions. This argument is questionable, however. There are many examples
where functionality has proven more important than efficiency. It is arguable
that resource limitations are not the only defining factor for embedded software,
and may not even be the principal factor.

Stankovic argues that “the time dimension must be elevated to a central
principle of the system. Time requirements and properties cannot be an af-
terthought” [29]. But in mainstream computing, this has not happened. The
“time dimension,” of course, is inextricably linked to concurrency, and prevail-
ing models of concurrency (threads and message passing) are in fact obstacles
to elevating time to a central principle.

In embedded software, several recent innovations provide unconventional ways
of programming concurrent and/or timed systems. We point to six cases that
define concurrency models, component architectures, and management of time-
critical operations in ways significantly different from prevailing software engi-
neering techniques. The first is nesC with TinyOS [8], which was developed for
programming very small programmable sensor nodes called “motes.” The second
is Click [16], which was created to support the design of software-based network
routers. These first two have an imperative flavor, and components interact prin-
cipally through procedure calls. The third is Simulink with Real-Time Workshop
(from The MathWorks), which was created for embedded control software and
is widely used in the automotive industry. The fourth is SCADE (from Esterel
Technologies, see [2], which was created for safety-critical embedded software
and is used in avionics. These two have a more declarative flavor, where compo-
nents interact principally through messages rather than procedure calls. The fifth
is the family of hardware description languages, including Verilog, VHDL, and
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SystemC, which express vast amounts of concurrency, principally using discrete-
event semantics. The sixth example is LabVIEW, from National Instruments,
a dataflow programming environment with a visual syntax designed for embed-
ded instrumentation applications. The amount and variety of experimentation
with alternative models of computation for embedded systems is yet a further
indication that the prevailing software abstractions are inadequate.

The approach in this paper leverages the concept of actor-oriented design
[20], borrowing ideas from Simulink and from Giotto [12], an experimental real-
time programming language. However, it addresses a number of limitations in
Simulink and Giotto by building similar multitasking implementations from
specifications that combine dataflow modeling and distributed discrete-event
modeling. In discrete-event models, components interact with one another via
events that are placed on a time line. Some level of agreement about time across
distributed components is necessary for this model to have a coherent seman-
tics. While distribution of discrete-event models has long been used to exploit
parallel computing to accelerate execution [31], we are not concerned here with
accelerating execution. The focus is instead on using a model of time as a bind-
ing coordination agent. This steers us away from conservative techniques (like
Chandy and Misra [3]) and optimistic techniques (like Time Warp [15]). One in-
teresting possibility is based on distributed consensus (as in Croquet [28]). In this
paper, we focus on techniques based on distributing discrete-event models, with
functionality specified by dataflow models. Our technique allows out of order
execution without sacrificing determinacy and without requiring backtracking.
The use of dataflow formalisms [26] supports mixing untimed and event-triggered
computation with timed and periodic computation.

2 Embedded Software

There are clues that embedded software differs from other software in quite fun-
damental ways. If we examine carefully why engineers write embedded software
in assembly code or C, we discover that efliciency is not the only concern, and
may not even be the main concern. The reasons may include, for example, the
need to count cycles in a critical inner loop, not to make it fast, but rather to
make it predictable. No widely used programming language integrates a way
to specify timing requirements or constraints. Instead, the abstractions they of-
fer are about scalability (inheritance, dynamic binding, polymorphism, memory
management), and if anything further obscure timing (consider the impact of
garbage collection on timing). Counting cycles, of course, becomes extremely
difficult on modern processor architectures, where memory hierarchy (caches),
dynamic dispatch, and speculative execution make it nearly impossible to tell
how long it will take to execute a particular piece of code. Embedded software
designers may choose alternative processor architectures such as programmable
DSPs not only for efficiency reasons, but also for predictability of timing.
Another reason engineers stick to low-level programming is that embedded soft-
ware has to interact with hardware that is specialized to the application.



