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Preface

These proceedings contain a selection of refereed papers presented at or related
to the 3rd Annual Workshop of the Types Working Group (Computer-Assisted
Reasoning Based on Type Theory, EU IST project 29001), which was held dur-
ing April 30 to May 4, 2003, in Villa Gualino, Turin, Italy. The workshop was
attended by about 100 researchers. Out of 37 submitted papers, 25 were selected
after a refereeing process. The final choices were made by the editors.

Two previous workshops of the Types Working Group under EU IST project
29001 were held in 2000 in Durham, UK, and in 2002 in Berg en Dal (close
to Nijmegen), The Netherlands. These workshops followed a series of meetings
organized in the period 1993-2002 within previous Types projects (ESPRIT
BRA 6435 and ESPRIT Working Group 21900). The proceedings of these ear-
lier workshops were also published in the LNCS series, as volumes 806, 996,
1158, 1512, 1657, 2277, and 2646. ESPRIT BRA 6453 was a continuation of
ESPRIT Action 3245, Logical Frameworks: Design, Implementation and Expe-
riments. Proceedings for annual meetings under that action were published by
Cambridge University Press in the books “Logical Frameworks”, and “Logical
Environments”, edited by G. Huet and G. Plotkin.

We are very grateful to the members of the research group “Semantics and
Logics of Computation” of the Computer Science Department of the University
of Turin, who helped organize the Types 2003 meeting in Torino. We especially
want to thank Daniela Costa and Claudia Goggioli for the secretarial support,
Sergio Rabellino for the technical support, and Ugo de’ Liguoro for helping out
in various ways.

We also acknowledge the support from the Types Project, EU IST 29001,
which makes the Types workshops possible.

March 2004 Stefano Berardi
Mario Coppo
Ferruccio Damiani
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A Modular Hierarchy of Logical Frameworks

Robin Adams

University of Manchester
robin.adams@ma.man.ac.uk

Abstract. We present a method for defining logical frameworks as a
collection of features which are defined and behave independently of one
another. Each feature is a set of grammar clauses and rules of deduction
such that the result of adding the feature to a framework is a conservative
extension of the framework itself. We show how several existing logical
frameworks can be so built, and how several much weaker frameworks
defined in this manner are adequate for expressing a wide variety of
object logics.

1 Introduction

Logical frameworks were invented because there were a large number of differing
systems of logic, with no common language or environment for their investigation
and implementation. However, we now find ourselves in the same situation with
the frameworks themselves. There are many systems that are used as logical
frameworks, and it is often difficult to compare them or share results between
them. It is often much work to discover whether two frameworks can express the
same class of object logics, or whether one is stronger or weaker than the other. If
we are interested in metavariables, and we compare Pientka and Pfenning’s work
(1] with Jojgov’s 2], it is difficult to see which differences are due to the different
handling of metavariables, and which are due to differences in the underlying
logical framework.

To redress this situation somewhat, I humbly present the first steps towards
a common scheme within which a surprising number of different frameworks
can be fitted. We take a modular approach to the design of logical frameworks,
defining a framework by specifying a set of features, each of which is defined and
behaves independently of the others. Together, all the frameworks that can be
built from a given set of features form a modular hierarchy of logical frameworks.

We may give an informal definition of a feature thus:

A feature F is a set of grammar clauses and rules of deduction such that,
for any logical framework L, the result of adding F to L is a conservative
extension of L.

(This cannot be made a formal definition, as we do not (yet) have a notion of
“any logical framework”.)

S. Berardi, M. Coppo, and F. Damiani (Eds.): TYPES 2003, LNCS 3085, pp. 1-16, 2004.
© Springer-Verlag Berlin Heidelberg 2004



2 R. Adams

It is not surprising that features exist — one would expect, for example, that
adding a definitional mechanism to a typing system should yield a conserva-
tive extension. Perhaps more surprising is the fact that such things as lambda-
abstraction can be regarded as features. In fact, we shall show how a logical
framework can be regarded as being nothing but a set of features. More pre-
cisely, we shall define a system that we call the basic framework BF, and a
number of features that can be added to it, and we shall show how a number of
existing frameworks can be built by selecting the appropriate features.

We shall also show that most of these features are unnecessary from the
theoretical point of view — that is, a much smaller set of features suffices to
express a wide variety of object logics. These ‘unnecessary’ features may well be
desirable for implementation, of course.

It may be asked why we insist that our features always yield conservative
extensions. This would seem to be severely limiting; in one’s experience with
typing systems, rarely are extensions conservative. For typing systems in general,
this is true. But I would argue that logical frameworks are an exception. The
fact that all the features presented here yield conservative extensions is evidence
to this effect. And it would seem to be desirable when working with a logical
framework — if we add a feature to widen the class of object logics expressible,
for example, we still want the old object logics to behave as they did before.

We suggest that, if this work were taken further, it would be possible and de-
sirable to define mechanisms such as metavariables or subtyping as features, and
investigate their properties separately from one another and from any specific
framework. If we did this for metavariables, for example, we would then know im-
mediately what the properties of ELF with metavariables were, or Martin-Lof’s
Theory of Types with metavariables, or ...

2 Logical Frameworks

Let us begin by being more precise as to what we mean by a logical framework.

Broadly speaking, logical frameworks can be used in two distinct ways. The
first is to define an object logic by means of a signature, a series of declarations
of constants, equations, etc. The typable terms under that signature should then
correspond to the terms, derivations, etc. of the object logic, using contexts to
keep track of free variables and undischarged hypotheses. Examples include the
Edinburgh Logical Framework (3] and Martin-Léf’s Theory of Types [4]. We
shall call a framework used in this way a logic-modelling framework.

The second is to use the logical framework as a book-writing system, as
exemplified by the AUTOMATH family of systems [5]. The most important
judgement form in such a framework is that which declares a book correct; the
other judgement forms are only needed as auxiliaries for deriving this first form
of judgement.

These two kinds of system behave in very similar ways. Any system of one
kind can be used as a system of the other, by simply reading ‘signature’ for
‘book’, or vice versa. This is a striking fact, considering the difference in use. In
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a system of the first kind, deriving that a signature is valid is just the first step
in using an object logic; in a book-writing system, it is the only judgement form
of importance. We shall take advantage of this similarity. Our features shall be
written with logic-modelling frameworks in mind; it shall turn out that they are
equally useful for building book-writing frameworks.

—

We consider a logical framework to consist of:

. Disjoint, countably infinite sets of variables and constants.
. A number of syntactic classes of expressions, defined in a BNF-style grammar

by a set of constructors, each of which forms a member of one class from
members of other classes, possibly binding variables.

. Three syntactic classes that are distinguished as being the classes of signa-

ture declarations, context declarations and judgement bodies. Each signature
declaration is specified to be either a declaration of a particular constant,
or of none. Similarly, each context declaration is specified to be either a
declaration of a particular variable or of none.

We now define a signature to be a finite sequence of signature declarations,
such that no two declarations are of the same constant. The domain of the
signature ¥, dom X, is then defined to be the sequence consisting of the
constants declared in X, in order. Similarly, we define a context to be a
finite sequence of context declarations, no two of the same variable, and we
define its domain similarly.

Finally, we define a judgement to be a string of one of two forms: either

X sig
or
'kyJ

where X' is a signature, I" a context, and J a judgement body.

. A set of defined operations and relations on terms. Typically, these shall

include one or more relations of reducibility and convertibility.

. The final component of a logical framework is a set of rules of deduction

which define the set of derivable judgements.

2.1 The Basic Framework BF

As is to be expected, BF is a very simple system. It allows: the declaration
of variable and constant types; the declaration of variables and constants of a
previously declared type; and the assertion that a variable or constant has the
type with which it was declared, or is itself a type.

The grammar of BF is as follows:

Term a ==z |c
Kind A ::= Type | El(a)
Signature Declaration § :=c: Aofc

Context Declaration v =z : Aof z
Judgement Body J ::=valid | Akind |[a: A

The rules of deduction of BF are given in Figure 1.
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5 A kind .
- _ ¢ ¢ dom
) sig X,c: Asig
X sig I't5x A kind
—_— —— —— (z ¢ domD)
5 valid I'z: Alyx valid
I 5 valid I' 5 valid
— (c:AE€Y) —m—— (z:A€l)
I'kFxc: A I'kFxx: A
I' 5 valid 'ty a:Type
I' 5 Type kind I' 5 El(a) kind

Fig. 1. The basic framework BF

3 Features and the Modular Hierarchy

A feature that depends on the logical framework L consists of any number of
new entities: new syntactic classes, new constructors, new defined operations and
relations and new rules of deduction. The new constructors may take arguments
from new classes or those of L, bind new variables or those of L, and return
expressions in new classes or those of L. In particular, they may create new
signature declarations, context declarations and judgement bodies. Likewise, the
new defined operations and relations should be defined on both old and new
expressions, and the new rules of deduction may use both old and new judgement
forms.

A feature may also introduce redundancies. A redundancy takes an old con-
structor and declares that it is to be replaced by a certain expression. That is,
the constructor is no longer part of the grammar; wherever it appeared in a
defined operation or relation or a rule of deduction, its place is to be taken by
the given expression.

Now, if L' is any logical framework that extends L, we define the logical
framework L’ 4+ F in the obvious manner.

It should be noted that these rules of deduction are assumed to automatically
extend themselves when future features are added. For example, if a feature
contains the rule of deduction

F}—ZM:A
I'FsM=M:A

and we later introduce a new constructor for terms M, this rule is assumed to
hold for the new terms M as well as the old.

(Formally defining features in such a way that this is possible requires ex-
plicitly defining classes of meta-expressions in the manner of [6]. We shall not
go into such details here.)

Finally, we define:
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Definition 1. A feature F that depends on the set of features {Fi, F3, .. .}isa
feature that depends on the logical framework

BF+F +F+--.

Thus, if F depends on {F1,F5,...}, we can add F to any framework in the
hierarchy that contains all of Fy, F3, ... . Note that we do not stipulate in this
definition whether the set {Fi, F5, ...} is finite or infinite.

3.1 Parametrization

The first, and most important, of our features are those which allow the decla-
ration of variables and constants with parameters. This mechanism is taken as
fundamental by the systems of the AUTOMATH [5] family as well as PAL* [9],
but can be seen as a subsystem of almost all logical frameworks. Parametriza-
tion provides a common core, above which the different forms of abstraction
(\-abstraction with typed or untyped domains, and with - or [n-conversion,
as well as PAL*-style abstraction by let-definition) can be built as conservative
extensions.

We define a series of features: SPar (1), SPar (2), SPar (3), ..., and also
LPar (1), LPar(2), LPar (3), ... . These extend one another in the manner
shown in Figure 2.

LPar (1)  LPar(2) —— --- —— LPar (w)

BF —— SPar (1) ~ SPar(2) —— --- —— SPar (w)

Fig. 2. The initial fragment of the modular hierarchy

BF already allows the declaration of constants in kinds: ¢; : A.
LPar (1) allows the declaration of constants in first-order kinds: c3 : (z; :

Ai,...,x, ¢ Ap)A. This declaration indicates that c is a constant that takes
parameters z1 of kind Ay, ... , T, of kind A,, and returns a term ca[z1,... ,Zx]
of kind A.

LPar (2) allows the parameters themselves to have parameters: ¢z : (z; :
(.’L‘11 : A11,... y L1k, - Alkl)Al,--- s T (:vnl : Anh--- sy Tnk, - Ank")An)A.
LPar (3) allows these second-order parameters to have parameters, and so on.
Similarly for declaration of variables.

We also define the feature LPar (w) to be the union of all these features,
allowing any level of parametrization.
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The sequence of features SPar (n) is similar; the only difference is that, in
SPar (n), every parameter must be in a small kind; that is, each A;, Agjy vns
above must be of the form El(a); it cannot be Type. (In SPar (n), A itself,
the rightmost kind, can be Type in the declaration of a constant, but not in a
declaration of a variable.)

The full details of these features are as follows:

Parameters in Small Kinds, SPar (n)

Grammar Before we can introduce the new grammar constructors, we need to
make a few definitions.

We define an m-th order pure context by recursion on m as follows. An m-th
order pure context is a string of the form

(z1: (A1) Elaq),... ,zx : (Ax)El(ax))

where each z; is a variable, all distinct, A; a pure context of order < m, and a;
a term. Its domain is (z1,... ,zk).
We define an abstraction to be a string of the form

[x] M

where @ is a sequence of distinct variables, and M a term. We take each member
of x to be bound within M in this abstraction, and we define free and bound
variables and identify all our expressions up to a-conversion in the usual manner.
We write "M, N, ... for arbitrary abstractions. It is important to note that these
are not first-class objects of every framework that contains SPar (n).

Now, we add the following clause to the grammar:

z[[M]

is a term, where 2 is a variable or constant, and "M a sequence of abstractions..
This clause subsumes the grammar of BF, for z() and ¢() are terms when z is
a 0-ary variable and ¢ a 0-ary constant.

We also allow declarations of the form

c: (A)A

in the signature, where ¢ is a constant, A a pure context of order < n,and A a
kind; and those of the form

z : (A)El(a)

in the context, where z is a variable, A a pure context of order < mn,and a a
term. Again, these subsume those of BF.



