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Preface

This volume contains the proceedings of the Fifth International Symposium on
Functional and Logic Programming, FLOPS 2001, held in Tokyo, Japan, March
7-9, 2001, and hosted by Waseda University.

FLOPS is a forum for research on all issues concerning functional program-
ming and logic programming. In particular, it aims to stimulate the Cross-
fertilization as well as the integration of the two paradigms. The previous FLOPS
meetings took place in Fuji-Susono (1995), Shonan (1996), Kyoto (1998), and
Tsukuba (1999). The proceedings of FLOPS’99 were published by Springer-
Verlag as Lecture Notes in Computer Science, volume 1722.

There were 40 submissions, 38 of which were considered by the program
committee. They came from Australia (5), Belgium (1/3), Denmark (3), Egypt
(1), France (Y2), Germany (2 V/3), Italy (4 %/3), Japan (5), Korea (11/), Mexico
(1), The Netherlands (1 /), Spain (10 /¢), Switzerland (1), UK (15%), and USA
(11/2). Each paper was reviewed by at least three, and mostly four, reviewers.
The program committee meeting was conducted electronically for the period of
two weeks in November 2000. As a result of active discussions, 21 papers (52.5%)
were selected for presentation, which appear in this volume. In addition, we are
very pleased to include in this volume full papers by three distinguished invited
speakers, namely Gopalan Nadathur, George Necula, and Taisuke Sato.

On behalf of the program committee, the program chairs would like to thank
the invited speakers who agreed to give talks and contribute papers, all those who
submitted papers, and all the referees for their careful work in the reviewing and
selection process. The support of our sponsors is also gratefully acknowledged.
In particular, we would like to thank the Japan Society for Software Science
and Technology (JSSST), Special Interest Group on Principles of Programming,
and the Association for Logic Programming (ALP). Finally, we would like to
thank the members of the organizing committee, notably Zhenjiang Hu, Yasuhiro
Ajiro, Kazuhiko Kakehi, and Madoka Kuniyasu, for their invaluable support
throughout the preparation and organization of the symposium.

January 2001 Herbert Kuchen
Kazunori Ueda
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The Metalanguage AProlog
and Its Implementation

Gopalan Nadathur

Department of Computer Science and Engineering
University of Minnesota
4-192 EE/CS Building, 200 Union Street SE
Minneapolis, MN 55455
gopalan@cs.umn.edu
Home Page: http://www.cs.umn.edu/ gopalan

Abstract. Stimulated by concerns of software certification especially
as it relates to mobile code, formal structures such as specifications and
proofs are beginning to play an explicit role in computing. In represent-
ing and manipulating such structures, an approach is needed that pays
attention to the binding operation that is present in them. The language
AProlog provides programming support for a higher-order treatment of
abstract syntax that is especially suited to this task. This support is
realized by enhancing the traditional strength of logic programming in
the metalanguage realm with an ability for dealing directly with binding
structure. This paper identifies the features of AProlog that endow it
with such a capability, illustrates their use and and describes methods
for their implementation. Also discussed is a new realization of AProlog
called Teyjus that incorporates the implementation ideas presented.

1 Introduction

The language AProlog is based on the higher-order theory of hereditary Har-
rop formulas that embodies a rich interpretation of the abstract idea of logic
programming [18]. Through a systematic exploitation of features present in the
underlying logic, this language realizes several capabilities at the programming
level such as ones for typing, scoping over names and procedure definitions, rep-
resenting and manipulating complex formal structures, modularly constructing
code and higher-order programming. Our interest in this paper is in one specific
facet of AProlog: its role as a metalanguage.

The manipulation of symbolic expressions has been of longstanding inter-
est and some of the earliest computational tasks to have been considered and
systematically addressed have, in fact, concerned the realization of reasoning
processes, the processing of human languages and the compilation and inter-
pretation of programming languages. The calculations involved in these cases
are typically metalinguistic and syntactic in nature and a careful study of their
structure has produced a universally accepted set of concepts and tools relevant
to this form of computing. An important component in this collection is the

H. Kuchen and K. Ueda (Eds.): FLOPS 2001, LNCS 2024, pp. 1-20, 2001.
© Springer-Verlag Berlin Heidelberg 2001



2 G. Nadathur

idea. of abstract syntar that moves away from concrete presentation and focuses
instead on the essential relationships between the constituent parts of symbolic
constructs. A complementary development has been that of languages that pro-
vide programming support for computing with abstract syntax. These languages,
which include Lisp, ML and Prolog amongst them, contain mechanisms that sim-
plify the representation, construction and deconstruction of abstract syntax and
that permit the implicit management of space relative to such manipulations.
Effort has also been invested in implementing these languages efficiently, thereby
making them practical vehicles for realizing complex symbolic systems.

One may wonder against this backdrop if anything new really needs to be
added to the capabilities already available for symbolic computation. The an-
swer to this question revolves around the treatment of scope and binding. Many
symbolic objects whose manipulation is of interest involve forms of these opera-
tions in their structure in addition to the compositionality that is traditionally
treated in abstract syntax. This is true, for instance, of quantified formulas that
are considered within reasoning systems and of procedures with arguments that
are of interest to programming language compilers. The conventional approach
in these cases has been to use auxiliary mechanisms to avoid explicit reference
to binding in representation. Thus, reasoning systems eliminate quantifiers from
formulas through a preprocessing phase and compilers utilize symbol tables to
create binding environments when these are needed in the analysis of programs.
While such methods have been successful in the past, there is now an increas-
ing interest in formal constructs with sophisticated and diverse forms of scope
whose uniform treatment requires a reflection of the binding operation into ab-
stract syntax itself. The desire to reason in systems different from classical logic
provides one example of this kind. The elimination of quantifiers may either not
be possible or desirable in many of these cases, requiring them to be explic-
itly represented and dynamically treated by the reasoning process. In a similar
vein, motivated by the proof-carrying-code approach to software certification
[29], attention has been paid to the representation of proofs. The discharge of
assumptions and the treatment of genericity are intrinsic to these formal struc-
tures and a convenient method for representing such operations involves the use
of binding constructs that range over their subparts. As a final example, relation-
ships between declarations and uses are an important part of program structure
and a formal treatment of these in representation can influence new approaches
to program analysis and transformation.

Driven by considerations such as these, much effort has recently been de-
voted to developing an explicit treatment of binding in syntax representation,
culminating in what has come to be known as higher-order abstract syntaz [31].
The main novelty of AProlog as a metalanguage lies in the support it offers
for this new approach to encoding syntactic objects. It realizes this support by
enriching a conventional logic programming language in three essential ways.
First, it replaces first-order terms—the data structures of a logic programming
language—Dby the terms of a typed lambda calculus. Attendant on these lambda
terms is a notion of equality given by the a-, 3- and n-conversion rules. The main
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difference in representational power between first-order terms and lambda terms
is that the latter are capable of also capturing binding structure in a logically
precise way. Thus, this enhancement in term structure endows AProlog with a
means for representing higher-order abstract syntax. Second, AProlog uses a uni-
fication operation that builds in the extended notion of equality accompanying
lambda terms. This change provides the language with a destructuring opera-
tion that can utilize information about binding structure. Finally, the language
incorporates two new kinds of goals, these being expressions of the form VzG
and D => G, in which G is a goal and D is a conjunction of clauses.! A goal of
the form VzG is solved by replacing all free occurrences of z in G with a new
constant and then solving the result and a goal of the form D => G is solved
by enhancing the existing program with the clauses in D and then attempting
to solve G. Thus, at a programming level, the new forms of goals, which are re-
ferred to as generic and augment, respectively, provide mechanisms for scoping
over names and code. As we shall see presently, these scoping abilities can be
used to realize recursion over binding structure.

Our objective in this paper is to show that the new features present in AProlog
can simplify the programming of syntax manipulations and that they can be
implemented with sufficient efficiency to be practical tools in this realm. Towards
this end, we first motivate the programming uses of these features and then
discuss the problems and approaches to realizing them in an actual system. The
ideas we discuss here have been used in a recent implementation of AProlog
called Teyjus [25] that we also briefly describe. We assume a basic familiarity
with lambda calculus notions and logic programming languages and the methods
for implementing them that are embedded, for instance, in the Warren Abstract
Machine (WAM) [35]. Further, in keeping with the expository nature of the
paper, we favor an informal style of presentation; all the desired formality can
be found in references that are cited at relevant places.

2 Higher-Order Abstract Syntax in AProlog

A common refrain in symbolic computation is to focus on the essential func-
tional structure of objects. This is true, for instance, of systems that manipulate
programs. Thus, a compiler or interpreter that manipulates an expression of the
form if B then T else E must recognize that this expression denotes a condi-
tional involving three constituents: B, T and E. Similarly, a theorem prover that

! To recall terminology, a goal is what appears in the body of a procedure or as a
top level query and is conventionally formed from atomic goals via conjunction, dis-
junction and existential quantification. Clauses correspond to procedure definitions.
While a free variable in a clause is usually assumed to be implicitly universally quan-
tified at the head of the clause, there is ambiguity about the scope and force of such
quantification when the clause appears in an expression of the form D => G. AProlog
interprets the scope in this case to be the entire expression of which D => G itself
may only be a part, and it bases the force on whether this expression is a goal or a
clause. All other interpretations need to be indicated through explicit quantification.
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encounters the formula P A Q, must realize that this is one representing the con-
junction of P and Q. Conversely, assuming that we are not interested in issues
of presentation, these are the only properties that needs to be recognized and
represented in each case. The ‘abstract syntax’ of these expressions may there-
fore be captured by the expressions cond(B,T,E) and and(P,Q), where cond and
and are suitably chosen function symbols or constructors.

Another important idea in syntax based computations is that of structural
operational semantics that advocates the description of computational content
through rules that operate on abstract syntax. For example, using as an infix
notation for the evaluation relation, the operational meaning of a conditional
expression can be described through the rules

B true T V
cond(B,T,E) V

B false E V
cond(B,T,E) V

Similarly, assuming that I’ — F represents the judgement that F' follows from
a set of assumptions I', the logical content of a conjunction can be captured in
the rule

r — P r — Q@
' — and(P,Q)

Rules such as these can be used in combination with some control regimen
determining their order of application to actually evaluate programs or to realize
reasoning processes.

The appropriateness of a logic programming language for symbolic compu-
tation arises from the fact that it provides natural expression to both abstract
syntax and rule based specifications. Thus, expressions of the form cond(B,T,E)
and and(P,Q) are directly representable in such a language, being first-order
terms. Depending on what they are being matched with, the unification oper-
ation relative to these terms provides a means for constructing, deconstructing
or recognizing patterns in abstract syntax. Structural operational rules translate
directly to program clauses. The evaluation rules for conditional expressions can,
for instance, be represented by the clauses

eval(cond(B,T,E),V) :- eval(B,true), eval(T,V).
eval(cond(B,T,E),V) :- eval(B,false), eval(E,V).

Using these rules to realize interpretation may require capturing additional con-
trol information, but this can be done through the usual programming devices.

2.1 The Explicit Representation of Binding

Many syntactic objects involve a form of binding and it may sometimes be nec-
essary to reflect this explicitly in their representation. Binding structure can be
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represented only in an approximate manner using conventional abstract syntax
or first order terms. For example, consider the formula VzP(z). This formula
may be represented by the expression all(z, P(z)). However, this representa-
tion misses important characteristics of quantification. Thus, the equivalence of
VzP(z) and YyP(y) is not immediately present in the ‘first-order’ rendition and
has to be built in through auxiliary processes. In a related sense, suppose it is
necessary to instantiate the outer quantifier in the formula Vz3yP(z,y) with
the term t(y). The renaming required in carrying out this operation has to be
explicitly programmed under the indicated representation.

The availability of lambda terms in AProlog provides a different method for
dealing with these issues. A binding operator has two different characteristics:
it determines a scope and it identifies a particular kind of term. In AProlog,
the latter role may be captured by a suitably chosen constructor while the ef-
fect of scope may be reflected into a (metalanguage) abstraction. This form of
representation is one of the main components of the higher-order approach to
abstract syntax. Using this approach, the formula VzP(z) might be rendered
into the term (all Ax(P z)), where all is a constructor chosen to represent the
predicative force of the universal quantifier; we employ an infix, curried notation
for application here and below as is customary for higher-order languages, but
the correspondence to the first-order syntax should be evident. Similarly, the
program fragment

lambda (z) if (x = 0) then (z - 2) else (2 * z)
in a Lisp-like language might be represented by the term
(abs Az (cond (eq x 0) (minus x 2) (times 2 z)))

where abs is a constructor that identifies an object language abstraction and eq,
plus, minus, 0, and 2 are constructors corresponding to the relevant programming
language primitives. As a final, more involve example, consider the following code
in a functional programming language:

fact m n = if (m = 0) then n else (fact (m - 1) (m * n))

This code identifies fact as a function of two arguments that is defined through
a fixed point construction. Towards making this structure explicit, the given
program fragment may be rewritten as

fact = (fizpt (f) (lambda (m) lambda (n)
if (m = 0) then n else (f (m - 1) (m *n))))

assuming that fizpt represents a binding operator akin to lambda. Now, using the
constructor fir to represent this operator and app to represent object language
application, the expression that is identified with fact may be rendered into the
following AProlog term:?

2 We are taking liberties with AProlog syntax here: the language employs a different
notation for abstraction and all expressions in it are typed. In a more precise presen-



