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Preface

The global trend towards more flexible and dynamic business process integration
and automation has led to a convergence of interests between service-oriented
computing, semantic technology, and intelligent multiagent systems. In particu-
lar the areas of service-oriented computing and semantic technology offer much
interest to the multiagent system community, including similarities in system ar-
chitectures and provision processes, powerful tools, and the focus on issues such
as quality of service, security, and reliability. Similarly, techniques developed in
the multiagent systems and semantic technology promise to have a strong impact
on the fast-growing service-oriented computing technology.

Service-oriented computing has emerged as an established paradigm for dis-
tributed computing and e-business processing. It utilizes services as fundamen-
tal building blocks to enable the development of agile networks of collaborating
business applications distributed within and across organizational boundaries.
Services are self-contained, platform-independent software components that can
be described, published, discovered, orchestrated, and deployed for the purpose
of developing distributed applications across large heterogeneous networks such
as the Internet.

Multiagent systems are also aimed at the development of distributed ap-
plications, however, from a different but complementary perspective. Service-
oriented paradigms are mainly focused on syntactical and declarative definitions
of software components, their interfaces, communication channels, and capa-
bilities with the aim of creating interoperable and reliable infrastructures. In
contrast, multiagent systems center on the development of reasoning and plan-
ning capabilities of autonomous problem solvers that apply behavioral concepts
such as interaction, collaboration, or negotiation in order to create flexible and
fault-tolerant distributed systems for dynamic and uncertain environments.

Semantic technology offers a semantic foundation for interactions among
agents and services, forming the basis upon which machine-understandable ser-
vice descriptions can be obtained, and as a result, autonomic coordination among
agents is made possible. On the other hand, ontology-related technologies, ontol-
ogy matching, learning, and automatic generation, etc., not only gain in potential
power when used by agents, but also are meaningful only when adopted in real
applications in areas such as service-oriented computing.

This volume consists of the proceedings of the Service-Oriented Computing:
Agents, Semantics, and Engineering (SOCASE 2007) workshop held at the In-
ternational Joint Conferences on Autonomous Agents and Multiagent Systems
(AAMAS 2007). It also includes the four best papers selected from the Service-
Oriented Computing and Agent-Based Engineering (SOCABE 2006) workshop
held at AAMAS 2006. The papers in this volume cover a range of topics at the
intersection of service-oriented computing, semantic technology, and intelligent
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multiagent systems, such as: service description and discovery; planning, compo-
sition and negotiation; semantic processes and service agents; and applications.

The workshop organizers would like to thank all members of the Program
Committee for their excellent work, effort, and support in ensuring the high-
quality program and successful outcome of the SOCASE 2007 workshop. We
would also like to thank Springer for their cooperation and help in putting this
volume together.

May 2007 Jingshan Huang
Ryszard Kowalczyk

Zakaria Maamar

David Martin

Ingo Miiller

Suzette Stoutenburg

Katia Sycara
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Executing Semantic Web Services with a
Context-Aware Service Execution Agent

Anténio Luis Lopes and Luis Miguel Botelho

We, the Body, and the Mind Research Lab of ADETTI-ISCTE,
Avenida das For¢as Armadas, Edificio ISCTE, 1600-082 Lisboa, Portugal
{antonio.lopes, luis.botelho}@we-b-mind.org

Abstract. The need to add semantic information to web-accessible services has
created a growing research activity in this area. Standard initiatives such as
OWL-S and WSDL enable the automation of discovery, composition and
execution of semantic web services, i.e. they create a Semantic Web, such that
computer programs or agents can implement an open, reliable, large-scale
dynamic network of Web Services. This paper presents the research on agent
technology development for context-aware execution of semantic web services,
more specifically, the development of the Service Execution Agent (SEA). SEA
uses context information to adapt the semantic web services execution process
to a specific situation, thus improving its effectiveness and providing a faster
and better service to its clients. Preliminary results show that context-awareness
(e.g., the introduction of context information) in a service execution
environment can speed up the execution process, in spite of the overhead that it
is introduced by the agents’ communication and processing of context
information.

Keywords: Context-awareness, Semantic Web, Service Execution, Agents.

1 Introduction

Semantic Web Services are the driving technology of today’s Internet as they can
provide valuable information on-the-fly to users everywhere. Information-providing
services, such as cinemas, hotels and restaurants information and a variety of
e-commerce and business-to-business applications are implemented by web-accessi-
ble programs through databases, software sensors and even intelligent agents.

Research on Semantic Web standards, such as OWL-S [16] [19] and WSDL [3],
opens the way for the creation of automatic processes for dealing with the discovery,
composition and execution of web-based services. We have focused our research on
the development of agent technology that allows the context-aware execution of
semantic web services. We have decided to adopt the agent paradigm, creating SEA
to facilitate the integration of this work in open agent societies [12], enabling these
not only to execute semantic web services but also to seamlessly act as service
providers in a large network of interoperating agents and web services.

J. Huang et al. (Eds.): SOCASE 2007, LNCS 4504, pp. 1-15, 2007.
© Springer-Verlag Berlin Heidelberg 2007
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In [21] the same approach was used in the Web Services infrastructure because of
its capability to perform a range of coordination activities and mediation between
requesters and providers. However, the broker-agent approach for the discovery and
mediation of semantic web services in a multi-agent environment described in [21]
does not take into account the use of context information. Thus we have decided to
introduce context-awareness into the service execution process as a way of improving
the services provided in dynamic multi-agent environments, such as the ones
operating on pure peer-to-peer networks. Furthermore, the use of context information
helps improve the execution process by adding valuable situation-aware information
that will contribute to its effectiveness.

Being able to engage in complex interactions and to perform difficult tasks, agents
are often seen as a vehicle to provide value-added services in open large-scale
environments. However, the integration of agents as semantic web services providers
is not easy due to the complex nature of agents’ interactions. In order to overcome
this limitation, we have decided to extend the OWL-S Grounding specification to
enable the representation of services provided by intelligent agents. This extension is
called the AgentGrounding and it is further detailed in [15].

We have also introduced the use of Prolog [4] for the formal representation of
logical expressions in OWL-S control constructs. As far as we know, the only support
for the formal representation of logical expressions in OWL-S (necessary for
conditions, pre-conditions and effects) is done through the use of SWRL [13] and
PDDL. Performance tests show that our Prolog approach improves the execution time
of logical expressions in OWL-S services.

The remaining of this paper is organized as follows: section 2 gives a brief
overview of related work; section 3 describes the use of context information and the
introduction of context-aware capabilities in SEA; section 4 describes a motivating
example which depicts a scenario where SEA is used; section 5 fully describes SEA
by presenting its internal architecture, external interface, execution process and the
implementation details; section 6 presents the performance tests and the overall
evaluation of our research; finally, in section 7 we conclude the paper.

2 Related Work

The need to add semantic information to web-accessible services has created a
growing research activity over the last years in this area. Regarding semantic web
services, two major initiatives rise above the other, mainly because of their wide
acceptance by the research community: WSMO [23] and OWL-S. A comparison
between the two service description languages [14] concludes that the use of WSMO
is more suitable for specific domains related to e-commerce and e-business, rather
than for generic use, i.e., for different and more complex domains. OWL-S was
designed to be generic and to cover a wide range of different domains but it lacked
the formal specification to deal with logic expressions in the service description. We
decided to use OWL-S as the Service Description Language due to its power in
representing several different and complex domains. Other semantic web service
execution approaches, such as WSMX [8] [9] are available but all rely on WSMO.
However, since OWL-S was the chosen service description language to be used in
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this research, it is important to analyze the existing developed technology related to
this standard in particular.

Two main software tools are referred in the OWL-S community as the most
promising ones, regarding OWL-S services interpretation and execution: OWL-S VM
[20] and OWL-S API [24]. However, at the time this research work has started, the
OWL-S VM did not have a public release. OWL-S API is a developed Java API that
supports the majority of the OWL-S specifications. For being the only OWL-S tool
publicly available at the time, we have chosen to use and extend the OWL-S APL

In the interest of making the created technology interoperable with other systems
that were already developed, we decided to ground its design and implementation on
FIPA specifications, which are widely accepted agent standards. There are several
existing FIPA-compliant systems that can be used: AAP [11], JADE [2], ZEUS [18],
AgentAcademy [17] are just a few to be mentioned. We decided to use the JADE
multi-agent platform because of its large community of users that constantly
contribute to the improvement of the technology.

3 Service Execution and Context-Awareness

Context-aware computing is a computing paradigm in which applications can
discover and take advantage of contextual information. As described in [7] “context is
any information that can be used to characterize the situation of an entity, being an
entity a person, place or object that is considered relevant to the interaction between a
user and an application, including the user and applications themselves”. We can
enhance this definition of context by stating that the context of a certain entity is any
information (provided by external sensors or other entities) that can be used to
characterize the situation of that entity individually or when interacting with other
entities. The same concept can be transferred to application-to-application interaction
environments.

Context-aware computing can be summarized as being a mechanism that collects
physical or emotional state information on a entity; analyses that information, either
by treating it as an independent variable or by combining it with other information
collected in the past or present; performs some action based on the analysis; and
repeats from the first step, with some adaptation based on previous iterations [1].

SEA uses a similar approach as the one described in [1] to enhance its activity, by
adapting it to the specific situation that the agent and its client are involved in, at the
time of the execution process.

SEA interacts with a generic context system [5] in order to obtain context
information, subscribe desired context events and to provide relevant context
information. Other agents, web services and sensors (both software and hardware) in
the environment will interact with the context system as well, by providing relevant
context information related to their own activities, which may be useful to other
entities in the environment.

Throughout the execution process, SEA provides and acquires context information
from and to this context system. For example, SEA provides relevant context
information about itself, such as its queue of service execution requests and the
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average time of service execution. This will allow other entities in the environment to
determine the service execution agent with the smallest work load, and hence that can
provide a faster execution service.

During the execution of a compound service, SEA invokes atomic services from
specific service providers (both web services, and service provider agents). SEA also
provides valuable information regarding these service providers’ availability and
average execution time to the context system. Other entities can use this information
(by contacting the context system) to rate service providers or to simply determine the
best service provider to use in a specific situation.

Furthermore, SEA uses its own context information (as well as information from
other sources and entities in the environment) to adapt the execution process to a
specific situation. For instance, when selecting among several providers of some
service, SEA will choose the one with better availability (with less history of being
offline) and lower average execution time.

In situations such as the one where service providers are unavailable, it is faster to
obtain the context information from the context system (as long as service providers
can also provide context information about their own availability) than by simply
trying to use the services and finding out that they are unavailable (because of the
time lost waiting for connection time-outs to occur). After obtaining this relevant
information, SEA can then contact other service-oriented agents (such as service
discovery and composition agents) for requesting the re-discovering of service
providers and/or the re-planning of composed services. This situation-aware approach
using context information on-the-fly helps SEA providing a value-added execution
service.

4 Example: Search Books’ Prices

In this section we present an example scenario in the domain of books’ prices
searching, in order to better prove the need for the existence of a broker agent for the
execution of semantic web services.

Imagine a normal web user that wants to find a specific book (of which he doesn’t
recall the exact title) of a certain author, at the best price available. Probably, he
would start by using a domain-specific search engine to find the intended item. After
finding the exact book, he would then try to find websites that sell it. After doing an
extensive search, he would finally find the web site that sells the book at the best
price, but it only features the price in US dollars. The user is Portuguese and he would
like to know the book’s price in Euros, which leaves him with a new search for a
currency converter service that would help him with this task. As we can see, this user
would have to handle a lot of different web sites and specific searches to reach its
objective: find the best price of a certain book.

The composition of atomic semantic web services into more complex value-added
services would present an easy solution to this problem. The idea is to provide a
unique compound service with the same features as the example described above, but
the use of which would be a lot simpler, since it would be through the interaction with
a service execution broker agent.
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Fig. 1 shows the overall scenario description, by presenting all the participants and
the interactions between them. We will assume the existence of a compound service
called “book best-price search”. The dashed gray lines represent the interactions that
are not subject of this paper.

N Agent Service execution Executing Semantic
User

Re-discovering /

services Re-planning
services Providing/Acquiring
Context
Information

i Generic Context Framework

Fig. 1. Overall Scenario Description

The user of this service is represented in the figure as the client user and by his
personal agent. The client user will provide the necessary information (author’s name,
book’s title and expected currency) to his personal agent so that this can start the
interaction with the remaining participants in order to obtain the desired result of the
“book best-price search” service.

In order to request the execution of the “book best-price search” service, the
personal agent needs to have the service’s OWL-S description. This could have been
previously obtained from a composition planner agent or service discovery agent.
This interaction and the composition of the compound service are not covered by this
paper.

After sending the “book best-price search™ service’s OWL-S description and the
instantiation information (input parameters) provided by its user to the service
execution agent, the personal agent will wait for the result of the service to then
inform its user.

Semantic Web Services can be any web-based computer application, such as web
services or intelligent agents, as long as they are described using a formal description
language, such as OWL-S. They are represented in the figure on the opposite end to
the client user. For this example, we’ll consider the existence of the following
semantic web services:
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e Book Information Agent — this web-accessible information agent provides
information about books and its authors

e Price Search Web Services — these web-accessible services provide an item’s
best-price search service (such as Amazon and Barnes & Noble)

e Currency Converter Web Service — this web service provides simple conversion
of a monetary value from one currency to another.

The service execution agent interacts with these semantic web services to obtain
the required information, according to instructions in the compound service’s OWL-S
Process Model and Grounding descriptions.

The service execution agent bases the execution on the service’s OWL-S
description. This OWL-S description can, sometimes, be incomplete, i.e., missing
atomic services information regarding Grounding information. This can compromise
the service’s execution simply because the service execution agent doesn’t have the
necessary information to continue. On the other hand, if the service’s OWL-S
description is complete but the service execution agent is operating on very dynamic
environments (such as pure P2P networks), the information contained in the service’s
OWL-S description can be easily out-dated (previously existing semantic web
services are no longer available in the network). This will also compromise the
agent’s service execution activity.

To solve this problem, the service execution agent can interact with other
service-oriented computing agents, such as service discovery and service composition
agents, for example, when it needs to discover new services or when it needs to do
some re-planning of compound services that somehow could not be executed, for
whatever reasons explained above.

5 Service Execution Agent

The Service Execution Agent (SEA) is a broker agent that provides context-aware
execution of semantic web services. The agent was designed and developed
considering the interactions described in sections 3 and 4 and the internal architecture
was clearly designed to enable the agent to receive requests from client agents,
acquire/provide relevant context information, interacting with other service
coordination agents when relevant and execute remote web services.

This section of the paper is divided into four sub-sections. Sub-sections 5.1 and 5.2
describe the internal architecture of the agent, explaining in detail the internal
components and their interactions both internal and external, using the agent
FIPA-ACL interface. Sub-section 5.3 describes the execution process that the agent
carries out upon request from a client agent. Sub-section 5.4 provides some details on
the implementation of the agent.

5.1 Internal Architecture

The developed agent is composed of three components: the Agent Interaction
Component (AIC), the Engine Component (EC) and the Service Execution
Component (SEC). Fig. 2 illustrates the internal architecture of the agent and the
interactions that occur between the components and with external entities.
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Context System

Client
agent

planning
agents

Service provider
agents

Web
Services

Fig. 2. SEA Internal Architecture and Interactions

The AIC was developed as an extension of the JADE platform and its goal is to
provide an interaction framework to FIPA-compliant agents, such as SEA’s clients
(requesting the execution of specified services — Fig. 2, step 1) and service discovery
and composition agents (when SEA is requesting the re-discovering and re-planning
of specific services — Fig. 2, steps *). This component extends the JADE platform to
provide extra features regarding language processing, behaviour execution, database
information retrieval and components’ communication. Among other things, the AIC
is responsible for receiving messages, parsing them and processing them into a
suitable format for the EC to use it (Fig. 2, step 2). The reverse process is also the
responsibility of the AIC — receiving data from the EC and processing it into the
agents’ suitable format to be sent as messages Fig. 2, step 9).

The EC is the main component of SEA as it controls the agent’s overall activity. It
is responsible for pre-processing service execution requests, interacting with the
context system and deciding when to interact with other agents (such as service
discovery and composition agents). When the EC receives an OWL-S service
execution request (Fig. 2, step 2), it acquires suitable context information (regarding
potential service providers and other relevant information, such as client location —
Fig. 2, step 3) and schedules the execution process. If the service providers of a
certain atomic service (invoked in the received composed service) are not available,
SEA interacts with a service discovery agent (through the AIC — Fig. 2, steps *) to
discover available providers for the atomic services that are part of the OWL-S
compound service. If the service discovery agent cannot find adequate service
providers, the EC can interact with a service composition agent (again through the
AIC — Fig. 2, steps *) asking it to create an OWL-S compound service that produces
the same effects as the original service. After having a service ready for execution,
with suitable context information, the EC sends it to the SEC (Fig. 2, step 4), for
execution. Throughout the execution process, the EC is also responsible for providing
context information to the context system, whether it is its own information (such as



