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PREFACE

It is not controversial (or even very interesting) to state at this time that UNIX is the most
popular operating system for super-microcomputers and that its availability is increasing on
minicomputers and even mainframes. A fact that we, the authors of this book, feel is very
significant is that large classes of UNIX users are becoming increasingly hard to distinguish
from UNIX system administrators. In particular, the great majority (in terms of numbers of
systems) of UNIX systems are super-microcomputer based. Typically, the group of users of
such systems is charged with maintaining the health and well-being of their UNIX system—in
addition to using it for their work-related application. In the past, this responsibility would
reside in a staff of specialists in a data processing division under the aegis of "UNIX Support" or
"UNIX System Administration Staff”. Thus, users of "early UNIX" systems (say, pre-1980)
had an option of remaining blissfully ignorant of the nitty-gritty details surrounding such
activities as:

e Booting the system

¢ Recovering from such events as power failures and hardware malfunctions

e Backing up system files

¢ Analyzing and resolving common system problems

e Maintaining user accounts and configuring user working environments
and many more.

It is our contention that such is no longer the case. An ignorant UNIX/super-micro user
cannot remain blissful for long. There are additional classes of UNIX users for which this
statement is true:

e New UNIX system administrators charged with the health and well-being of any UNIX
system (super-micro based or otherwise)

e UNIX users who are responsible for the integrity of their specific application running
under UNIX

o UNIX users who wish to augment their knowledge concerning standard tools and
techniques that potentially could save much trouble and heart-break.

The UNIX Survival Guide is written precisely to address the above audience’s information
requirements.

Therefore, the book’s organization is centered around the problems that such individuals
face, from initial delivery of a new system to its on-going (smooth and not-so-smooth) operation.
After covering some topics of cultural and/or philosophical interest on the "essence" of UNIX in
Chapter 1, we immediately address the concepts and operational procedures for booting a newly
delivered UNIX system in Chapter 2. This necessitates covering the bare essentials for
understanding the UNIX terminal interface and key shell utilities and commands. Immediately
thereafter, we launch into a detailed discussion of booting UNIX from a standard release tape.
This illustrates a key difference in our approach from many other texts on UNIX. Our focus is
on individuals who do more than just ask user support for a login id and then use the typical
complement of shell commands that require no special privileges to invoke. Indeed, our target
audience will most likely have access to the super user account and all the power and
responsibilities associated therewith.
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Certainly, the knowledge needed by UNIX end users and UNIX system administrators has
a broad intersection. End users and administrators must both know about such topics as

o The UNIX hierarchical file system

e Text editors under UNIX such as vi

e Useful UNIX shell tools

Shell facilities such as pipes, filters, and input/output redirection

e UNIX facilities for generating processes and for interprocess communication

Where we have attempted to distinguish this text from others is in our depth of coverage of the
above topics and the audience to which our treatment is directed. For example, we address the
UNIX file system in two chapters—one that concentrates on its hierarchical structure, UNIX
file names, and shell commands for positioning within the hierarchy, and one that looks "under
the hood" at the physical format used to store a file system on disk. Specifically, we discuss
detailed layouts of the superblock, inodes, the free list, and similar bit-level details from the
standpoint of its theoretical operation and most important from the standpoint of using tools to
watch it operate and even repair it when it fails.

Thus, our intent is to cover UNIX on four levels:
e Its philosophical elegance as a product of Bell Laboratories research in computer science
e Its basic operation from a user’s point of view
» Its tools and facilities for system administration

e Its inner workings—to the extent that this knowledge can be the basis for achieving
smoother day-to-day operation

In writing this book over the past two years we have received critical support from SGS
Semiconductor Corporation. SGS not only commissioned the writing of this book, but also
provided support for the project in the form of a Z8000-based UNIX system on which to
produce it, many hours of support, advice, and encouragement on the structure and content of
the text, plus endless patience and forbearance as obstacles were met and overcome. In
particular, we would like especially to thank Mr. Jean-Claude Monney of SGS/Phoenix and his
support staff, who were with us from the beginning.
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The Unix
Operating System 1

"Intelligence ... is the faculty of making artificial
objects, especially tools to make tools."—Bergson

The above quote appears in the Foreword to The Bell System Technical Journal, July-
August 1978. This issue of the BSTJ was dedicated to articles about the "hot,” "new" UNIX
Operating system. All the UNIX luminaries contributed articles:

e Ritchie and Thompson wrote a general overview.

¢ Bourne wrote on the UNIX shell.

» Ritchie, Kernighan, Lesk, and Johnson wrote on the C Language.
e Lesk, Osanna, and Kernighan wrote on Document Preparation.

e ...etc.

What is UNIX? Why is there such a frenzy in the microcomputer and minicomputer
industries to jump onto the UNIX bandwagon? In this chapter we attempt to provide you with
some answers, without assuming that you know anything about UNIX—other than that it is a
significant development in the computer industry.

The quote at the beginning of the chapter captures some of the essence of UNIX. It is an
operating system that makes it easy to build tools and software applications. UNIX makes
heavy use of abstract concepts to identify what is common among diverse software constructs.
This commonality is expressed in small, specialized, and necessary functional modules that
creative users can combine to form more complex functions. What UNIX provides so effectively
is, first, the "right" choice of modules; and, second, the "glue" necessary to make the pieces work
together.

On a less philosophical level, UNIX is a timesharing system that provides:
e A hierarchical file system.
» Compatible file, device, and inter-process I/O.
e The ability to initiate asynchronous processes.
¢ A system command language selectable on a per user basis.
* A high degree of portability.

The above bullets are the classical UNIX attributes. They were originally presented by
D.M. Ritchie and K. Thompson in a talk to the Fourth ACM Symposium on Operating System
Principals, in October 1973. In the following paragraphs we briefly describe each of these
attributes, and we comment on their relative importance as contributors to the wide popularity
of UNIX.
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1.1. Hierarchical File System

A hierarchical file system provides users with a simple way of grouping related files
together. This can be extremely useful when there are hundreds of files to manage. For example,
with a hierarchical file system you can identify general categories such as letters, projects,
months, or clients. You can then subdivide each general category into meaningful subcategories.
The general category "projects” would be broken down into the names of individual projects.
Under each particular project would be the documents relating to that project. And so on.

File hierarchies are especially desirable for managing software development. A typical
UNIX software development project might have its files organized as in Figure 1-1.

PROJECT

| | T 1

source execu- documen- libraries
code table tation of sub-
files files files routines

Figure 1-1: File Hierarchy of a UNIX Software Development Project

Suppose for example that we have a project to develop some database software for a
customer. Let us call this project DB_SW. Suppose one of the programs being developed is
called new_item—it is the program that lets you add an item to the database. And suppose (just
for kicks) that this program is written in the C language.

We might store the C-language source code as /DB _SW/src/new_item.c. The binary
executable (machine-language) form of the program would probably be stored as
/DB_SW/bin/new_item. In UNIX terminology these are examples of pathnames.

The pathname /DB_SW/src/new_item.c refers to a file called new_item.c, which is listed in
a directory called src, which itself is listed in a directory called /DB_SW. The pathname
/DB_SW]/bin/new_item refers to a file called new_item, which is listed in a directory called bin,
which is listed in the directory /DB_SW.

To support this structure, UNIX provides a command we can use to list the files in any
particular directory: for example, to list the files in the directory /DB_SW, or the files in the
directory /DB_SW/bin, or those in /DB_SW/src.

In contrast to this consider the CP/M" operating system. Under CP/M, a user invoking
the dir command sees a list of all the files on a disk, with no grouping into logical categories.
This is all right if there are not many files: in CP/M, you would typically see one, two, or
maybe three screenfuls of file names.

But in a large project, or in an office where there are many projects going on, the number
of files can easily exceed this. Most UNIX systems have large enough disks to hold many more
files than a typical CP/M system would. Listing them all, you might see as many as thirty
screenfuls of file names. The capability to group these files into a logical hierarchy then becomes
immensely valuable.

‘CP/M is a trademark of Digital Research, Incorporated.
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1.2. Compatible File, Device, and Interprocess I/0

This concept is difficult to appreciate without having actually used UNIX and seen its
power and effectiveness. "I/O" stands for "input and output." Compatibility of file, device, and
interprocess I/O is an example of UNIX’s abstraction of common computer functions.

Consider a small function, such as the function that sorts lines in a file. The sort program
accepts input from some source, processes it somehow, and then outputs the (possibly altered)
results. The source for the data could be a file, or a device, or another program; and the same is
true for the destination of the sorted data. Figure 1-2 illustrates these possibilities.

FILE >~ — > FILE
I/0 DEVICE———>» FUNCTION —— > 1/O DEVICE
FUNCTION—/——» ————— > FUNCTION

Figure 1-2: Possible Sources and Destinations of Data

To take a specific example, suppose the sort program reads a set of names and addresses
from an "input file" and prints out a list sorted by last name. The output could be printed; but
alternatively it could be written to another "output file." Another interesting possibility is when
the output serves as input to another program—this is called interprocess I/O. This second
program might format the sorted lines so they can be printed on pages of 66 lines each. (The
formatting might involve inserting headings and page numbers.)

UNIX does not distinguish between these three possible data sources and three possible
destinations. A user can specify at execution time which ones apply to the current situation.
Moreover, the command syntax for naming files, devices, and processes (programs) is the same.

As you become more familiar with UNIX, this consistency among files, devices, and
processes will likely become one of your most heavily used (and coveted) UNIX features.

1.3. Asynchronous Processes (Multi-tasking)

A multi-tasking system allows you to run more than one program at a time from a single
terminal. These simultaneously running programs are called tasks or processes. Multi-tasking is
not synonymous with multi-user. A multi-user system is one that supports more than one
terminal user concurrently. UNIX is both a multi-user and a multi-tasking operating system.

The idea of multi-tasking is that certain programs do not need to "talk" to the user while
they run. These programs can operate invisibly in the background; while a single foreground
task is free to write data to the terminal, accept commands from the terminal, and so on.

Multi-tasking is certainly very useful for software developers. A typical application is to
begin compiling several programs in the background and then edit another program in the
foreground.

But what about end users? Can they benefit from multi-tasking? We think the answer is
a definite yes. A typical problem with single-tasking systems is the delay incurred when printing
a document. A user must wait for the document to be printed before he can execute the next
program. In a multi-tasking system, the print program can be placed in the background while
the user proceeds with other functions in the foreground.
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1.4. System Command Language Selectable for Each User

In UNIX, the command language by which the user "talks" to the computer is called a
shell. There are two popular standard shells that are delivered with UNIX systems: the Bourne
shell and the C shell. The examples in this book all use the Bourne shell. One quick way to tell
if your shell is of the Bourne or C variety is to enter the following command: '

> filename

If no error is returned, then you are probably using the Bourne shell. However, this is not a
fool-proof test because there are a number of shells being distributed that combine features from
both dialects. These hybrid shells are not easily classified.

The essential point here is that a system administrator or developer can install alternative
command languages under UNIX. In particular, users requiring a specialized custom language
can have that language as their shell. And users requiring a simple "non-computereze” language
(perhaps a set of menus from which options can be selected) can have that language as their
shell. Associated with each user’s account is the name of the program that acts as his shell. As
we mentioned, the standard, default shell for UNIX from AT&T is the Bourne shell, but this
can be changed easily.

1.5. Portability

Portability is perhaps the most important contributing factor to the widespread success of
UNIX. As hardware technology continues to progress at an ever faster pace, the problem of
software obsolescence—the high cost of rewriting software to run on new hardware—has forced
the industry to place high value on portability.

UNIX is written almost entirely in the C language. C is a high-level, machine-independent
language that is well suited for "system" software—the kind of software that goes into an
operating system. UNIX is the prime example of this, but recently other operating systems have
been written in C.

Moving UNIX to a new computer is greatly simplified because most of it is machine-
independent. Only a small amount of the UNIX code needs to be modified when it is transported
to a new machine. Moreover, as the C language becomes more and more popular, UNIX
becomes more and more portable.

As a real-life example of portability in the commercial market place, the authors have
ported a relational data base management system (called UNIFY) to MC68000°-based
microcomputers, to the Pyramid Reduced Instruction Set Computers (RISC), and to the
Gould/SEL Concept 32 series of superminis, using approximately one man-week of effort each.
The database package consists of over 1600 modules, totalling over 150,000 lines of source code.
The number of man-years that went into the original creation of this package probably exceeds
10.

To summarize, UNIX is so "hot" today because it permits users to benefit from the
continuing advances in computer hardware without giving up the software that they have used in
the past.

1.6. UNIX Bad Attributes

After such a glowing description, what is there to say about UNIX that is less positive?
Here are some of the common complaints about UNIX:

*MC68000 is a trademark of Motorola Corporation.
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UNIX Is Not User-Friendly

The names of functions in UNIX are not as natural as some would like. For example, the
name of a command to display the content of a file on the terminal screen is cat. Other names
commonly singled out for criticism are grep, awk, yacc, lex, nroff, rm, and many more.

Hardware vendors have reacted particularly strongly to this complaint. The usual solution
is to offer a shell based on menus, so that the user need not memorize so many unnatural
mnemonics.

The problem with menus is that after you have used them several times, they may become
tedious, cumbersome, and unnecessary.

UNIX Lets You Hang Yourself

UNIX provides the user with some very, very powerful commands which it will silently
execute. When invoked by the novice user, these commands can have unforeseen, sometimes
disastrous results. For example,

rm *

removes all the files in the user’s current directory. Besides the objection to the mnemonic rm,
UNIX critics believe that before executing such a potentially catastrophic command, UNIX
should query the user if he really means it.

In defense of UNIX, there is an option to the remove command (i, for interactive) that
gives the user a yes/no option before deleting each file. Still, even an experienced user might
intend to type

rm *.old

and accidentally hit the carriage-return key right after the *. And some valuable files may be
lost.

Another example is the copy command, cp. If a user issues this command to copy a
source file (file4) to a destination (fileB), UNIX will silently overwrite fileB.

To these complaints, many system developers respond that with power comes
responsibility. They prefer to retain the power and flexibility and are unwilling to give these up
for protection they do not feel they need. End users will probably not agree.

UNIX Is Not Well Suited for Data Base Applications

UNIX views the disk as a collection of thousands of blocks. The blocks contained in any
one file are not necessarily contiguous on the disk. Over the course of its life a file may grow or
shrink, and it may acquire new blocks or lose some. Thus, the blocks in a file can end up being
scattered all over the disk.

Accessing the file then becomes very inefficient. To reach the widely separated blocks, the
disk-head must constantly move back and forth. (The disk-head is the component that transfers
data to and from specific locations on the disk. It is analogous to the tone arm on a record
player.) The mechanical movement of the disk-head is much, much slower than the electronic
processing within the computer itself. Consequently, accessing files on a disk can slow down the
entire system—noticeably.

Obviously, the larger the file, the worse the potential fragmentation problem. And data
bases tend to be large files. UNIX can develop severe performance problems in applications
requiring a large data base.

There is a rebuttal to this criticism—at least a partial rebuttal. It is sometimes possible to
go outside of the normal UNIX file system to store a data base; this depends on the data base
management system being used. A facility in UNIX called raw device I/O allows you to identify

5
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the data base with a contiguous set of blocks on the disk. Raw I/O provides almost unlimited
flexibility in the way the data base is stored on disk.

The problem is that several commercially available data base packages do not use raw
I/O. A user is therefore vulnerable to performance problems if the data base becomes larger
than, say, one megabyte (one million characters).

UNIX Does Not Handle Error Conditions Well

Generic UNIX as offered by AT&T does not recover well from bad blocks on a disk.
Some enhanced versions of UNIX do better by maintaining a record of bad blocks which are
then avoided.

It is best to ensure that your disks are error free when you buy them. Most disk vendors
offer guaranteed error-free disks for an extra charge. The cost is well worth it.

UNIX Documentation Stinks

The standard documentation from AT&T is of uneven quality. Reading it can be a taxing
experience even for UNIX gurus. To someone trying to learn UNIX, it is often
incomprehensible. What with all the attention now, and especially in light of AT&T’s push to
commercialize UNIX, we are confident that this problem will soon be resolved.

UNIX Does Not Provide a Very Secure Environment

For example: a user can write on any other user’s screen, unless some explicit action is
taken to prevent this. A user can prevent others from writing on his screen, but this requires an
explicit preventative action—the ordinary state of affairs is permissive.

UNIX was developed under the assumption that all users were operating together in a
friendly, team-spirited environment where tradeoffs between convenience (or flexibility) and
security were consistently made in favor of the former.

Still, there is a modicum of security in the UNIX environment. Files in UNIX can be
given permission attributes that prevent unauthorized access. Each user account can be given a
password. You can also limit the range of commands that are available without special
authorization. You would do this by substituting a special, limited shell for the Bourne or C
shell.

UNIX Is Not a Real-Time Operating System

Generic UNIX from AT&T does not give you much control over how the computer is
shared among competing, concurrently running programs (processes). In particular, UNIX does
not provide a way for you to prioritize processes explicitly.

This capability is important for real-time applications, which must function under very
stringent timing constraints. A number of UNIX systems on the market have addressed this
need, but the official package from AT&T does not.

Another useful feature for real-time applications is the sharing of memory between two
concurrent programs. This can be a very efficient way for concurrent processes to pass
information back and forth. This feature is not supported in Version 7 and System 3, but it is
in System 5.

It is important to remember that UNIX was never billed as a real-time operating system.
It was meant for time-sharing: interactive, command-response communication with users at
several terminals. The very fact that people now want to use UNIX for real-time applications
attests to the universal appeal of the system, despite its limitations in certain areas.

Overall, the market place has determined that the benefits of UNIX outweigh its
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drawbacks. In our opinion, the adoption of UNIX as an ad hoc standard operating system by
the computer industry is a very positive development that will benefit everyone: end users and
system developers alike.

In the next chapters of this book we try to provide not only highlights, but also some
serious technical detail where we think it helpful. The final chapter then returns to the themes
we have just discussed, in an attempt to unify what you have learned and capture the UNIX
philosophy in a more specific way.






Getting Started

Getting started with UNIX has to be addressed from two viewpoints. First, the viewpoint of the
system administrator. someone who has perhaps just unpacked and assembled the hardware, has
a UNIX boot tape, and is tasked with bringing the system up from scratch. The first section of
this chapter (Section 2.1) is dedicated to system administrators. Assuming no prior knowledge
about UNIX, we discuss:

¢ Boot tapes.

¢ Single user mode.

o Setting the date.

e The root and user file systems.
¢ Multi-user mode.

e Bringing up terminals.

¢ New user accounts.

e Shutting down the system.

¢ Checking system health.

The treatment in Section 2.1 is somewhat cookbookish: we do not explain underlying
reasons or theory, but try only to get you started—to get you a working UNIX system. With
this accomplished, you will be able to "walk through” the examples and case studies that we
provide throughout the book.

The second viewpoint is that of a user, who wants the system for some productive purpose.
The user is not concerned with maintaining or managing the system—he just wants to wuse it.
He is not concerned with how his account was created, or how to power up the system in the
morning, or how to shut it down at night, or how to back up a disk. Those are the system
administrator’s responsibility. The users who are reading this chapter should begin with the
second section (2.2).

Thus, while the administrator puts in a great deal of effort to arrive at the first login:
prompt on each terminal, the user essentially begins his relationship with UNIX at that point.

It is our contention, though, that in many new UNIX shops—especially those using
microcomputers—the distinction between administrators and users will become blurred. This can
lead to problems. Controlling the system configuration becomes difficult when users start to take
on administrative functions. The informality that is common in these microcomputer
installations seems to promote this phenomenon, however, so it is best to acknowledge it and
attempt to deal with it.

Throughout this book we try to present information that is relevant both to users and to
system administrators. In this chapter, Section 2.1 is mainly for administrators—or for users
who will be performing administrative functions. If you are a prospective user with the luxury of
an already running UNIX system, then our advice is get an account and dive into Section 2.2.



