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Preface

In Euclidean geometry, lines that never intersect are said to be “parallel.” In computer architecture,
computational tasks that are independent are said to be ‘“executed in paralle]” when they are run
concurrently on different functional units or processors. The instantaneous number of these independent
tasks from a single program that can be executed simultaneously is the parallelism available in that
program at that instant in time. Since the number of independent tasks available to be executed varies over
the course of a program's execution, a program's average parallelism may be much lower than its maximum
instantaneous parallelism. Several studies have shown that there can be a significant amount of parallelism
in many scientific and engineering application programs, but it remains an open question as to what type of
processor architecture can best exploit this parallelism. As a result, an incredible variety of parallel
computer architectures have been proposed and implemented. This tutorial surveys

« The fine-grained parallel architectures that attempt to exploit the parallelism available at the
instruction-set level;

» The coarse-grained parallel architectures that exploit the parallelism available at the loop and
subroutine levels; and

« The single-instruction stream, multiple-data stream (SIMD), massively parallel architectures that
exploit parallelism across large data structures.

After studying the papers reprinted in this tutorial, the reader should have a clear understanding of the
variety of architectures that are available for exploiting parallelism, as well as some idea of the trade-offs
involved in using each of the architectures.

This tutorial is divided into four chapters, each with an introduction followed immediately by a list of
relevant references. (In the reference lists, references that appear as reprints in this tutorial are marked with
an asterisk.) These lists of references are necessarily incomplete, but they should provide a good starting
point for anyone wishing to study a particular topic in greater depth. The introduction to Chapter 1
discusses the potential of parallel processing for reducing the execution time of a single program,
beginning with Amdahl's conjecture that parallel speedup is limited ultimately by the inherently sequential
component of the program. Reprinted in Chapter 1 are several papers that examine the controversial topic
of how much parallelism actually is available in application programs.

The four sections in Chapter 2 present processor architectures that attempt to exploit parallelism at the
instruction level. The first section provides an introduction to pipelined processors. The second section
describes multiple instruction-issue architectures. The decoupled access/execute architectures discussed in
the third section combine some aspects of both pipelining and multiple-instruction issuing. The last section
of Chapier 2 introduces the dataflow concept, which potentially allows for a high degree of fine-grained
parallelism.

Architectures that try to extract parallelism at higher levels, such as at the loop level and at the
subroutine level, are presented in Chapter 3, along with an introduction to the massively parallel SIMD
architectures. The first section in Chapter 3 discusses shared-memory multiprocessors, in which many
identical processors are connected to a common memory. While communication among processors in this
type of system is limited to the sharing of variables through the common memory structure, the distributed-
memory multicomputer systems presented in the second section of Chapter 3 communicate using explicit
messages. Also, a reprinted paper in this section presents a survey of systems that hide the message passing
from the programmer by implementing a virtual shared memory on top of a distributed system. The last
section of Chapter 3 presents several SIMD, massively parallel architectures in which a single sequence of
instructions performs the same operation simultaneously on several thousand different data elements.

The parallel architectures presented in this tutorial have significant differences in synchronization
overhead, instruction-scheduling constraints, memory latencies, and implementation details, making it
difficult to determine which architecture is best able to exploit the parallelism available in a given
application. Chapter 4 includes several studies that compare the performance of some of the different
architectures.



Intended Audience

This tutorial is aimed at computer architects, system designers, researchers, and students who are
interested in a guide for surveying and comparing the broad field of general-purpose parallel computer
architectures. It also should serve as a valuable reference source for all computer professionals. Some basic
knowledge of computer architecture and design will be helpful when reading this tutorial. The level of this
tutorial is appropriate for graduate students and advanced undergraduate students, as well as practicing
engineers.
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Chapter 1: Introduction

The past several decades have seen exponential improvements in the performance of computer systems,
mostly due to increases in single-processor performance. These increases have been possible because, as a
fundamental limit has been approached in one technology, a new technology has been introduced to
supplement or replace the old. For example, the frequent introduction of new logic families has helped
reduce supercomputer cycle times by a factor of two every four or five years over the last 30 years.!
However, as semiconductor technologies have matured, growth in single-processor performance has shown
signs of slowing. To continue to obtain the expected improvements in system performance, computer
architects are incorporating more parallel processing technology into new computer designs.

In contrast with the technique of speeding up a single processor by using new semiconductor technology
to produce faster logic, parallel processing attempts to increase performance by dividing a program into
independent tasks that can be executed concurrently on several functional units or processors. The size of
the computational tasks, called the “granularity” of the parallelism, can have a significant impact on the
performance of a parallel system, since there may be some parallelism accessible at one task size, but not at
another. The papers selected for this tutorial survey several classes of parallel computer architectures:

 Those that attempt to exploit the fine-grained parallelism available at the instruction-set level,

« Those that exploit the coarser-grained parallelism at the loop level and the subroutine level, and

« Those that exploit data parallelism by performing the same operation simultaneously on several
thousand different data elements.

To obtain an idea of the potential performance giins of using a parallel architecture, consider a program
that executes in time Ty on a single processor. If a is the dynamic fraction of all operations in the program
that must be executed sequentially, the time required to execute this part of the program on a single
processor (when the single processor is part of a multiprocessor) is aT'j. The remaining fraction of the
operations in the program, (1 - o), are said to be “perfectly parallel” and so can be executed p times faster
on a multiprocessor with p processors, giving a parallel execution time of (1 - a)(T'1/p). The total execution
time T, is the sum of these serial and parallel times, TP = al] + (1 - a)Ty/p, and the speedup § p for the
multiprocessor is the ratio of the single-processor execution time 7'q to the multiprocessor execution time
Tp , as shown in the following equation:

S _ﬂ_ I; _ 1 1

PTT (-o)T; 1 [ 1]

P 1 1-—
+—

aTl 7 p p

Ideally, the sequential component is negligible (that is, a = 0), making the speedup the same as the
number of processors: S,, = p. However, for a > 0, the limit as p — o in Equation 1 is Sp — 1/a. This
result, known as Amdahl's Law,?2 says that no matter how many processors are used to execute a program,
the maximum speedup is limited by the program'’s inherently sequential component, . For example, if 10
percent of the total operations executed in a program must be executed sequentially (that is, o = 0.1), the
maximum speedup S for the program is 1/0.1 = 10. There have been some reports of obtaining speedups
greater than p when usmg p processors,3-3 but it appearss* that the causes of these reports are attributable to
such factors as overhead reductions, cache size effects, memory latency hiding, and the use of randomized
algorithms.

There are arguments that, as more processors are added to a system, the system is more effectively used
by solving a larger version of a problem in the same amount of time than by trying to reduce the execution
time of a fixed-size version of the problem. This approach defines a new concept, called “scaled
speedup,””8* in which the value of o is reduced by increasing the number of operations in the parallel part
of the program. In addition, there are many enhancements to and variations of Amdahl's Law that
incorporate more details into the system models than the simple one used here9.10 and that relate efficiency
and speedup.11-14



The actual parallelism available in an application program is limited by its dependences.!S A
dependence between two computational tasks is a conflict that prevents the tasks from executing
simultaneously. That is, a dependence from one task to another implies that the first task must complete its
execution before the dependent task can begin executing. Dependences can be categorized into the
following three types:

(1) Resource dependences are a physical limitation imposed by the architecture and the hardware of the
particular machine on which the program is to be executed. This type of dependence occurs when two tasks
need to use the same resource at the same time, forcing one to wait for the other to complete its execution.
Any real machine has a limited number of functional units and limited memory bandwidth, for example,
which may prevent exploiting all of the parallelism available in an application.

(2) Control dependences, in which a statement cannot execute until the result of an earlier conditional
statement has been resolved, are a function of the algorithm and of the programming language used to
implement the algorithm.

(3) Data dependences, also known as “hazards,”16 are read-write conflicts between two operations that
prevent the operations from executing concurrently. In a flow dependence (read-after-write hazard), the
result of one operation is read by a subsequent operation. An output dependence (write-after-write hazard)
exists between two statements when they both write to the same variable. Two statements are said to have
an “antidependence” (write-after-read hazard) when a later statement writes to a variable that is read by an
earlier statement. Output dependences and antidependences occur when variables and registers are reused
by the programmer or the compiler; given a sufficient number of temporary storage locations, many of
these two kinds of dependences can be eliminated by renaming variables.

Available parallelism

The question of how much parallelism is available in application programs is somewhat controversial.
Table 1 summarizes the results of several studies that show that there is a wide range of potential
parallelism in actual application programs. This wide range is due partly to the significantly different
architectural assumptions made in each of the simulation studies and partly to actual differences in inherent
parallelism. These assumptions include differences in memory delays, functional unit latencies, register
and memory conflicts, synchronization costs, specific application programs tested, compiler quality, and
other such implementation details. However, it appears that when basic block boundaries are ignored — so
that the entire program is available for exploiting parallelism — engineering and scientific programs can
exhibit a high level of inherent parallelism. (A “basic block” is a sequence [or block] of instructions in a
program that has no branches into or out of the block.) Computation that is less numeric than that in
“typical” scientific and engineering application programs has relatively little parallelism, even when basic
block boundaries are ignored. While compiler transformations and algorithm changes may significantly
increase the available parallelism in an application,?? limiting parallelism extraction to a basic block limits
speedups to a maximum of about two to four.



Table 1. Reported speedup values.

Researchers Speedup Programs Functional Basic
Mean'  Range tested units blocks? |
Kumar (1988)*" 1400 | 475-3500 4 scientific oo No
Arvind et al. (1988)"® 590 463-745 2 scientific oo No
Butler et al. (1991)"" 171 17-1165 9 mixture oo No
Riseman and Foster 37 7.8-120.5 7 mixture oo No
(1972)* 1.66 | 1.22-2.98 7 mixture oo Yes
Nicolau .and Fisher 28 3-988.5 22 scientific oo No
(1984)* 22 1.37-5.58 22 scientific - Yes
Wwall (1991)" 24 6.5-60.4 19 mixture oo No
2.7 1.3-17.5 19 mixture ) Yes
Lilja and Yew (1991)% 8.7 1.5-646 20 scientific oo No
Acosta et al. (1986)" 2.79 NA® Livermore loops %o Yes
Smith et al. (1989)% 25 NA 13 nonscientific —° No
4.1 NA 13 nonscientific =4 No
Jouppi and Wall (1989)*" il 1.6-3.2 8 mixture 8 Yes
Tjaden and Flynn (1970)26 1.86 1.2-3.2 31 mixture oo Yes
Weiss and Smith (1984)%" 1.6 1.2-20 | Livermore loops —* Yes

a. This value is either the mean reported in the study, or the geometric mean calculated from the
reported values.

b. NA stands for ‘‘not available.”’

c. One of each type of functional unit; limited instruction look-ahead.

d. One of each type of functional unit; limited instruction look-ahead; flow dependences only.

e. Cray-1 functional units.



Based on the studies summarized in Table 1, it is not apparent what type of architecture can best exploit
the available parallelism nor even how much parallelism exists. As a result, an incredible variety of
architectures has been proposed to try to exploit whatever parallelism is available. Pipelined processors and
multiple instruction-issue processors, discussed in Chapter 2, exploit the fine-grained parallelism available
at the instruction-set level. The multiprocessors presented in the first two sections of Chapter 3 exploit
coarse-grained parallelism by distributing independent loop iterations and subroutines to different
processors. In addition, massively parallel single-instruction stream, multiple-data stream (SIMD)
architectures discussed in the last section of Chapter 3 exploit the fact that — in some problems — the
same operation is repeated many times over a large array of data. In these SIMD machines, a single
instruction-sequencer controls the simultaneous operation of thousands of identical processors, with each
processor acting on a different data element.

The parallel architectures presented in this tutorial use significantly different techniques for
synchronizing, scheduling instructions, reducing memory delay, and implementing the hardware, making it
difficult to determine which architecture is best able to exploit the parallelism available in a given
application. By presenting a few studies that compare the performance potential of several of the different
parallel architectures, Chapter 4 provides some insight into making this determination.
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