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Preface

The explosive growth of application areas such as electronic commerce, enter-
prise resource planning and mobile computing has profoundly and irreversibly
changed our views on software systems. Nowadays, software is to be based on
open architectures that continuously change and evolve to accommodate new
components and meet new requirements. Software must also operate on diffe-
rent platforms, without recompilation, and with minimal assumptions about its
operating environment and its users. Furthermore, software must be robust and
autonomous, capable of serving a naive user with a minimum of overhead and
interference.

Agent concepts hold great promise for responding to the new realities of soft-
ware systems. They offer higher-level abstractions and mechanisms that address
issues such as knowledge representation and reasoning, communication, coordi-
nation, cooperation among heterogeneous and autonomous parties, perception,
commitments, goals, beliefs, and intentions, all of which need conceptual mode-
ling. On the one hand, the concrete implementation of these concepts can lead
to advanced functionalities, e.g., in inference-based query answering, transaction
control, adaptive workflows, brokering and integration of disparate information
sources, and automated communication processes. On the other hand, their rich
representational capabilities allow more faithful and flexible treatments of com-
plex organizational processes, leading to more effective requirements analysis
and architectural/detailed design.

In keeping with its very successful predecessors, AOSE 2000, AOSE 2001,
and AOSE 2002 (Lecture Notes in Computer Science Volumes 1957, 2222, and
2585), the AOSE 2003 workshop sought to examine the credentials of agent-
based approaches as a software engineering paradigm, and to gain an insight
into what agent-oriented software engineering will look like.

AOSE 2003 was hosted by the 2nd International Joint Conference on Au-
tonomous Agents and Multiagent Systems (AAMAS 2003) held in Melbourne,
Australia on July 2003. The workshop received 43 submissions, and 15 of them
were accepted for presentation (an acceptance rate of 30%). These papers were
reviewed by at least 3 members of an international program committee compo-
sed of 25 researchers. The submissions followed a call for papers on all aspects
of agent-oriented software engineering, and showed the range of results achieved
in several areas, such as methodologies, modeling, architectures, and tools.

The workshop program included an invited talk, a technical session in which
the accepted papers were presented and discussed, and a closing plenary session.
It congregated more than 50 attendees, among them researchers, students, and
practitioners, who contributed to the discussion of research problems related to
the main topics in AOSE.

This volume contains revised versions of the 15 papers presented at the works-
hop. Additionally, it contains an invited contribution by Bernhard Bauer and
Jorg Miiller on “Using UML in the Context of Agent-Oriented Software En-
gineering: State of the Art.” We believe that this thoroughly prepared volume
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is of particular value to all readers interested in the key topics and most recent
developments in the very exciting field of agent-oriented software engineering.

We thank the authors, the participants, and the reviwers for making AOSE
2003 a high-quality scientific event.

November 2003 Paolo Giorgini
Jorg P. Miiller
James Odell
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Using UML in the Context of Agent-Oriented Software
Engineering: State of the Art

Bernhard Bauer! and Jorg P. Miiller?
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Bernhard.Bauer@informatik.uni-augsburg.de

2 Siemens AG, Corporate Technology, CT IC 6, D-81730 Munich, Germany
joerg.p.mueller@siemens.com

Abstract. Most of the methodologies and notations for agent-oriented software
engineering developed over the past few years are based on the Unified
Modeling Language (UML) or proposed extensions of UML. However, at the
moment an overview on the different approaches is missing. In this paper. we
present a state-of-the-art survey of the different methodologies and notations
that, in one way or the other, rely on the usage of UML for the specification of
agent-based systems. We focus on two aspects, i.e., design methodologies for
agent-oriented software engineering, and different types of notations (e.g., for
interaction protocols, social structures, or ontologies) that rely on UML. !

1 Introduction

The complexity of commercial software development processes increasingly requires
the usage of software engineering techniques, including methodologies and tools for
building, deploying, and maintaining software systems and solutions. In this context,
software methodologies play a key role. A software methodology is typically
characterized by a modeling language — used for the description of models, defining
the elements of the model together with a specific syntax (notation) and associated
semantics — and a software process — defining the development activities, the
interrelationships among the activities, and how the different activities are performed.
In particular, the software process defines phases for process and project management
as well as quality assurance. The three key phases that one is likely to find in any
software engineering process are that of analysis, design and implementation. In a
strict waterfall model these are the only phases; more recent software development
process models employ a “round trip engineering” approach, i.e., provide an iteration
of smaller granularity cycles, in which models developed in earlier phases can be
refined and adapted in later phases.

Agent technology enables the realization of complex software systems
characterized by situation awareness and intelligent behavior, a high degree of
distribution, as well as mobility support. Over the past year, agents have been very
successful from the scientific point of view; also, the beginning commercial success
of agent technology at the application level (in the sense of: intelligent components

! This paper is a short and adapted version of [42]

P. Giorgini, J.P. Miiller, J. Odell (Eds.): AOSE 2003, LNCS 2935, pp. 1-24, 2004.
© Springer-Verlag Berlin Heidelberg 2004



2 B. Bauer and J.P. Miiller

supporting intelligent applications, see e.g., [44]) is evident today. However, the
potential role of agent technology as a new paradigm for software engineering has not
yet met with broad acceptance in industrial and commercial settings. We claim that
the main reason for this is the lack of accepted methods for software development
depending on widely standardized representations of artifacts supporting all phases of
the software lifecycle. In particular, these standardized representations are needed by
tool developers to provide commercial quality tools that mainstream software
engineering departments need for industrial agent systems development.

Currently, most industrial methodologies are based on the Object Management
Group’s (OMG) Unified Modeling Language (UML) accompanied by process
frameworks such as the Rational Unified Process (RUP), see [28] for details. The
Model-Driven Architecture (MDA [40]) from the OMG allows a cascade if code
generations from high-level models (platform independent model) via platform
dependent models to directly executable code (e.g., see the tool offered by Kennedy
Carter [39]).

Thus, one possibility to provide an answer regarding the state-of-the-art in agent-
oriented software engineering is to look at the level of support currently provided for
UML technologies by recent agent-based engineering approaches. In this paper we
will provide a detailed survey of methodologies and notations for agent-based
engineering of software systems based on UML.

In Section 2 we will have a closer look at different methodologies for designing
agent-based systems. In Section 3 focuses on notations based on UML. In particular,
we shall look at notations for interaction protocols, social structures, agent classes,
ontologies, and goals and plans. The paper concludes with a summary and an outlook
for further research in Section 4.

2 Methodologies

In this we will take a closer look at agent methodologies that directly extend object-
oriented — UML approaches. In the next section we will also give an overview of
UML notations and extensions available for the specification of agent-based systems.
Since most of the notations use graphical representations of software artifacts we will
use examples taken from the original research papers.

2.1 Agent Modeling Techniques for Systems of BDI Agents

One of the first methodologies for the development of BDI agents based on OO
technologies was presented in [2][3][4][5]. The agent methodology distinguishes
between the external viewpoint - the system is decomposed into agents, modeled as
complex objects characterized by their purpose, their responsibilities, the services
they perform, the information they require and maintain, and their external
interactions - and the internal viewpoint - the elements required by a particular agent
architecture must be modeled for each agent, i.e. an agent's beliefs, goals, and plans.
For each of these views different models are described (based on [2] and [5]):

The external view is characterized by two models which are largely independent of
the underlying BDI architecture:



Using UML in the Context of Agent-Oriented Software Engineering: State of the Art 3

Agent Model: This model describes the hierarchical relationship among different
abstract and concrete agent classes (Agent Class Model) similar to a UML class
diagram denoting both abstract and concrete (instantiable) agent classes, inheritance
and aggregation as well as predefined reserved attributes, e.g., each class may have
associated belief, goal, and plan models; and identifies the agent instances which may
exist within the system, their multiplicity, and when they come into existence (Agent
Instance Model) with the possibility to define initial-belief-state and initial-goal-state
attributes.

Interaction Model: describes the responsibilities of an agent class, the services it
provides, associated interactions, and control relationships between agent classes.
This includes the syntax and semantics of messages used for inter-agent
communication and communication between agents and other system components,
such as user interfaces.

BDI agents are internally viewed as having certain mental attitudes, Beliefs, Desires
and Intentions, which represent, respectively, their informational, motivational and
deliberative states. These aspects are captured, for each agent class, by the following
models.

Belief Model describes the information about the environment and internal state
that an agent of that class may hold, and the actions it may perform. The possible
beliefs of an agent and their properties, such as whether or not they may change over
time, are described by a belief set. In addition, one or more belief states - particular
instances of the belief set - may be defined and used to specify an agent's initial
mental state. The belief set is specified by a set of object diagrams which define the
domain of the beliefs of an agent class. A belief state is a set of instance diagrams
which define a particular instance of the belief set. Formally, defined by a set of typed
predicates whose arguments are terms over a universe of predefined and user-defined
function symbols.

Goal Model describes the goals that an agent may possibly adopt, and the events to
which it can respond. It consists of a goal set which specifies the goal and event
domain and one or more goal states - sets of ground goals - used to specify an agent's
initial mental state. A goal set is, formally, a set of goal formula signatures. Each such
formula consists of a modal goal operator applied to a predicate from the belief set.

Plan Model describes the plans that an agent may possibly employ to achieve its
goals. It consists of a plan set which describes the properties and control structure of
individual plans. Plans are modeled similar to simple UML State Chart Diagrams,
which can be directly executed showing how an agent should behave to achieve a
goal or respond to an event. In contrast to UML activities may be sub-goals, denoted
by formulae from the agent's goal set; conditions are predicates from the agent's belief
set; actions include those defined in the belief set, and built-in actions. The latter
include assert and retract, which update the belief state of the agent.

2.2 Message

MESSAGE (Methodology for Engineering Systems of Software Agents) [6][7] is a
methodology which builds upon best practice methods in current software
engineering such as for instance UML for the analysis and design of agent-based
systems. It consists of (i) applicability guidelines; (ii) a modeling notation that
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Fig. 1. a) concept symbols in MESSAGE; b) relations in MESSAGE

extends UML by agent-related concepts (inspired e.g. by Gaia); and (iii) a process for
analysis and design of agent systems based on Rational unified Process. The
MESSAGE modeling notation extends UML notation by key agent-related concepts.
We describe the notation used in MESSAGE based on the example presented in [7].
For details on the example we refer to this paper. The used concept and relation
symbols are shown in Fig. 1.

The main focus of MESSAGE is on the phase of analysis of agent-based systems. For
this purpose, MESSAGE presents five analysis models, which analysts can use to
capture different aspects of an agent-based system. The models are described in terms
of sets of interrelated concepts. The five models are (following [7][6]):

Organization Model: The Organization Model captures the overall structure and
the behavior of a group of agents and the external organization working together to
reach common goals. In particular, it represents the responsibilities and authorities
with respect to entities such as processes, information, and resources and the structure
of the organization in terms of sub-organization such as departments, divisions,
sections, etc. expressed through power relationships (e.g. superior-subordinate
relationships). Moreover it provides the social view characterizing the overall
behavior of the group, whereas the agent model covers the individual view dealing
with the behavior of agents to achieve common/social goals. It offers software
designers a useful abstraction for understanding the overall structure of the multi-
agent system, what the agents are, what resources are involved, what the role of each
agent is, what their responsibilities are, which tasks are achieved individually and
which achieved through co-operation. Different types of organization diagrams are
available in MESSAGE to support the graphical representation of social concepts (see
Fig. 2).
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Fig. 2. Examples of organization diagrams: a) structural relationships, b) acquaintance
relationships (analysis phase 0 and 1)



