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To my parents



Preface

I'was surprised to find that although there are shelves of programming texts
on the market, many of which use the excellent language Pascal, none of
these books was proving to be a great success with the hundreds of students
taking subsidiary level computer programming courses I have taught over
the last eight years. I began to ponder why this should be. Was it the
standard of the text books themselves? Certainly not; several are of
first-class quality with authors of recognised programming and teaching
ability. Perhaps the students were not up to scratch? An easy get-out, this,
but not good enough since their eventual results were on the whole normal
and satisfactory. Could it be that my teaching style or ability was not good
enough to support and encourage reading of a back-up text? Well,
possibly, though my students tend to be a vocal lot yet they hurl no more
than a fair share of verbal abuse in my direction. On the other hand, I have
never found it easy to follow any of the text books closely in these courses
and this gives a clue to part of the problem.

I believe that the level of background knowledge assumed in most texts
is unrealistically high for a lot of students. There are two related problems.
Firstly, the bias tends to be towards the numerate scientist both in the
general approach and, too often, in the choice of examples. Also, the
starting point of many texts is too advanced for many newcomers to
computing, relying on additional course or book material to introduce
some of the fundamentals of computing.

I have tried to write this book for students who are learning computer
programming, probably for the first time, and probably as a subsidiary
subject. It is possible that their main subject or subjects may lie in
disciplines apparently far removed from computing though this is not
necessarily the case. I have not assumed previous exposure to computers
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xii Preface

nor any parallel courses in computer science. The examples require only
‘common-sense’ mathematical ability and have been chosen from a wide
range of disciplines. In addition, I hope the book will be of value to the
individual reader learning to program for the first time and as a ’starter
kit” for new computer science students, who should progress fairly rapidly
onto the more advanced texts covering algorithms, data and programs.

I have not tried to cover absolutely all of Pascal’s features in detail in
order to concentrate on using the more common ones and to keep the book
short. New programming facilities are introduced usually by typical
examples, with passing reference to the theoretical alternatives, though I
have given diagrams covering all of Pascal in an appendix. Most of the
language is covered. Left out are bits of Pascal that will appeal to the
programmer growing in experience who will eventually wish to peruse
more advanced texts on programming and problem solving in any case.
These are dealt with in chapter 14.

The text starts with a fairly gentle introduction to computers and
programming leading into the basic foundations of programming in the
Pascal language. The emphasis in part 2 is on practical applications of
computer programming and I have tried to select examples from disciplines
that may be familiar to the non-specialist student of computing: some text
processing, social science applications, and analysis of collected data, for
example.

It should be a source of encouragement to many readers to know that
in my experience there is little, if any, correlation between the ability to
become a competent programmer and the academic background of a
student. A number of first class mathematics students have passed through
the Computer Science Subsidiary Course at Keele. A proportional number
of students from the departments of Physics, Chemistry, Biology, Geology,
Psychology, Economics, Education, Geography, Sociology, Social Policy,
Music, English, French, German, Russian, Latin, History, American
Studies, Philosophy, Law, and Politics (my apologies for any omissions)
have succeeded equally well. Yet, every year I hear ‘Do you think I can
make it? I am not very good at maths., you know.’ Quite honestly, a
positive attitude is a far more important prerequisite than an ‘A’ level in
mathematics. Enjoy your programming.

I am indebted to many people for help and ideas in writing this book,
amongst whom I must include the generations of students who have helped
me to appreciate some of the common difficulties experienced by beginners.
In particular, I would like to thank Professor Colin Reeves for his
encouragement to write the book in the first place, Dr Neil White whose
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meticulous knowledge of Pascal was invaluable and Lorraine Jarvis for
grappling with some of my handwriting and drawings. Any mistakes or
shortcomings that remain are entirely my own responsibility.

C. Hawksley
June 1982
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Introduction

The last thing one knows in constructing a work is what to put first.
Pensées, Blaise Pascal (1623-62)

There are certain similarities between learning to program a computer and
learning to play a musical instrument. In case the music profession or the
reader are alarmed by this let it be added quickly that the similarities lie
in aspects of the learning process and not in the activities themselves. In
common with many other learning processes, such as learning to cook or
to drive a car, both require an assimilation of three basic components:
background knowledge, technical skill and creative art.

In learning to play a piano, for example, it is not essential to know
precisely how the piano is constructed; how the hammer mechanism is
made or how to tune the instrument, but a basic level of appreciation of
the mechanics is most necessary. The fact that a note is struck and then
decays, that the loud and soft pedals affect the note quality in particular
ways are examples of this simple, but important, background knowledge.
In computer programming it is not essential to know how a computer
works from an electronic viewpoint, for instance, nor even in the case of
larger remote-access computers is it necessary to know where the computer
is located physically. On the other hand, it is important to appreciate some
of the general principles on which a digital computer operates in order to
gain a ‘feel” for the tasks to be performed. For this reason, the first few
chapters of this book aim to introduce the kind of background information
that is relevant to the programming of a computer. Terms such as data,
data processing and algorithm are explained and a model is used to
describe the fundamental workings of the computer itself.

In the case of the student musician, technical ability must be acquired
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2 Introduction

through the learning of scales, finger positioning and chords, for example.
The repertoire of basic skills is gained partly from instruction by tutor or
text and, perhaps largely, by a ‘practice makes perfect” process. The parallel
skills in programming entail the learning of a programming language and
the way in which its constructions may be put to practical use. Again, the
educational process should include a substantial element of practical
involvement: the writing of small programs to reinforce the theory. With
thisinmind, thelaterchapters of part 1 introduce fundamental constructions
of the Pascal programming language together with short examples to
illustrate their use. It is important for the reader to supplement this by
attempting short exercises of the kind found at the ends of these chapters.

The introductory material is covered fairly quickly in part 1 and more
advanced details are omitted at this stage. The objective is to move on to
the creative side of programming as soon as possible, since the writing of
complete programs to solve actual problems is our ultimate aim. Armed
with the basic techniques, part 2 begins to explore the art of problem
solving: taking a loosely defined problem, creating a precise program
design and writing a complete Pascal program. In musical terms we begin
to play pieces of music using our own style and interpretation.
~ The examples in part 2 are chosen to demonstrate reasons for selecting
particular kinds of programming constructions and ways of putting them
together. Thus, much of the material introduced in part 1 is revisited in
the case studies of part 2 with an emphasis on practical applications. If you
experience difficulty in understanding a new Pascal feature introduced in
the earlier chapters, bear in mind that there is likely to be a further reference
or references in the index to later case studies which may be of assistance.
Also in later chapters, several new Pascal facilities are introduced which
can be added to the repertoire of programming skills once the fundamentals
have been firmly established.

There is no substitute for practical programming experience as a way
of boosting the confidence and of improving one’s ability to cope with new
problems. Yet problem solving is a fascinating and rewarding art which
will more than repay the initial effort to master the use of the building
blocks of programming. Note, finally, that one must always beware of
taking analogies too far. The fact that some musical instruments and some
computers possess keyboards is perhaps the only real similarity between
the two after all!
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Data and information

2.1 The computer as a tool

It is easy to forget that the computer is a tool constructed by man.
Perhaps due to ignorance or fear of a rapidly expanding technology many
people have overlooked this fact. It is currently fashionable to attribute
man-like features to the computer; even to call it a superhuman brain
capable of enormous mental feats performed with tireless efficiency. Indeed,
this machine has become so humanised that we read regularly of computers
making mistakes. Bills issued for £0.00 form a source of amusing material
for the newspaper columnist. Complaints ranging from the delivery of
wrong goods to the erroneous disconnection of electricity meters are put
down to the apparently unavoidable occurrence of a computer error. The
consequences are not always amusing. An inanimate collection of circuits
has taken over from the anonymous clerk as the perfect scapegoat for
administrative irresponsibility.

Yet, in the same way that we would not entertain a claim that a
carpenter’s chisel made a mistake or that a writer’s pen spelled a word
wrongly we should recognise this twentieth century example for what it
is: a bad workman blaming his tools. For a computer is as much a tool
as a chisel or a pen. Furthermore, it is a deterministic device. It can and
will do precisely what it is told to do and only that, in common with chisels
and pens. Like all artifacts the computer is prone to malfunction, but this
is not at all the same as making a mistake. How often do we encounter
pens which misspell as a result of the nib breaking?

Thinking of the computer as a tool in this sense provides a convenient
starting point for this text. We are faced with a device which is not human,
not intelligent and which we must learn to use. The appropriate term is
to program a computer. More than with many longer established trades
the technical terms associated with this tool are numerous and apt to
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6 Data and information

bewilder the new computer user. Where it is necessary to use these terms
we shall define them at the time they are first encountered. :

Havingintroduced the computer in this way we should not be discouraged
by the fact that it is a mere tool. It is an immensely powerful and general
one as we shall see. More immediately, let us examine the raw materials
on which our tool is to work.

2.2 Symbols and symbolism

In computing we are concerned not with the fashioning of some
physical medium as in the case of a chisel but with the manipulation of
intangible symbols. Symbols have been in use considerably longer than
computers. From hieroglyphics to Morse code, the Greek alphabet to
shorthand the use of symbols was one of man’s first steps on the road to
civilisation. A few examples of symbols are shown in figure 2.1.

Interestingly, we have become so accustomed to using symbols that we
take them for granted. More precisely, we do not distinguish clearly
between a symbol and our interpretation of that symbol. Symbols are
literally signs; marks on paper, shapes carved on stone, holes in punched
cards or a character typed on a keyboard are all examples of signs. Thus,
one may describe the symbol ‘O’ as a circle drawn on paper, no more and
no less.

However, to make use of a symbol we must impose some kind of
interpretation on it. Hence we may interpret the symbol ‘O’ as the 15th
letter of the English alphabet. In this sense the symbol ‘O’ is an example
of an item of data and the interpretation placed on the symbol is an example
of information conveyed by the data. This is more than a trivial distinction.

Figure 2.1. Symbols.

CLAVDIVS 1V afy 1234567890
Roman characters Greek letters Arabic numerals
=/ % £

-y % 7Y

Hieroglyphics Chinese

001101110 Y

Binary Morse code Shorthand



