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Preface

This volume contains the proceedings of FMOODS 2005, the 7th IFIP WG 6.1
International Conference on Formal Methods for Open Object-Based Distributed
Systems. The conference was held in Athens, Greece on June 15-17, 2005. The
event was the seventh meeting of this conference series, which is held roughly ev-
ery year and a half, with the earlier events held respectively in Paris, Canterbury,
Florence, Stanford, Twente, and Paris.

The goal of the FMOODS series of conferences is to bring together researchers
whose work encompasses three important and related fields:

— formal methods;
— distributed systems;
— object-based technology.

Such a convergence is representative of recent advances in the field of distributed
systems, and provides links between several scientific and technological commu-
nities, as represented by the conferences FORTE, CONCUR, and ECOOP.

The objective of FMOODS is to provide an integrated forum for the presen-
tation of research in the above-mentioned fields, and the exchange of ideas and
experiences in the topics concerned with the formal methods support for open
object-based distributed systems. For the call for papers, aspects of interest in-
cluded, but were not limited to: formal models; formal techniques for specifica-
tion, design, or analysis; verification, testing, and validation; component-based
design; formal aspects of service-oriented computing; semantics and type sys-
tems for programming, coordination, or modelling languages; behavioral typing;
multiple viewpoint modelling and consistency between different models; trans-
formations of models; integration of quality-of-service requirements into formal
models; formal models for security; formal approaches to distributed component
frameworks; and applications and experience, carefully described. Work on these
aspects of (official and de facto) standard notation and languages for service ori-
ented design, e.g. web services orchestration languages, was explicitly welcome.

In total 49 abstracts and 42 papers were submitted to this year’s conference,
covering the full range of topics listed above. Out of the submissions, 19 research
papers were selected by the Program Committee for presentation. We would like
to express our deepest appreciation to the authors of all submitted papers and to
the Program Committee members and external reviewers who did an outstanding
job in selecting the best papers for presentation.

For the second time, the FMOODS conference was held as a joint event, this
time.in federation with the 5th IFIP WG 6.1 International Conference on Dis-
tributed Applications and Interoperable Systems (DAIS 2005). The co-location of
the FMOODS and DAIS conferences provided an excellent opportunity to the
participants for a wide and comprehensive exchange of ideas within the domain
of distributed systems and applications. Both FMOODS and DAIS address this



VI Preface

domain, the former with its emphasis on formal approaches the latter on practi-
cal solutions. Their combination in a single event ensured that both theoretical
foundations and practical issues were presented and discussed.

Special thanks to Lazaros Merakos, for acting as the General Chair of the
joint conferences DAIS and FMOODS 2005; his support made this event happen.
We would also like to thank Gordon Blair, Rocco de Nicola, and Andreas Reuter
for agreeing to present invited talks at the conference.

We thank Costas Polychronopoulos, for acting as Local Arrangements Chair,
and John Derrick for his work as Publicity Chair. We would also like to thank
the FMOODS Steering Committee (John Derrick, Roberto Gorrieri, Guy Leduc,
and Elie Najm) for their advice. Thanks also to Roberto Lucchi for his valuable
help in managing the submission server.

June 2005 Martin Steffen
Gianluigi Zavattaro
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Pattern Matching over a Dynamic Network
of Tuple Spaces

Rocco De Nicola!, Daniele Gorla>*, and Rosario Pugliese!

! Dipartimento di Sistemi e Informatica, Universita di Firenze
{denicola,pugliese}@dsi.unifi.it
2 Dipartimento di Informatica, Universita di Roma “La Sapienza”
gorla@di.uniromal.it

Abstract. In this paper, we present recent work carried on uKvraiM, a core cal-
culus that retains most of the features of Kram: explicit process distribution,
remote operations, process mobility and asynchronous communication via dis-
tributed tuple spaces. Communication in #Kram is based on a simple form of
pattern matching that enables withdrawal from shared data spaces of matching
tuples and binds the matched variables within the continuation process. Pattern
matching is orthogonal to the underlying computational paradigm of zKram, but
affects its expressive power. After presenting the basic pattern matching mech-
anism, inherited from Kram, we discuss a number of variants that are easy to
implement and test, by means of simple examples, the expressive power of the
resulting variants of the language.

1 Introduction

In the last decade, programming computational infrastructures available globally for
offering uniform services has become one of the main issues in Computer Science. The
challenges come from the necessity of dealing at once with issues like communication,
co-operation, mobility, resource usage, security, privacy, failures, etc. in a setting where
demands and guarantees can be very different for the many different components. KLam
(Kernel Language for Agents Interaction and Mobility, [5]) is a tentative response to
the call for innovative theories, computational paradigms, linguistic mechanisms and
implementation techniques for the design, realization, deployment and management of
global computational environments and their application.

Kramv is an experimental language specifically designed to program distributed sys-
tems made up of several mobile components interacting through multiple distributed tu-
ple spaces. Its communication model builds over, and extends, LINpA’s notion of gener-
ative communication through a shared tuple space [11]. The Linpa model was originally
proposed for parallel programming on isolated machines; multiple, possibly distributed,
tuple spaces have been advocated later [12] to improve modularity, scalability and per-
formance, and fit well in a global computing scenario.

* Most of the work presented in this paper was carried on while the second author was a PhD
student at the University of Florence.

M. Steffen and G. Zavattaro (Eds.): FMOODS 2005, LNCS 3535, pp. 1-14, 2005.
© IFIP International Federation for Information Processing 2005



2 Rocco De Nicola, Daniele Gorla, and Rosario Pugliese

Table 1. uKramv Syntax

NETS COMPONENTS

N 2= 0| 1:C| NN, | ODN Cu=®|P|alc
TuPLES TEMPLATES

! = u I t, T o= u I I'x | T, T,
ACTIONS

a u= in(M)@u | read(T)@u | out(n@u | eval(P)@u | new(l)
PROCESSES

P ou=mil [ aP | PP, | xP

Kram has proved to be suitable for programming a wide range of distributed appli-
cations with agents and code mobility [5, 6] and it has originated an actual programmin g
language, X-Kram [1], that has been implemented by exploiting Java [2].

The main drawback of Kram is that it is not an actual programming language, nor
a process calculus. The main aim of some our recent works (grouped together in [13])
has been the definition of a process calculus derived from KrLamv that retains all its
distinctive features and expressive power, and develop over it the type theoretic and
semantical foundations of the language. The resulting calculus has been called xKram
and, in [8], we have proved that it can reasonably encode Kram.

In this paper, we first describe uKram (Section 2). Then, in Section 3, we present
some recent enhancements of the basic formalism to deal with some low-level features,
namely inter-node connections and failures. In Section 4, we argue on alternative forms
of pattern matching for retrieving tuples. So far, Kramv and its variants have used Linpa’s
original pattern matching, because of its simplicity. Nevertheless, other variants could
be adopted without compromising language implementability, actually enhancing the
overall expressive power. A novel contribution of this paper is the informal examination
of this topic. Section 5 concludes the paper.

2 The Calculus yKram

2.1 Syntax

The syntax of uKram is reported in Table 1. A countable set Lof namesL,V',.. . u,...,
X,Y,...1s assumed. Names provide the abstract counterpart of the set of communicable
objects and can be used as localities and variables: we do not distinguish between these
kinds of objects. Notationally, we preferletters [, /, . .. when we want to stress the use of
aname as a locality and x, y, ... when we want to stress the use of a name as a variable.
We will use u for basic variables and localities.

Nets are finite collections of nodes where processes and tuple spaces can be allo-
cated. A node is a pair [ :: C, where locality / is the address of the node and C is the
parallel component located at 1. Components can be processes or (located) tuples. Lo-
cated tuples, (t), are inactive components representing tuples in a tuple space (TS, for
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Table 2. The Pattern Matching Function

match(l;1) = € match(Ty; 1) = o1 match(Ty; 1) = 02

match(\x; 1) = [Ux] match(T\, Ta; t1, 1) = 01002

short) that have been inserted either in the initial configuration or along a computation
by executing an action out. The TS located at [ results from the parallel composition
of all located tuples residing at /. In (v[)N, name [ is private to N; the intended effect is
that, if one considers the term N || (v[)N,, then locality [ of N cannot be referred from
within V.

Tuples are sequences of names. Templates are patterns used to select tuples in a TS.
They are seéquences of names and formal fields; the latter ones are written ! x and are
used to bind variables to names.

Processes are the uKLAM active computational units. They are built up from the in-
ert process nil and from five basic operations, called actions, by using action prefixing,
parallel composition and replication. The informal semantics of process actions is as
follows. Action in(T)@u looks for a matching tuple (z) in the TS located at u; intu-
itively, a template matches against a tuple if both have the same number of fields and
corresponding fields match, i.e. they are the same name, or one is a formal while the
other one is a name. If (¢) is found, it is removed from the TS, the formal fields of T are
replaced in the continuation process with the corresponding names of ¢ and the opera-
tion terminates. If no matching tuple is found, the operation is suspended until one is
available. Action read(T)@u is similar but it leaves the selected tuple in u’s TS. Action
out(r) @u adds the tuple 7 to the TS located at u. Action eval(P)@u sends process P for
execution at u. Action new(l) creates a new node in the net at the reserved address l.
Notice that new is the only action not indexed with an address because it always acts
locally; all the other actions explicitly indicate the (possibly remote) locality where they
will take place.

Names occurring in terms can be bound by action prefixes or by restriction. More
precisely, in processes in(T)@u.P and read(7)@u.P the prefixes bind the names in
the formal fields of T within P; in process new(l).P, the prefix binds [ in P; in (v))N,
the restriction binds [ in N. A name that is not bound is called free. The sets bn()
and fn(-) (of bound and free names, resp., of term -) are defined accordingly, and so
is alpha-conversion. In the sequel, we shall assume that bound names in terms are all
distinct and different from the free ones (by possibly applying alpha-conversion, this
requirement can always be satisfied).

2.2 Operational Semantics

uKramv operational semantics is given in terms of a structural congruence and a reduc-
tion relation. The structural congruence, =, identifies nets which intuitively represent
the same net. It is inspired to 7m-calculus’ structural congruence (see, €.g., [16]) and
states that ‘||’ is a monoidal operator with 0 as identity, that nil is the identity for |’, that
alpha-equivalent nets do coincide, and that the order of restrictions in a net is irrelevant.
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Table 3. uKram Reduction Relation

(R-Ovur) (R-NEw)

Lzout()@U.P|| I :mil — [ P I () l::new(l').P — (VI')(I :: P I :: mil)
(R-REs)

(R-EvAL) N — N

L eval(Pz)@l’.P, ” Uomil — [ P, ” i P, (VI)N —_ (VI)N’

(R-IN) (R-PaRr)
match(T;t) = o N, — N;
Lain(T)@U.P| I ::{t) —> [:: Po ||l :: mil Ni || N2 +— Ny || N
(R-READ) (R-StrRUCT)
match(T;t)=0' N = N1 N] — N2 N2 = N’
l:read(T)@U.P|| I ::(t) V> [:: Po ||l :: (1) N — N’

Moreover, the following laws are crucial to our setting:
(CLONE) [2ClCy =1 C||1:Cy
(REPL) l::xP = [ P|xP
(RepNIL) [z #nil = [ :: nil
(Ex) Ni |l (WDN2 = (VN1 || N2) - if L ¢ fn(Ny)

Law (CLonE) turns a parallel between co-located components into a parallel between
nodes (by relying on this law, commutativity and associativity of ‘|’ follows). Law
(Repr) unfolds a replicated process; however, when the replicated process is nil, the
unfolding is useless (see rule (RePNIL)). Finally, law (Exr) is the standard 7-calculus’
rule for scope extension; it states that the scope of a restricted name can be extended,
provided that no free name is captured.

The reduction relation is given in Table 3. It relies on the pattern matching function
match(_; _) that verifies the compliance of a tuple w.r.t. a template and associates values
to variables bound in the template. Intuitively, a tuple matches a template if they have
the same number of fields, and corresponding fields match. Formally, function match is
defined in Table 2 where we let ‘e’ be the empty substitution and ‘o’ denote substitutions
composition. Here, a substitution o~ is a mapping of names for names; Po- denotes the
(capture avoiding) application of o to P.

The operational rules of uKramm can be briefly motivated as follows. Rule (R-Our)
states that execution of an output sends the tuple argument of the action to the tar-
get node. However, this is possible only if the target node does exist in the net. Rule
(R-Evav) is similar, but deals with process spawning. Rules (R-IN) and (R-REeap) re-
quire existence of a matching datum in the target node. The tuple is then used to replace
the free occurrences of the variables bound by the template in the continuation of the
process performing the actions. With action in the matched datum is consumed while
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with action read it is not. Rule (R-NEw) states that action new(/’) creates a new node at
a reserved address /. Rules (R-Par), (R-REs) and (R-Strucr) are standard.

uKram adopts a Linoa-like [11] communication mechanism: data are anonymous
and associatively accessed via pattern matching, and communication is asynchronous.
Indeed, even if there exist action prefixes for placing data to (possibly remote) nodes, no
synchronization takes place between (sending and receiving) processes, because their
interactions are mediated by nodes, that act as data repositories.

2.3 Observational Semantics

We now present a preorder on uKiam nets yielding sensible semantic theories. We
follow the approach put forward in [10] and use may testing equivalence. Intuitively, two
nets are may testing equivalent if they cannot be distinguished by any external observer
taking note of the data offered by the observed net. More precisely, an observer O is a
net containing a node whose address is a reserved locality name test. A computation

reports success if, along its execution, a datum at node test appears; this is written

OK
———

Definition 1 (May Testing Equivalence). May testing, C, is the least equivalence on

0K

uKLAM nets such that, for every N © M, it holds that N || O = if and only if
OK

M || O =, for any observer O.

The problem underneath the definition of may testing we have just presented is the
universal quantification over observers. This makes it hard to prove equivalences in
practice. In [13], we have developed an alternative characterisations of =~ as a trace-
based equivalence and a co-inductive proof technique as a bisimulation-based equiva-
lence. However, these definitions have been omitted from this paper: here, it sufficies to
have a sensible notion of equivalence to equate nets.

3 Node Connections and Failures

In this section we present two enhancements of the basic framework presented so far.
Such enhancements allow us to better model some global computing phenomena.

3.1 Modelling Connections

In [7], we developed the behavioural theory of a language derived from uKram by
introducing explicit inter-node connections and process actions to dynamically change
them. The syntax of the resulting calculus, that is called TKram (fopological KLam),
can be obtained by adding the following productions to those in Table 1:

N == ... | {li — L} a u= I conn(u) | disc(u)

A connection (or link) is a pair of node addresses {/; — I} stating that the nodes at
addresses /; and /, are directly linked. Actions conn(l,) and disc(l;) aim at changing



