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Preface

Read this, I pray thee
Isaiah 29: 12

This book tells a story. The story concerns the concepts, ideas, methods
and results fundamental to computer science. It is not specifically about
computer technology, nor is it about computer programming, though
obviously it is heavily influenced by both.

The book is intended to fill a crucial gap in the literature related to
the computer revolution. Scores of excellent books can be found on
computers themselves, with details of their structure, workings and
operation. There are also numerous books about the act of writing programs
for computers in any of a growing number of languages. These books come
at a wide range of levels, some aimed at people with no computer-related
background at all, and some aimed at the most computer-literate profes-
sionals. In addition, there are many books on subjects peripheral to the
technology, such as the social and legal aspects of the revolution, as well
as books describing the relevance of computers to a variety of application
areas. All this comes as no surprise. People are curious about computers,
and want to learn how to put them to use. They are typically interested in
specific kinds of computers, and often for specific purposes too.

Then there are textbooks. Indeed, computer science is a fast-growing
academic discipline, with ever-larger numbers of potential students knock-
ing at the doors of admission offices. Well-established academic disciplines
have a habit of yielding excellent textbooks, and computer science is no
exception. Over the years many comprehensive and clearly written
textbooks have appeared, containing detailed technical accounts of the
subjects deemed appropriate to students of computer science. However,
despite the dizzying speed with which some of the technological innovations
become obsolete and are replaced by new ones, the fundamentals of the
science of computation, and hence many of the basic concepts that are
considered important in a computer science curriculum, change slowly, if
at all. Of course, new technologies and new languages require revisions in
scientific emphasis, which are eventually reflected in the scientific litera-
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ture. However, by and large, there is almost universal agreement on a core
of fundamental topics that computer science students should be taught.

It would appear that anyone associated with computers ought to be
aware of these topics, and not only those who have decided to spend three
or four years getting a particular kind of academic diploma. Moreover,
given that a revolution is indeed taking place before our very eyes, many
of these topics, and the special ways of thinking that go with them, ought
to be available to the enquiring person even if that person is not directly
associated with a computer at all.

Books concerned primarily with computers or programming are
intended to fulfil quite different needs. Computers are made of bits and
bytes, and programming is carried out using languages with rigid rules of
grammar and punctuation. Consequently, computer books often suffer
from the ‘bit/byte syndrome’ and programming books from the ‘semicolon
syndrome’. In other words, the reader becomes predominantly involved in
the principles of a particular computer or a particular programming
language (or both). It would seem that things cannot be explained without
first describing, in detail, either a machine or a medium for communicating
with one (or both).

Many advanced textbooks do treat the fundamentals, but by their very
nature they concentrate on specific topics, and do so at an advanced
technical level that is usually unsuitable for the general reader. Even
professional programmers and systems analysts might lack the background
or motivation required to get through books aimed at full-time computer
science students.

Curiously, there appears to be very little written material devoted to
the science of computing and aimed at the technically oriented general
reader as well as the computer professional. This fact is doubly curious in
view of the abundance of precisely this kind of literature in most other
scientific areas, such as physics, biology, chemistry and mathematics, not
to mention humanities and the arts. There appears to be an acute need for
a technically detailed, expository account of the fundamentals of computer
science; one that suffers as little as possible from the bit/byte or semicolon
syndromes and their derivatives, one that transcends the technological and
linguistic whirlpool of specifics, and one that is useful both to a sophisticated
layperson and to a computer expert. It seems that we have all been too busy
with the revolution to be bothered with satisfying such a need.

This book is an attempt in this direction. Its objective is to present
a readable account of some of the most important and basic topics of
computer science, stressing the fundamental and robust nature of the
science in a form that is virtually independent of the details of specific
computers, languages, and formalisms.

* * *
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This book grew out of a series of lectures given by the author on ‘Galei
Zahal’, one of Israel’s national radio channels, between October 1984 and
January 1985. It is about what shall be called algorithmics in this book —
that is, the study of algorithms. An algorithm is an abstract recipe,
prescribing a process that might be carried out by a human, by a computer,
or by other means. It thus represents a very general concept, with numerous
applications. Its principal interest and use, however, is in those cases where
the process is to be carried out by a computer.

The book can be used as the basis of a one-semester introductory
course in computer science or as a text for a general computer science
literacy course in science and engineering schools. Moreover, it can be used
as supplementary reading in many kinds of computer-related educational
activities, from basic programming courses to advanced graduate or
undergraduate degree programs in computer science. The material covered
herein, while not directly aimed at producing better programmers or system
analysts, can aid people who work with computers by providing an overall
picture of some of the most fundamental issues relevant to their work.

* * *

The preliminary chapters discuss the concept of an algorithmic problem and
the algorithm that solves it, followed by cursory discussions of the structure
of algorithms, the data they manipulate, and the languages in which they
are programmed. With the ground thus set, Part Two of the book turns to
some general methods and paradigms for algorithmic design. This is
followed by two chapters on the analysis of algorithms, treating, respec-
tively, their correctness and efficiency (mainly time efficiency), including
techniques for establishing the former and estimating the latter. Part Three
of the book is devoted to the inherent limitations of effectively executable
algorithms, and hence of the computers that implement them. Certain
precisely defined problems, including important and practical ones, are
shown to be provably not solvable by any computers of reasonable size in
any reasonable amount of time (say, the life time of a person), and never
will be. Worse still, it is shown that some problems are provably not solvable
by computers at all, even with unlimited time! In Part Four of the book the
requirements are relaxed — for example, by employing concurrent activities
or coin tossing, in order to overcome some of these difficulties. Finally, the
relationship of computers to human intelligence is discussed, emphasizing
the ‘soft’ heuristic, or intuitive, nature of the latter, and the problems
involved in relating it to the ‘hard’ scientific subject of algorithmics.

The book is intended to be read sequentially, not to be used as a
reference. Itis organized so that each chapter depends on the previous ones,
but with smooth readability in mind. Most of the material in the preliminary
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Part One should be familiar to people with a background in programming.
Thus, Chapters 1 and 2 and parts of Chapter 3 can be browsed through
superficially by such readers. Starting with Chapter 4, however, the material
becomes increasingly harder as it proceeds, until Chapter 12 is reached,
which is of somewhat lighter nature.

**  Certain sections contain relatively technical material and can be
skipped by the reader without too much loss of continuity. They are set
in smaller type and are enclosed between asterisks. It is recommended,
however, that even those sections be skimmed, at least to get a superficial
idea of their contents. **

Whenever appropriate, brief discussions of the research topics that are
of current interest to computer scientists are included. The text is followed
by a section of detailed bibliographic notes for each chapter, with
‘backward’ pointers connecting the discussions in the text with the relevant
literature.

It is hoped that this book will facilitate communication between the
various groups of people who are actively involved in the computer
revolution, and between them and those who, for the time being, are
observers only.

David Harel
Pittsburgh
February 1987

Write the vision, and make it plain upon tablets,
that he' who reads it may run

Habakkuk 2: 2

fRelying on no less an authority than The Bible itself, the masculine forms ‘he’, ‘him’, ‘his’,
etc., will be used whenever the more precise, but far more awkward, forms ‘she/he’, ‘her/him’,
‘hers/his’, etc., are intended.
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PRELIMINARIES

Now, these are the foundations
IT Chronicles 3: 3







1

Introduction and
Historical Review

OR
What’s It All About?

Though thy beginning was small,
yet thy end will be very great
Job 8: 7

Computers are amazing machines. They seem to be able to do anything.
They fly aircraft and spaceships, and control power stations and hazardous
chemical plants. Companies can no longer be run without them, and a
growing number of sophisticated medical procedures cannot be performed
in their absence. They serve lawyers and judges who seek judicial
precedents in scores of documented trials, and help scientists in performing
immensely complicated and involved mathematical computations. They
route and control millions of telephone calls in networks that span
continents, and are used for map reading, typesetting, graphical picture
processing and integrated circuit design. They can relieve us of many boring
chores, such as keeping a meticulous track of home expenses, and at the
same time provide us with exciting alternatives, such as realistic computer
games or computerized music. Also, computers of today are hard at work
helping design the even more powerful computers of tomorrow.

In short, computers are awesome and fascinating, but at the same time
indispensable. For many of us they are also intimidating, and for others
threatening. Whatever the case, we cannot afford to be indifferent to them.
They are here to stay, and the remarkable growth in their rate of
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if this bit
is 1, flip
flip this bit \‘ zero this bit \ this bit
01011 01011 01011
+ if this bit
flip this bit \ zero this bit \‘+ is 1, ﬂip\ +
this bit 3
01001 01001 01011
01101 01001 11011
Flipping Zeroing Testing

Figure 1.1 Operations on bits.

performance and range of applications shows no signs of coming to a halt.

It is all the more remarkable, therefore, that the digital computer,
even the most modern and complex one, can be thought of as merely a large
collection of switches. These switches, or bits as they are called in technical
jargon, are not ‘flipped’ by the user, but are special, internal switches that
are ‘flipped’ by the computer itself. Each bit can be in one of two positions,
or, to put it another way, can take on one of two values, 0 or 1. Typically,
the value of a bit is determined by some electronic characteristic, such as
whether a certain point has a positive or negative charge.

Any computer can directly execute only a small number of extremely
trivial operations, like flipping, zeroing, or testing a bit. Flipping changes
the bit’s value, zeroing makes sure that the bit ends up in the 0 position,
and testing does one thing if the bit is already in the 0 position, and another
if it is not (see Figure 1.1). Different computers differ in their size (i.e.,
the number of available bits), in the types of elementary operations they
can perform, in the speed in which these operations are performed, in the
physical media that embody the bits and their internal organization, and,
significantly, in their external environment. This last item means that two
computers, which are otherwise identical, might seem very different to an
observer: one might be similar in appearance to a television set with a
keyboard, and the other might be buried under the dials and knobs of an
automatic knitting machine. In a sense, such peripheral but highly visible
objects are far less important as components of the computer than the bits
and their internal arrangement. It is the bits that ‘sense’ the external stimuli
arriving from the outside world via buttons, levers, keys on a keyboard,
electronic communication lines, and even microphones and cameras. It is
the bits that ‘decide’ how to react to these stimuli, ultimately causing other
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stimuli to be sent back outside via displays, screens, printers, and even
loudspeakers, beepers, levers and cranks.

How do they do it? What is it that spans the immense distance between
such trivial operations on bits and the incredible feats that computers are
capable of? The answer lies in the central concepts treated in this book:
the process, and the algorithm that controls it and causes it to take place.

Some Gastronomy

Imagine a kitchen, containing a supply of ingredients, an array of baking
utensils, an oven, a (human) baker, etc. Baking a delicious raisin cake is
a process that is carried out from the ingredients, by the baker, with the
aid of the oven, and, most significantly, according to the recipe. The
ingredients are the inputs to the process, the cake is its output, and the
recipe is the algorithm. In other words, the algorithm prescribes the
activities that constitute the process. The recipes, or algorithms, relevant
to a set of processes under discussion are often gathered under the general
term software, whereas the utensils and oven are generally called hardware.
The baker, in this case, can also be considered part of the hardware (see
Figure 1.2).

In analogy with the simplicity of the bit operations that a computer

ingredients

(software) (hardware)

oven
recipe utensils
baker

Figure 1.2 Baking a cake.



