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Preface

This book teaches you how to write assembly language programs for the
IBM Personal Computer. It also explains how to use the IBM Personal Computer
to write those programs. Finally, it shows you ways to use assembly language
programs with the rest of the system.

This is a first book in assembly language programming. Previous program-
ming experience, in a high-level language, is desirable for the use of the book.
There is no discussion of algorithm design and programming techniques. It may be
difficult for you to use this book if you have had no previous experience in writing
BASIC or Pascal or similar programs. However, the text presents material in a
way that should allow you to begin assembly programming even if you don’t know
anything about the internal workings of a computer.

The first section, comprising the first two chapters, teaches the fundamen-
tals of computer operation. It emphasizes those functions of the computer that
aren’t readily apparent when using a high-level language. This includes a
discussion of binary arithmetic and data representation. The section also deals
with the general operation of the assembler. This section may be skipped by
programmers with assembly language experience.

The second portion of the book, consisting of Chapters 3, 4, and 7, is an
explanation of the processor used in the IBM Personal Computer, the Intel 8088.
This includes a description of the 8088, its registers, and its addressing modes.
The book presents the instruction set of the 8088 together with examples showing
the use of most of the instructions. Chapter 7 is devoted to the 8087 Numeric Data
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xii Preface

Processor. It describes the additional data types and instructions made available
through the 8087. The chapter uses several examples to show the operation of the
numeric Coprocessor.

Where the preceding section was sufficiently broad to cover nearly all
systems using the 8086/8088 processor family, the final sections are linked directly
to the IBM Personal Computer. Chapters 5 and 6 deal with the creation and use of
programs on the IBM machine. You’ll learn how to use the assembly language
““tools.”’ These include the line editor, the assembler, and the linker, as well as an
overview description of the Disk Operating System. This section describes the
Disk Operating System as a program environment. Chapter 6 describes some of
the special tools available as part of the Macro Assembler. This includes not only
macros, but also the special data definition tools that are essential for assembly
language programming.

Chapters 8, 9, and 10 cover the hardware and ‘‘microcode’’ portions of the
IBM Personal Computer. This section emphasizes the unique aspects of the IBM
Personal Computer and the application of assembly language programming to it.
Of particular interest is Chapter 10, which describes the techniques of linking an
assembly language program to another program or system. This chapter contains
several different methods of fitting an assembly language program with another
program, or making the program a permanent addition to the system.

The author was a member of the team that designed and built the IBM
Personal Computer. I would like to thank all of the people in the Personal
Computer organization who have helped me during the preparation of this text.
Special thanks go to Dave O’Connor and Jud McCarthy, my managers during this
period. Most important, I would like to thank my wife, Cynthia, for her help and
encouragement.

David J. Bradley
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CHAPTER

1

Introduction

Welcome to assembly language programming for the IBM Personal Computer.
This book teaches you how to write assembly language programs, and it uses the
IBM Personal Computer as the teaching vehicle.

ASSEMBLY LANGUAGE PROGRAMMING

Why should you be interested in assembly language programming? High-level
languages such as BASIC, FORTRAN, and Pascal are commonly used today.
You are probably familiar with at least one high-level language. If you’re currently
using an IBM Personal Computer, you know that the BASIC interpreter is part of
the system unit. Why should you bother with another programming language,
especially one that’s going to be difficult at times? Even with today’s high-
powered languages, you still need assembly language because of its power and
precision.

Assembly programs can be very powerful. Given programmers with equal
skills and abilities, the assembly language program will be smaller in size and
faster in execution than the same program written in a high-level language. This
holds true for virtually all small and medium-size programs. Unfortunately,
assembly language programs lose some of their power as the program size
increases. That’s because of the attention to detail that’s necessary for an
assembly program. As you’ll see throughout this text, assembly language requires
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you to decide each and every action of the computer. For a small program, this
lets you optimize the program to work efficiently with the computer hardware.
For a larger program, the myriad details may prevent you from doing an efficient
job of the entire program, even though some individual components of the
program will be very good. Clearly, assembly language programming is not the
answer for all programs.

Assembly language programs are also very precise. Because assembly
language allows the programmer to deal directly with the hardware, assembly
programs can do things that no other program can. Certainly for /O device
programming, where the program requires control of the individual 1/O device
bits, assembly language programming is the only appropriate choice.

Clearly, the power and precision of assembly language programming offers
advantages. But its attention to detail also causes problems. When is the correct
time to use assembly language programming?

Certainly, you must use assembly language programs when there’s no other
way to write the program. For example, IBM programmers wrote all of the 1/0
device control programs for the IBM Personal Computer using assembly language
routines. IBM needed the precision of assembly language to control the 1/O
devices and the interrupt system, where no other programming language would
work. Similarly, IBM wrote the diagnostic routines, which must check every
detail of the hardware, in assembly language.

You should also use assembly language when performance is a major
concern. This performance may be either the execution time of a program or its
final size. The FORTRAN mathematics subroutine library is an example of a
program that requires good performance, both in time and space. The math
routines are a part of every FORTRAN program, so they should be as small as
possible. Also, those routines handle all of the math functions in a FORTRAN
program, so they are used frequently. Therefore, they should execute rapidly.

What programs aren’t candidates for assembly language? Well, you can write
any program in assembly language, but a program of significant size is better
handled in a higher-level language, such as BASIC or Pascal. These languages let
you concentrate on the problem. You don’t have to deal directly with the details
of the hardware and the processor. A high-level language lets you step back and
see the forest rather than the trees.

Obviously, then, you need to mix assembly language programs with high-
level language programs. This text will concentrate on assembly language
programming for those tasks for which it is well suited, such as I/O control. In
fact, the final chapter deals directly with the problem of linking assembly language
programs with other programming languages. These methods give you the best of
both worlds. You can use assembly routines for the precise control and power
when you need it, and high-level routines for the overall program. All you have to
do is hook them together to make it happen.

There’s a final reason for learning assembly language programming. Only by
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writing programs at this level of detail can you learn how the machine works at its
lowest levels. If you want to know everything there is to know about a computer,
you have to be familiar with its assembly language. The only way to do that is to
write programs in that language. Reading the manual alone won’t do the job.

IBM PERSONAL COMPUTER

Why does this text use the IBM Personal Computer as the basis for learning
assembly language programming? There are several reasons. First, the IBM
Personal Computer is new and powerful. As a personal computer, the IBM
machine has extended capabilities, beyond those of earlier personal computers.
As you’ll see in more detail later, the Personal Computer uses the Intel 8088
microprocessor. This processor can do 16-bit arithmetic and address over 1
million characters of storage. These capabilities give it a power much closer to
large computers than to the earlier personal computers.

Second, the IBM Personal Computer has all the development tools that you’ll
need to do assembly programming. Besides the assembler, IBM provides an
editor, linker, and disk operating system to put it all together. There’s even a
debugger to help you take it all apart and then put it back together right.

Finally, the IBM Personal Computer is a good system on which to learn
assembly language programming because of its availability. It is an inexpensive
machine, yet still offers all the capabilities that assembly language programming
requires. Even more, as a ‘‘personal’’ computer, the machine belongs to you, at
least while you’re executing your program. This means that you can try out things
that you couldn’t on a larger machine that you’re sharing with others. You can
take over the I/0 attachments and program them to do interesting things. You can
do anything you want with any part of the system. You can do this even if it brings
the system “‘down.”” Since it’s a personal machine, when there’s a problem, you
just turn the machine off and start all over. The only person you can interfere with
is yourself. As a personal machine, it makes a great development environment.

THIS BOOK

This book introduces you to the IBM Personal Computer and its assembly
language. Although the major concentration is on assembly programming, this
text describes the programming aspects of the major hardware features of the
machine. You’ll learn how the I/O devices work and how the programs make them
work correctly. You’ll also learn how to write your own assembly language
programs using the IBM Personal Computer. After you write these programs, this
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book shows you how to link them into a high-level language program or build your
program into the system.

Assembly language programming is a fascinating experience, but often
frustrating. This book uses examples to show you some programs that do work.
These examples should get you started. But the only way you can learn about
programming is to do the programs yourself. You have to make your own
mistakes to learn. Good luck, and have fun.



CHAPTER

2

Computer
Fundamentals

This chapter will explain the characteristics of computers. It will tell you how
computers work and why they do things the way they do. Some of the concepts
may be familiar to you. If you have had no previous experience with assembly
language programming, many of these operations will be new.

BINARY ARITHMETIC

All computers store information using the binary system. This means that every
item of information stored by the computer has only two choices. These choices
are labeled “‘on’” and ‘‘off,”” “‘true’” and ‘‘false,”” or *‘1°” and *‘0.”” The computer
stores these values as voltage levels. Fortunately, we don’t need to be concerned
with the voltages, only the numbers, when writing programs. From the simple
numbers 0 and 1, we can do very complicated arithmetic.

Because of the binary representation of data, computers use base 2 arithmetic
to perform their computations. Base 2 arithmetic uses only the two numbers, 0
and 1. We normally use base 10, or decimal arithmetic. In base 10 arithmetic,
there are 10 different numerals used, 0 through 9. Base 2 arithmetic can be thought
of as the system for people with two fingers.

The limitation of only 10 numerals in base 10 arithmetic does not prevent us
from representing larger numbers. We use multiple-digit numbers, where each
position within the number is a different power of 10. The rightmost digit of any



