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Foreword

Object technology is new, powerful, intriguing, and frankly, sometimes
daunting. Even if trade rags shout of object ubiquity, your programmers
clamor for cool object tools, and your old ways of doing things seem stale,
it still is a big, big decision. Whether objects are right for your organiza-
tion and project hinges on a gritty assessment of your ability to use
objects and whether introducing object technology solves more problems
than it creates.

One question on the minds of veteran managers is whether their
prior experience rolls over to this new object development territory.
Indeed, managing objects isn’t all new stuff. Object management means
managing peopie and processes, taking measured risks, and recovering
from unexpected problems. To successfully employ objects, you need a
clear understanding of your people, their capabilities, their roles, your
development process, and the type of project you are undertaking. It also
means taking seriously this business of incremental and, most likely, iter-
ative development. The way to acquire new skills is through practice,
practice, and even more practice. A one-shot development cycle doesn’t
give you time to recover from your mistakes.

Alistair Cockburn sheds light on incremental and iterative develop-
ment processes that would benefit any development project regardless of
its technology base. But object technology, which Alistair points out as
being primarily a packaging technology, comes ready equipped with tools
that help build neat packages—encapsulation of data and function in
objects, and reuse through composition and class inheritance.



Foreword

In this book, Alistair tackles the subject of managing, staffing, and
building a learning organization. In so doing, he doesn’t pander to object
hype. He doesn’t pull any punches—he is not a fan of textbook methodol-
ogies that ignore process, upper-CASE tools that perpetually show prom-
ise but don't deliver, or overly complex languages or solutions. In fact,
while letting the air out of the object-hyped balloon, he does an admirable
job of stating where objects work well, and more important, how to do so
without having to take an all-or-nothing plunge.

I wish you many successes on your development path, and hope you
not only survive but also thrive as you embark on your journey.

Rebecca J. Wirfs-Brock
October 1997



Preface

If you are thinking of starting, or have already started, an object-oriented
(00) project, and want to know what you are up against, this book will be
of use to you. Organizations that have successfully made the transition to
object technology claim significant time-to-market reduction. Developers
say object orientation is a fun way to develop software.

There is no shortage of literature on the subject; however, the press
has made so much of object technology that it is hard to sort out exagger-
ations and selective reporting from the actual experience one can expect.
Speakers rarely seem to want to name the actual costs of making the
move to objects, perhaps to avoid scaring away future newcomers.

There is, therefore, a lack of information on what sorts of unpleasant
surprises await one when starting an QO project, and what to do about
them. It is this lack of information that Surviving Object-Oriented
Projects: A Manager’s Guide addresses.

SCOPE

This book covers issues I have found in several dozen organizations that
are doing object-oriented projects. From failed efforts, we learned specific
difficulties; from successful projects, we learned how to get around the
difficulties.

The early reviewers of this book unanimously said that it takes several
projects to apply the lessons. They said that people on their first 00
project are not sufficiently aware of the issues to detect them, are not yet

xiii
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open to suggestions, and cannot set aside old habits and thinking pat-
terns. It is my hope that you can prove them wrong, that you will succeed
on your first, or your second, project by paying attention to the lessons
from other people’s experiences.

This book is not a primer on object technology, nor is it a primer on
object-oriented design techniques or of macro- or micromanagement. It
is not a technical review of the literature, nor a cataloging of project
types. It addresses the numerous, specific topics for which an answer can-
not easily be found in the literature, or the obvious answer does not work.

The information in this book is based on personal project experi-
ences—my own, those of people I have interviewed, and interviews I have
read. Since writing the early version, I have had the chance to see these
ideas applied to development of many kinds of systems, from non-object-
oriented systems involving mainframes, COBOL and assembler, to client/
server and web-based systems.

In this book, I identify topics, point out hazards, and name a workable
strategy taken from a project that successfully cleared the hazard. The
hazards and strategies are collected at the back of the book in Appendix B,
Crib Sheets.

For readers interested in an introductory companion to this book, I
recommend David Taylor’s Object Technology: A Manager's Guide, Second
Edition (Reading, MA: Addison Wesley, 1998). For extended investigation,
I suggest Steve McConnell’'s Rapid Application Development (Microsoft
Press, 1996).

AUDIENCE

Surviving Object-Oriented Projects: A Manager’s Guide is intended for the
busy professional. Here is a reading strategy for four types of possible
readers:

1. The executive scanning for impact to the organization. Read the
Preface and the first two chapters. These take you through concepts,
project histories, expectations, and costs. If you are interested in the
next leve! of depth, skim the setup issues involving project selection
and staffing, and the chapters on large projects. At that point, you
may wish to give the book to the project manager.

2. The manager before starting on a project. Read Chapters 1, 2, 3,
and 5 of the book. These cover expectations, project setup, and incre-
mental and iterative development. Then look through the list of strat-



egies (Appendix A) and hazards (in Appendix B) at the back of the
book to get a sense of the total set of issues.

. The manager on a project. The primary audience for this book is
the manager, working with the technical lead, on a project. Some
issues are technical enough to require terms of object technology.
You, the project manager, may find that the technical lead will bring
these problems to your attention or will help you work through them.

Skim the entire book to get the nature and location of topics.
When working on the project, look up particular topics as they occur.
The chapters are organized in roughly the order topics usually show
up and need to be dealt with. Reread Chapter 5 about making correc-
tions before each increment.

. The project’s technical leader. Use the book to help your manager
understand certain issues, such as organizing teams, developing iter-
atively, and resisting unproductive tools and activities. I have added
technical depth in a few areas where a project hazard lurks and there
is no simpler way to carry through on the discussion.

Among these are: simplistic modeling of the business (sometimes
passing under the name of “analysis”), overstaffing at the beginning
of a project, and false productivity measures. For some issues, it is up
to you, the technical leader, to work with the arguments in the book
to convince other developers and the management team to adopt a
sensible direction.

I have included an extended section on C++ because it is my carefully

considered opinion that C++ represents an additional hazard to the sur-
vival of a project. If you favor using C++, read through this section and
deal with the issues to ensure your project’s success.

ORGANIZATION

The book has eight chapters and two appendices, roughly matching the
chronology of encounter with the issues.

o Chapter 1 summarizes and introduces sucess and failure factors, and
defines terms you will have to become familiar with.

« Chapter 2 is a reality check. What expectations do you have about
object technology, and how should you adjust those expectations? The
chapter contains stories about a dozen projects, which are referred to
throughout the book.

Preface |»v
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chapter 1, 1

« Chapter 3 deals with selecting and setting up a project. This is the
best place to work on survival, even if survival means walking away
from the project. It covers all the standard issues of staffing, training,
tool selection, methodology, legacy systems, and the like.

o Chapter 4 covers some basic issues you will encounter when running
the project: methodology, estimates, plans, milestones, measure-
ments—and design.

o Chapter 5 deals with the inevitable corrections you will have to make.
I start by citing my favorite project, which started dismally and then
was turned around. From this project, we can learn a great deal about
fine-tuning. You will have much tuning to do; do not feel bad about
making changes during a project.

o Chapter 6 is written as a reflection on the first five chapters. You can
pretend that you have just finished your project and are giving advice
to another person who is about to start a project. What would you
highlight for him or her? Here is where you can get hindsight in
advance.

o Chapter 7 addresses organizations that have safely made it to the
point {or declared themselves at the point) of committing large num-
bers of their staff to using object technology. There are new costs and
new dangers lying in wait for those who move on to larger projects.

« Chapter 8 is another reality check in which I compare the contents of
the book to a real project. It opens the topic of organizational culture
in overall software success.

« Appendix A is a collection of 12 success strategies presented in a med-
ical diagnosis metaphor.

+ Appendix B is a summary—a “crib sheet"—to copy and tape to the
wall as your daily reminder about the basics of an object-oriented
project. A condensed version is printed on a card at the back of the
book. :

Throughout the book, the topics cross-reference each other exten-
sively. To keep the reading uncluttered, the links to other pages are noted
in the margin with a page number, as shown here.

Your project’s survival depends on developing your insights and
reflexes. To help you develop them, 1 use material taken primarily from
first- and second-hand experiences, my own and those of the many people
I have interviewed. I devote space to a few published papers, which were
carefully done and provide insights. They are noted in footnotes or in fur-
ther reading sections in some of the chapters.



PLACE IN THE CRYSTAL BOOK COLLECTION

The Crystal collection highlights lightweight, human-powered develop-
ment of software. Crystal works from two basic principles:

+ Software development is a cooperative game of group invention and
communication. Software development improves as we improve people’s
personal skills and improve the team’s collaboration effectiveness.

«+ Different projects have different needs. Systems have different charac-
teristics, and are built by teams of differing sizes, containing people
having differing values and priorities. It cannot be possible to describe
the one, best way of producing software.

The foundation book for the collection is Soffware Development as Coop-
erative Game. It works out the ideas of software development as a cooperative
game, of methodology as a coordination culture, and of methodology famn-
ilies (categorized in colors: clear, yellow, orange, red, and so on). It separates
different aspects of methodologies: roles, techniques, activities, work prod-
ucts, standards, and so on.

Some books discuss a single technique or role on the project, and
some discuss team issues. Surviving Object-Oriented Projects is one of
the latter. It presents some of the projects that helped me see the primacy
of people in developing software, and includes ideas for working with people
on a team. It contains a brief description of a Crystal/Orange methodol-
ogy, aimed at IT projects of 25-50 people. It goes through the issues that
affect many projects, issues ranging from selection of technology to staff-
ing to scheduling strategies. As with all the Crystal collection, this book is
self-contained in the topics it addresses.

Preface
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