~ George T.Heineman Ivica Crnkovic
Heinz W. Schmidt Judith A. Stafford
Clemens Szyperski Kurt Wallnau (Eds.)

Component-Based
Software Engineering

8th International Symposium, CBSE 2005
St. Louis, MO, USA, May 2005
Proceedings

LNCS 3489

@ Springer



~George T. Heineman Ivica Crnkovic

S 3 Heinz W. Schmidt Judith A. Stafford

Clemens Szyperski Kurt Wallnau (Eds.)

Component-Based
Software Engineering

8th International Symposium, CBSE 2005

St. Louis, MO, USA, May 14-15, 2005
Proceedings

VAR

E200501342

@ Springer



Volume Editors

George T. Heineman

WPI, Department of Computer Science

100 Institute Road, Worcester, MA 01609, USA
E-mail: heineman @cs.wpi.edu

Ivica Cmkovic

Milardalen University, Department of Computer Science and Engineering
Box 883, 72123 Visteras, Sweden

E-mail: ivica.crnkovic@mdh.se

Heinz W. Schmidt

Monash University, School of Computer Science and Software Engineering
Wellington Road, Clayton VIC 3800 , Australia

E-mail: Heinz.Schmidt@csse.monash.edu.au

Judith A. Stafford

Tufts University, Department of Computer Science
161 College Avenue, Medford, MA 02155, USA
E-mail: jas@cs.tufts.edu

Clemens Szyperski

Microsoft

One Microsoft Way, Redmond, WA 98053, USA
E-mail: cszypers @microsoft.com

Kurt Wallnau

Carnegie Mellon University, Software Engineering Institute
Pittsburgh, Pennsylvania 15213-3890, USA

E-mail: kew @sei.cmu.edu

Library of Congress Control Number: Applied for

CR Subject Classification (1998): D.2, D.1.5, D.3, F3.1

ISSN 0302-9743
ISBN-10 3-540-25877-9 Springer Berlin Heidelberg New York
ISBN-13 978-3-540-25877-3 Springer Berlin Heidelberg New York

This work is subject to copyright. All rights are reserved, whether the whole or part of the material is
concerned, specifically the rights of translation, reprinting;-re-use of illustrations, recitation, broadcasting,
reproduction on microfilms or in any other way, and storage in data banks. Duplication of this publication
or parts thereof is permitted only under the provisions of the German Copyright Law of September 9, 1965,
in its current version, and permission for use must always be obtained from Springer. Violations are liable

to prosecution under the German Copyright Law.
Springer is a part of Springer Science+Business Media
springeronline.com

© Springer-Verlag Berlin Heidelberg 2005
Printed in Germany

Typesetting: Camera-ready by author, data conversion by Boller Mediendesign
Printed on acid-free paper SPIN: 11424529 06/3142 543210



Preface

On behalf of the Organizing Committee I am pleased to present the proceedings
of the 2005 Symposium on Component-Based Software Engineering (CBSE).
CBSE is concerned with the development of software-intensive systems from
reusable parts (components), the development of reusable parts, and system
maintenance and improvement by means of component replacement and cus-
tomization. CBSE 2005, “Software Components at Work,” was the eighth in a
series of events that promote a science and technology foundation for achieving
predictable quality in software systems through the use of software component
technology and its associated software engineering practices.

We were fortunate to have a dedicated Program Committee comprised of 30
internationally recognized researchers and industrial practitioners. We received
91 submissions and each paper was reviewed by at least three Program Commit-
tee members (four for papers with an author on the Program Committee). The
entire reviewing process was supported by CyberChairPro, the Web-based paper
submission and review system developed and supported by Richard van de Stadt
of Borbala Online Conference Services. After a two-day virtual Program Com-
mittee meeting, 21 submissions were accepted as long papers and 2 submissions
were accepted as short papers.

We are grateful for the assistance provided by the organizers of the ICSE con-
ference, in particular the General Chair, Gruia-Catalin Roman, and the Work-
shops and Co-located Events Co-chair André van der Hoek. We also wish to
thank the ACM Special Interest Group on Software Engineering (SIGSOFT) for
their sponsorship of CBSE 2005. The proceedings you now hold were published
by Springer and we are grateful for their support. Finally, we must thank the
many authors who contributed the high-quality papers contained within these
proceedings. As the international community of CBSE researchers and practi-
tioners continues to grow, we expect the CBSE Symposium series to similarly
attract widespread interest and participation.

March 2005 George T. Heineman
Worcester, MA
USA
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Performance Prediction of J2EE Applications Using
Messaging Protocols

Yan Liu, Ian Gorton

National ICT Australia (NICTA),
1430, NSW, Australia
{jenny.liu, ian.gorton}enicta.com.au

Abstract. Predicting the performance of component-based applications is diffi-
cult due to the complexity of the underlying component technology. This prob-
lem is exacerbated when a messaging protocol is introduced to create a loosely
coupled software architecture. Messaging uses asynchronous communication,
and must address quality of service issues such as message persistence and flow
control. In this paper, we present an approach to predicting the performance of
Java 2 Enterprise Edition (J2EE) applications using messaging services. The
prediction is done during application design, without access to the application
implementation. This is achieved by modeling the interactions among J2EE and
messaging components using queuing network models, calibrating the perform-
ance model with architecture attributes associated with these components, and
populating the model parameters using a lightweight, application-independent
benchmark. Benchmarking avoids the need for prototype testing in order to ob-
tain the value of model parameters, and thus reduces the performance predic-
tion effort. A case study is carried out to predict the performance of a J2EE ap-
plication with asynchronous communication. Analysis of the resulting predic-
tions shows the error is within 15%.

1 Introduction

Many software component models utilize synchronous communication protocols,
such as Enterprise JavaBeans (EJB) based on RMI, and RPC-based CORBA or
COM+ components. Synchronous communication dictates that the client process
blocks until the response to its request arrives. More loosely coupled software archi-
tectures can be constructed using asynchronous invocations. These place an interme-
diary messaging service between the client and server, decoupling their execution. In
addition, asynchronous invocations are desirable for applications with high perform-
ance and scalability requirements. For these reasons, component technologies have
been integrated with messaging protocols to support the development of applications
with asynchronous architectures.

Messaging services are implemented by message-oriented middleware (MOM),
such as Microsoft MSMQ, IBM WebSphere MQ, CORBA Notification Services and
Sun’s JMS (Java Messaging Service). JMS is a Java interface specification, which
provides a standard way for Java applications to access enterprise messaging infra-

G.T. Heineman et al. (Eds.): CBSE 2005, LNCS 3489, pp. 1-16, 2005.
© Springer-Verlag Berlin Heidelberg 2005



2 Yan Liu and Ian Gorton

structure. MOM typically supports two forms of messaging: point-to-point (PTP) and
publish/subscribe (Pub/Sub). In the PTP model, the message producer posts a mes-
sage to a queue, and the message consumer retrieves the message from the queue. In
the Pub/Sub model, a message producer publishes a message to a topic, and all con-
sumers subscribing to the same topic retrieve a copy of the message. MOMs also
define a set of reliability attributes for messaging, including non-persistent or persis-
tent and non-transactional or transaction queues [18].

A component-based application using messaging protocols hence exploits an asyn-
chronous, queue-based communication paradigm. It must also address additional
architectural considerations such as the topology of component connections, message
persistence and flow control. All of these factors can heavily influence the resulting
application’s performance [18].

However, the choice of application architecture must to be made early in the appli-
cation life cycle, long before substantial coding takes place. Unwise decisions at
design-time are often very difficult to alter, and could make it impossible to achieve
the required performance level once the system has been delivered [5][6]. Conse-
quently, the designer needs to be able to predict the performance of asynchronous
components, working from an abstract design but without access to a complete im-
plementation of the application.

Our previous work in [9] develops an approach to predicting the performance of
only synchronous J2EE applications from design-level descriptions. The contribution
of this paper is the extension of our approach to predict the performance of applica-
tions comprising both synchronous and asynchronous communications. This is
achieved by modeling the component infrastructure that implements the messaging
service. We then execute benchmarks to obtain values of model parameters associated
with the performance characteristics of the underlying component infrastructure and
the messaging service. We validate our approach through a case study, in which we
compare predicted versus actual performance of an example application.

2 Related Work

Our previous work in [9] integrates analytical modeling and benchmark testing to
predict the performance of J2EE applications using EJB components. A case study
showed that without access the application source code, prediction can be accurate
enough (prediction error is below 15%) to evaluate an architecture design. However,
this work only addresses synchronous communication between components.
Performance modeling is a useful approach for performance analysis [16]. Tradi-
tional performance modeling techniques can be manually applied to applications
based on Message-Oriented Middleware (MOM). [17] analyzes a multilayered queue
network that models the communication between clients and servers via synchronous
and asynchronous messages. [11] applies a layered QNM for business process inte-
gration middleware and compares the performance for both synchronous and asyn-
chronous architectures. However, explicit values for performance parameters are
required to solve these models, such as the CPU time used by each operation.
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However, such performance parameters cannot be accurately estimated during an
application design. A common practice therefore is to build a prototype and use this
to obtain measures for the values of parameters in the model. For a complex applica-
tion, this is expensive and time-consuming. Progress has been made to reduce the
prototyping effort with tool support for automatic generation of test beds [1][3]. Al-
though prototype testing can produce empirical evidence of the suitability of an archi-
tecture design, it is inherently inefficient in predicting performance as the application
architecture inevitably evolves. Under change, the test bed has to be regenerated and
redeployed, and the measurement has to be repeated for each change.

In related research towards software performance engineering, many approaches
translate architecture designs mostly in United Modeling Language (UML) to analyti-
cal models, such as Queuing Network models [7], stochastic Petri nets [14] or sto-
chastic process algebras [2]. In these approaches, the application workflow is pre-
sented in a sequence or state diagram, and a deployment diagram is used to describe
the hardware and software resources, their topology and characteristics.

Importantly however, the component infrastructure and its performance properties
are not explicitly modeled. These approaches therefore generally ignore or greatly
simplify the details of the underlying component infrastructure performance. As a
result, the models are rather inaccurate or non-representative. [8] developed a simu-
lated model of CORBA middleware but the work is specific to threading structure of
a CORBA server. Hence, little work has been done to develop an engineering ap-
proach to predict during design the runtime performance of messaging applications.

3 Major Performance Factors of J2EE Applications

J2EE includes several different component types, including EJB. EJB components act
as servers and execute within a component container. A request to an EJB is passed
through a method invocation chain implemented by the container and finally reaches
the EJB method specified in the request. The invocation chain is used by the con-
tainer to call security and transaction services that the EJB methods specify.

The container provides the hosting environment for EJBs and manages their life-
cycle according to the context information of the request. The container also coordi-
nates the interaction between EJBs and other J2EE services and facilities access to
external data source connection pools. To improve performance and scalability, the
container is multi-threaded and can service multiple simultaneous EJB requests. Mul-
tiple instances of threads, EJBs and database connections are pooled to provide effi-
cient resource usage in the container. Incoming requests are queued and wait for a
container thread if none are available from the fixed size thread pool.

Concurrent EJB requests experience contention at three points inside the container.
These are during request dispatching to an EJB, during container processing and
during access to external data sources. As a result, apart from the underlying hard-
ware and software environment, the performance of a deployed J2EE application
depends on a combination of the following factors:

e behavior of its application-specific EJB components and their interactions;
e particular implementation of the component infrastructure, or container;
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e selected configuration settings for the container (e.g. thread pool size);

e attribute settings of both the application components (e.g. the persistence at-
tribute of EJBs) and the infrastructure components (e.g. the transaction isola-
tion level of the container);

e simultaneous request load experienced at a given time by the application [5].
Integrating a JMS messaging service with EJB components introduces further per-
formance considerations. These include the topology of component connections,
message persistence needs, and flow control. For instance, non-persistent messaging
has better performance than persistent messaging [18]. However persistent messaging
creates an application that is guaranteed not to lose messages, and hence is more
reliable. For an architect, the ability to quantify this performance/reliability trade-off
without building each solution is desirable, as is determination of the level of per-
formance that the overall system provides under load.

4 The Performance Prediction Approach

A performance prediction approach for J2EE applications with messaging protocol
needs to encompass the following three aspects. First, the performance model should
explicitly represent the component container, the MOM service and their communica-
tion with application components. Second, the service time of a request depends on
the container and MOM attributes. For example, in MOM-based applications, the
setting of a messaging attribute is an architectural design decision and the effect on
performance should be modeled as a function of the messaging attributes of interest.
Third, an application-independent performance profile of the container and the MOM
infrastructure is required. This is because the container and message server imple-
mentation and the operating system/hardware platform must be taken into account to
be able to make accurate application performance predictions.

The relationship between the performance model and the component container per-
formance profile for a selected architecture model are represented as a performance
prediction framework in [9]. In this framework, a queueing network model (QNM) P
models the component infrastructure by identifying the main components of the sys-
tem, and noting where queuing delays occur.

An architect has several alternatives to fulfill the same functionality using EJB
technology. For example, a server side EJB component can be made either stateless
or stateful, simply by setting an attribute. Each architecture alternative impacts the
service time of the component container. Therefore the component architecture model
/" is a function of the service time of the components participating in an architecture
A. The output of /' is the input to P.

Performance profiles are required to solve the parameter values of the performance
model. They are obtained from benchmarking measurements. The benchmark appli-
cation differs from an application prototype in that the business logic of the bench-
mark is much simpler than a prototype. The operations of the benchmark are designed
simply to exercise performance sensitive elements of the underlying component con-
tainer. The aim is to determine the performance profile of the container itself, and not
to evaluate the overall application performance (the traditional aim of benchmarking).
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By using a simple benchmark application, we can remove any unpredictability in
performance due to application business logic.

The model is finally populated using the performance profile and used for per-
formance prediction. This approach enables performance prediction during the design
of software applications that are based on a specific component technology.

A comprehensive description of this approach can be found in [9][10]. It is de-
signed to support the following use cases during performance engineering:

e Support efficient performance prediction under architecture changes where
components are added or modified.

e Capacity planning of the system, such as predicting the average response time,
throughput and resource utilization under the expected workload.

¢ Reveal performance bottlenecks by giving insight into possible flaws in archi-
tecture designs.

The requirements of this approach are:

¢ Ensuring a reasonable level of accuracy for performance prediction. According
to [12] (page 116), prediction error within 30% is acceptable.

e Cost effective. The approach must be faster than prototyping and testing.

5 The Performance Model

A performance model should capture the component container behavior when proc-
essing a request from a client. For this reason, we focus on the behavior of the con-
tainer in processing EJB method invocation requests. As EJB containers process
multiple simultaneous requests, the threading model utilized must also be represented.
The QNM in Fig. 1 models the main infrastructure components involved and their
interactions.

Closed Queue Open Quene

Clients

Request queue Container

[T TIO=! ]

DataSource queue

Fig. 1. The QNM model of a J2EE server with a JMS Queue

The model comprises two sub-networks, a closed and an open QNM. A closed
QNM is appropriate for components using synchronous communication, as compo-
nent containers employ a finite thread pool that effectively limits the maximum re-
quests active in the server. An open QNM models asynchronous communication as a
component container sends a message to a JMS queue, and the message is forwarded
to a message driven bean (MDB) to process the business logic.
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In the closed model, application clients represent the ‘proxy clients!’ (such as serv-
lets in a web server) of the EJB container. Consequently, a client is considered as a
delay resource and its service time equals the thinking time between two successive
requests. A request to the EJB container is interpreted and dispatched to an active
container thread by the request handler. The request handler is modeled as a single
server queue with no-load dependency. It is annotated as Request queue in the QNM.

The container is multi-threaded, and therefore it is modeled as a multi-server
queue with the thread capacity m; and no load dependency. It is annotated as Con-
tainer in the QNM. The database clients are in fact the EJBs that handle the client
request. Database access is therefore modeled as a delay server with load dependency.
Its active database connections are denoted as & in the QNM, and the operation time
at the database tier contributes to the service demand of the DataSource queue.

In the open model, asynchronous transactions are forwarded by the container to a
queue managed by a JMS server. The JMS server is multi-threaded, and has a thresh-
old for flow control to specify the maximum number of the messages pending in the
JMS server. Assuming that the arrival rate of requests is a Poisson distribution with
rate A requests per second and the service time is exponential, we can model the JMS
server as an M/M/m’/W queue, where m’ is the number of JMS server threads and W
is its flow control threshold.

A message is subsequently removed from the queue by a MDB instance, which
implements the business logic. MDBs are asynchronous message-handling fagades
for data access carried out in entity beans. MDB instances are also managed by the
EJB container and are associated with a dedicated server thread pool. So the MDB
queue is modeled as a load-independent multi-server queue.

The implementation of an EJB container and JMS server is complex and vendor
specific. This makes it extremely difficult to develop a performance model that covers
all the relevant implementation-dependent features, especially as the EJB container
source code is not available. For this reason, our quantitative model only covers the
major factors that impact the performance of applications, and ignores many other
factors that are less performance sensitive. Specifically, we do not currently consider
workloads that include large data transfers. As a result, the network traffic is ignored
and the database contention level is reduced.

5.1 The Architecture Model

The task of solving the QNM in Fig. 1 involves obtaining the service demand of each
queue. We need to calibrate the component container that will host the alternative
designs in order to obtain the service demands of each request on each queue.

The service demand of the Request queue equals the service time of a request be-
ing accepted by the server and dispatched to the Container queue. It can thus be con-
sidered as a constant. The Container, DataSource, JMS and MDB queues are respon-
sible for processing the business logic and this comprises the majority of the service
demands on these queues.

! As opposed to clients driven by human interaction, proxy clients such as servlets continually
handle requests that arrive at a web server.
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Fig. 2 shows the state diagram for processing transactions in an EJB container.
The container has a set of operations that a request must pass through, such as initial-
izing a set of container management services, invoking the generated skeleton code
for a bean instance, registering a transaction context with the transaction manager,
finalizing a transaction and reclaiming resources.

e

Fig. 2. Overall state diagram of the J2EE server

These container operations are identical for all requests, and the service time can
again be considered constant, denoted as 7}, . For convenience, these states as a whole

are referred to as a composite, CS. Synchronous transactions are processed by the
Container queue, modeled as a compound state machine ContainerSM with a prob-
ability pguchronouss While asynchronous messages are posted to the JMS server, mod-
eled as a compound state machine JMSSM with a probability pagnchronous. Contain-
erSM and JMSSM are further decomposed into models of different component archi-
tectures. The service times of operations in Container, DataSource, JMS and MDB

queue are modeled as f,, f,, f; and f, respectively.

From the above analysis, we know that f, and f, are determined by the compo-

nent architecture in ContainerSM (e.g. optimizing data access to an entity bean by
different cache management schemes). The comprehensive architecture models are
developed in [9][10]. The models for container managed persistence of entity beans
are listed below as an example:

f. =hT, +(1-h)T, @
Ja = Tﬁnd +Typea + PT @)

Store

o/ is the entity cache hit ratio;

¢ p is the ratio of operations updating entity data;

e T is the service time for the container to access the entity data in its cache;

e T, is the service time of the container to load/store an entity bean instance
from/to disk;

® Tna is the service time of identifying the entity instance by its primary key;

® Tiaa1s the service time of loading data from the database into the entity bean
cache;

® Tyore is the service time of storing updates of an entity bean data.



