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Preface

This book is an excyclopedic look at the art of systems design
based upon the 8080 microprocessor. It describes computer systems
design from the bottom up, with emphasis on architectural components.
Such treatment permits students who are trained in switching and
logic theory but have very little programming background to under-
stand evolved microcomputer systems with little difficulty. For these
students, the book is supplied with selected fragments of software
programs to illustrate specific concepts of computer architecture and
systems design. The detailed hardware material it provides will serve as
an introduction to those students with a programming background.
Consequently, the book satisfies two needs, those of hardware and
software design, and the integration of both into a system.

The presentation carries the student from an elementary overview
through a detailed discussion of the fundamental aspects of the sub-
ject into several specialized and advanced topics. The text is highly
modular, allowing instructors the option of constructing a semester
course by drawing from chapters of their choice. The first four chapters
couple the basics of logic design, both combinatorial and sequential,
with state-of-the-art small-scale and large-scale integration techniques.
The remaining chapters cover the components of a computer system,
including memory, microprocessors, input-output, and software. The
examples given allow students to become conversant with software as
well as computer architecture. Advanced topics in the book include
data acquisition systems, microcomputer boards, 16-bit micropro-
cessors, and advanced technology.

Because computer technology is changing so rapidly, one of the
pitfalls of any textbook in this field is the inclusion of material that
easily becomes obsolete. This text deals with the problem of obsoles-
cence by focusing on trends and general observations of prior tech-
nological development. Although a number of other microprocessors
could have been chosen, the 8080 microprocessor was selected for its
clear-cut design, wide use, and representative capability and perfor-
mance. Use of the 8080 as the baseline microprocessor allows the
student to extend his or her knowledge to 16-bit microprocessor sys-
tems without undergoing a tumultuous transition period.
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Chapter 1
Introduction

The fundamental requirement of a computer is the ability to represent
and store numbers and to perform operations on the numbers represented.
Chapter 1 introduces various number systems and digital codes. Since the
binary system has proved to be the most natural and efficient number
system for machine use, it is explained in great detail. Other useful codes
for representing information are also presented and compared.

1.1 Decimal and Binary Number Systems

Our present system of numbers has ten separate symbols, namely 0,
1,2,3,4,5,6,7,8,9, which are called Arabic numerals. This decimal
system counts in units of tens and was probably developed because of
man’s ten digits—his fingers. A number larger than 9 is represented through
a convention that assigns a significance to the place or position occupied
by a digit. In general, any number N, in a fixed, positive, integral base b
number system may be represented in positional notation as

Nb = AnflAnfl s e AZAlAUAflAfZ site Af(mfl)Afm

where each A represents a digit in the order given, b = base of the system,
n = number of integral digits, and m = number of fractional digits. (For
decimal number 374.26,b = 10,n =3, m = 2, A, = 3, A, =7, A, =
4, A, =2,and A , =6.)
The numerical significance of this order is calculated as follows:
N, = Ab*~1 + Ab*2... Ab' + AP’ + Abp~*
+ Ab2... . Ab ™D + Ab™™

where Ab"! = A, ,, Ab"2 = A _,, Ab' = A, and so forth. The
positional coefficients A; are such that

0<A =< (-1

Thus one can see that a number is expressed as a sum of the powers of its
base b multiplied by the appropriate coefficients A;. [In the decimal system,
obviously, 0 < A, < (b—1) < (10-1) < 9.]

1



2 MICROCOMPUTER SYSTEMS

In general, we may represent any number N, by the following sum-
mation:

n—1
N, = > Ab

where x equals the power of the positional coefficient.
For example, the numerical significance of the decimal number 7043
[Ai = 7,0,4,3; m = 0; n = 4] is calculated as follows:

7043,, = (7x10% + (0x10%) + (4x10') + (3% 10°)
7000 + 0 + 40 + 3
= 7043

The great beauty and simplicity of our decimal number system can
now be seen. It is necessary to learn only the ten basic numerals and the
positional value system in order to represent any number.

It is, of course, quite feasible, and often very useful, to work with
anumber system that has a base other than 10, for example, the duodecimal
system (base 12) is very handy when dealing with time, inches, feet, and
dozens or grosses. However, in digital systems, a number with the base 2
is extremely useful. Such a system, called a binary system, uses just two
simple digits, 0 and 1. Its advantage in regard to digital electronics lies in
the fact that we may arrange a one-to-one correspondence between the
two digits 0 and 1 and the two possible truth values (true or false) of a
logical variable represented by the symbols 0 and 1. These binary variables
involve only the presence or absence of a signal level and are especially
easy to generate, transmit, and store reliably. We sometimes pay for this
great convenience. Most problems or variables admit a much greater va-
riety of possible states than just two and must therefore be represented in
terms of ordered combinations of binary variables called codes.

In the binary system, the individual digits represent the coefficients
of 2 rather than 10, as in the decimal number system. Again, any binary
number may be represented as follows:

n—1
N, = > A2
where x, m, and n are defined as before. Since (b—1) = (2-1) = 1,
O0<A =<1

The binary number 11001, for example, is expressed as follows:
11001, = (1x2%) + (1x2%) + (0x2%) + (0x2') + (1x2%
16 +8+0+0+1

= 25,

In other words, binary 11001 = decimal 25.
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The process of counting can be used to point out similarities between
the decimal and binary systems. In the decimal system, counting consists
of increasing the digit in a particular position in the order 0, 1, 2, . . .,
8, 9. When we reach 10 in this position, we carry 1 to the immediate left
position. Since the binary system can only go through two stages, we carry
1 to the immediate left position much more rapidly than in the decimal
system. Thus, the numbers used in the binary system to count to a decimal
value of 20 are those shown in Table 1-1.

Table 1-1. Equivalent Numbers in Decimal and Binary Notation

Decimal notation Binary notation
AA, AAAA A,
00 00000
01 00001
02 00010
03 00011
04 00100
05 00101
06 00110
07 00111
08 01000
09 01001
10 01010
11 01011
12 01100
13 01101
14 01110
15 01111
16 10000
17 10001
18 10010
19 10011
20 10100
Nio = (A10") + (A, X 10°) N, = (A2 + (As2) + (A2%) + (A2') + (A2)

Notice that fractional binary numbers may be-converted in the same
general way as in the decimal system. That is, just as 12.236 is equivalent
to

(1 x10") + (2 x10° + (2 x 107" + (3 x 1072) + (6 x 107?)
in the decimal system, 1101.11101 is equivalent to
Ax2)+ 1 x2)+Ox2H)Y+(1Ax29+(1x27
+ (1 X279 + (1 X273 + (0 %x27) + (1 X 27°)

in the binary system.
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Thus, it is easy to see where each digit in either system represents
a certain weight, or weighing factor, to be used in representing a complete
number system. For example, consider the conversion of binary 101.11 to
a decimal number as shown in Table 1-2.

Table 1-2. Binary-to-Decimal Conversion

101.11 binary
A, A, A, AT AL, Weights
1 0 1 1 1
22 2! 20 = 2-2 Binary
4 2 1 1/2 1/4 Decimal
+ 0 + 1 12 + 1/4
5 + 3/4
5.75 decimal

This conversion leads us to the various mathematical methods or
techniques for converting from the binary number system to the decimal
number system. Decimal numbers can have, in general, an integer part
and a fractional part. Each part should be converted separately into a
binary equivalent. The complete representation is obtained by combining
the two along with the binary point. There are two commonly used methods
for converting decimal numbers to binary equivalents: the subtraction
method and the division-multiplication method.

Subtraction Method

In this method, one must subtract the highest power of 2 from the
decimal number and place a 1 in the appropriate weighing position of the
partially completed binary number. This procedure must then be continued
until the decimal number is reduced to zero—a tedious and laborious
method for converting numbers. Although convenient for numbers of small
magnitude since it can be performed mentally, it is rarely used for large
numbers. The following example will help to illustrate the procedure of
the subtraction method. Consider the number 53 in base 10:

1. Subtract from the decimal number the largest power of 2 contained
therein. Since 2° = 32 and 2° = 64, the former is the largest power
that can be subtracted:

Weight matrix

As A. A, A, A A,

53
_ 32 (or 2% 25 24 29 22 1 o
R= 21 1
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2. Subtract the next largest power of 2 from the remainder R. Since 2°
= 8,24 = 16, and 2° = 32, we subtract 2* = 16:

Weight matrix

As A, A A A A

21
— 16 (or 24) 25 24 23 22 1 20
R= 5 11

3. Subtract the next largest power of 2 from the remainder R. If after
the last subtraction, the next largest power of 2 cannot be subtracted,
place a zero in the weight matrix position. For example, since 2* =
8 cannot be subtracted from R = 5, A, = 0. The next largest power
of 2 that can be subtracted from R = 5is 22 = 4, as shown below:

Weight matrix

A A, A A A A

5
~ 4 (or ) 25 24 p 2 21 2
R= 1 1 1 0 1

4. Follow step 3 given above, filling in the weight matrix as before.
Since 2° = 1 and 2! = 2, we subtract the former:

Weight matrix

A AL A A A A

1
= 1l (or 2()) 25 24 23 22 20 20
0

R = 11 0 1 0 1

We have now completed the conversion, and our weight matrix looks
as follows:

(53))p = Ay X 2° + A, X 2 + A; X 22 + A, X 22
+ A, X 2t + Ay x 2°
= (As AL Az A, A, A())z
=(110101),
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Fractional numbers can be converted in the same manner; for example,
consider the fraction .5625 in base 10. To convert this number to a binary
fraction, proceed as follows:

1. Subtract the largest fractional base 2 number from the decimal num-
ber. Since 2-!' = .50 and 2-? = .25, we subtract the former:

Weight matrix

A, A, A, A,

0.5625
~.5000 (or2-Y 2T 2° 27 2°
R = 0625 .

2. Subtract the next largest base two number from the remainder. Since
-4 = .0625, we subtract it:

Weight matrix

A, A, A, A,

.0625 ——
— 0625 (or 274 g e e
R = .0000 1 0 0 1

The subtraction method thus yields the following result:

(0.5625),, = (.10010),

It should be noted that the remainder will sometimes not converge
to zero very rapidly for a finite number of significant decimal digits. In
effect, there may very well be a roundoff error in representing decimal
numbers in binary form, irrespective of the number of binary digits avail-
able for the representation.

Division/Multiplication Method

Given a decimal integer, this method uses division by 2 to yield a
conversion to a binary integer. If there is a remainder, we must place a 1
in the weight matrix under the lowest binary weight; if there is no re-
mainder, we must place a zero in the weight matrix. We then divide the
result of the first division by 2 and repeat the process until the result has
been reduced to zero. For example, consider the decimal number 53:
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Remainder Weight matrix

A A A A A A

25 24 2 22 2! 29

53/2 1 1
26 D
26/2 0 0
13 -
13/2 1 1
6 e
6/2 0 0
3 =
32 1 1
1 =
172 1 1
0

(110101), = (53)

If a decimal fraction must be converted to binary, apply a number
of multiplications by 2. If the product is less than 1, the most significant
binary digit is zero; if the product is greater than 1, the most significant
binary digit is 1. The second digit is obtained by the same rule, operating
this time on the fractional part of the product obtained from the first step.
This process is continued until the desired degree of accuracy is obtained.
As an example, consider the conversion of (0.5623),, to binary shown at
the top of the following page.

Rounding off our result to the seven digits obtained thus far, we have

(0.5623),, = (.1000111),

Since we have not carried our procedure far enough, we have at this
point a roundoff error of 0.0076. As was said previously, a binary equivalent
may not terminate and will thus produce a roundoff error. Since a word
in a computer is of finite length, it is clear that the representation of a
decimal fraction will usually involve an error, the magnitude of which will
depend upon the length of the computer word.
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Weight matrix

A, A, Ay A, A, A, A,

0.5623 2-1 272 2-3 p-4 25 9-6 oo-7
X 2
11246 >1 ;

0.1246
X 2

0.2492 <1

0.2492

0
X 2 =
0

0.4984 <1

0.4984
X 2

0.9968 <1 0

0.9968
X 2

1.9936 >1

0.9936
X 2
1.9872 >1 1

0.9872
X 2

1.9744 >1

1.2 Other Number Systems

Octal Number System

To express a number in the binary number system, it is necessary to
use substantially more digits than are required by the decimal number
system. Since computers are built to serve man, it becomes necessary to
have number systems that are easily manipulated and understood by both



