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Preface

The 10th International Symposium on Database Programming Languages, DBPL
2005, was held in Trondheim, Norway in August 2005. DBPL 2005 was one of
11 meetings to be co-located with VLDB (the International Conference on Very
Large Data Bases).

DBPL continues to present the very best work at the intersection of database
and programming language research. DBPL 2005 accepted 17 papers out of a to-
tal of 63 submissions; an acceptance rate of 27%. Every submission was reviewed
by at least three members of the program committee. In addition, the program
committee sought the opinions of 51 additional referees, selected because of their
expertise on particular topics. The final selection of papers was made during the
last week of June. All authors of accepted papers submitted corrected versions,
which were collected in an informal proceedings and distributed to the attendees
of DBPL 2005. As is traditional for DBPL, this volume was produced after the
meeting and authors were able to make improvements to their papers following
discussions and feedback at the meeting.

The invited lecture at DBPL 2005 was given by Giuseppe Castagna enti-
tled “Patterns and Types for Querying XML Documents”; an extended version
of the lecture appears in this volume. Given the topic of this invited lecture,
we invited all attendees of the Third International XML Database Symposium
(XSym 2005), also co-located with VLDB, to attend. Continuing this collabo-
ration, we organized with the co-chairs of XSym 2005 a shared panel session
to close both meetings. The invited panel discussed “Whither XML, c. 2005?”
and consisted of experts on various aspects of XML: Gavin Bierman (Microsoft
Research), Peter Buneman (University of Edinburgh), Dana Florescu (Oracle),
H.V. Jagadish (University of Michigan) and Jayavel Shanmugasundaram (Cor-
nell University). We are grateful to the panel and the audience for a stimulating
and good-humored discussion.

We owe thanks to a large number of people for making DBPL 2005 such a
great success. First, we are grateful to the hard work and diligence of the 21
distinguished researchers who served on the program committee. We also thank
Peter Buneman, Georg Lausen and Dan Suciu, who offered us much assistance
and sound counsel. Svein Erik Bratsberg provided flawless local organization.
Chani Johnson gave us much help in mastering the subtleties of the Microsoft
Research Conference Management Tool. It was a great pleasure to organize a
shared panel and invited lecture with Ela Hunt and Zachary Ives; the co-chairs of
XSym 2005. Finally, we acknowledge the generous financial support of Microsoft
Research.

September 2005 Gavin Bierman and Christoph Koch
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Patterns and Types for Querying XML Documents

Giuseppe Castagna

CNRS, Ecole Normale Supérieure de Paris, France

Abstract. Among various proposals for primitives for deconstructing XML data
two approaches seem to clearly stem from practice: path expressions, widely
adopted by the database community, and regular expression patterns, mainly de-
veloped and studied in the programming language community. We think that the
two approaches are complementary and should be both integrated in languages
for XML, and we see in that an opportunity of collaboration between the two
communities. With this aim, we give a presentation of regular expression pat-
terns and the type systems they are tightly coupled with. Although this article
advocates a construction promoted by the programming language community,
we will try to stress some characteristics that the database community, we hope,
may find interesting.

1 Introduction

Working on XML trees requires at least two different kinds of language primitives:
(7) deconstruction/extraction primitives (usually called patterns or templates) that pin-
point and capture subparts of the XML data, and (i) iteration primitives, that iterate
over XML trees the process of extraction and transformation of data.

Concerning iteration primitives, there are many quite disparate proposals: in this
category one can find such different primitives as the FLWR (i.e., for-let-where-return)
expressions of XQuery [7], the filter primitive of XDuce [40, 39], the xtransform
primitive of CDuce [4], the iterate primitive of Xtatic [31], the select-from-where of
Cw [6] and CQL [5], the select-where of Lorel [1] and loto-ql [51], while for other
languages, for instance XSLT [22], the iterator is hard-coded in the semantics itself of
the language.

Concerning deconstructing primitives, instead, the situation looks clearer since,
among various proposals (see the related work section later on), two different and
complementary solutions clearly stem from practice: path expressions (usually XPath
paths [21], but also the “dot” navigations of Cw or Lorel [1], caterpillar expressions [12]
and their “looping” extension [33]) and regular expression patterns [41].

Path expressions are navigational primitives that pinpoint where to capture data sub-
components. XML path expressions (and those of Cw and Lorel in particular) closely
resemble the homonimic primitives used by OQL [23] in the context of OODB query
languages, with the difference that instead of sets of objects they return sets or se-
quences of XML elements: more precisely all elements that can be reached by follow-
ing the paths at issue. These primitives are at the basis of standard languages such as
XSLT and XQuery.

More recently, a new kind of deconstruction primitive was proposed: regular expres-
sion patterns [41], which extends by regular expressions the pattern matching primitive

G. Bierman and C. Koch (Eds.): DBPL 2005, LNCS 3774, pp. 1-26, 2005.
(© Springer-Verlag Berlin Heidelberg 2005



2 G. Castagna

as popularised by functional languages such as ML and Haskell. Regular expression
patterns were first introduced in the XDuce programming language and are becoming
more and more popular, since they are being adopted by such quite different languages
as CDuce [4] (a general purpose extension of the XDuce language) and its query lan-
guage CQL [5], Xtatic [31] (an extension of C#), Scala [54] (a general purpose Java-
like object-oriented language that compiles to Java bytecode), XHaskell [45] as well as
the extension of Haskell proposed by Broberg et al. [11].

The two kinds of primitives are not antagonist, but rather orthogonal and comple-
mentary. Path expressions implement a “vertical” exploration of data as they capture
elements that may be at different depths, while patterns perform a “horizontal” explo-
ration of data since they are able to perform finer grained decomposition on sequences
of elements. The two kinds of primitives are quite useful and they complement each
other nicely. Therefore, it would seem natural to integrate both of them in a query or
programming language for XML. In spite of this and of several theoretical works on
the topic (see the related work section), we are aware of just two running languages
in which both primitives are embedded (and, yet, loosely coupled): in CQL [5] it is
possible to write select-from-where expressions, where regular expression patterns are
applied in the from clause to sequences that are returned by XPath-like expressions (see
the example at the end of Section 2.3); Gapeyev and Pierce [32] show how it is possible
to use regular expression patterns with an all-matches semantics to encode a subset of
XPath and use this encoding to add XPath to the Xtatic programming language.

The reason for the lack of study of the integration of these two primitives may be
due to the fact that each of them is adopted by a different community: regular patterns
are almost confined to the programming language community while XPath expressions
are pervasive in the database community.

The goal of this lecture is to give a brief presentation of the regular pattern expres-
sions style together with the type system they are tightly coupled with, that is the se-
mantic subtyping-based type systems [19,29]. We are not promoting the use of these
to the detriment of path expressions, since we think that the two approaches should be
integrated in the same language and we see in that a great opportunity of collaboration
between the database and the programming languages communities. Since the author
belongs to latter, this lecture tries to describe the pattern approach addressing some
points that, we hope, should be of interest to the database community as well. In par-
ticular, after a general overview of regular expression patterns and types (Section 2) in
which we show how to embed patterns in a select-from-where expression, we discuss
several usages of these semantic subtyping based patterns/types (henceforward, we will
often call them “semantic patterns/types”): how to use these patterns and types to give
informative error messages (Section 3.2), to dig out errors that are out of reach of pre-
vious type checker technologies (Section 3.3) and how the static information they give
can be used to define very efficient and highly optimised runtimes (Section 3.4); we
show that these patterns permit new logical query optimisations (Section 3.5) and can
be used as building blocks to allow the programmer to fine-grainedly define new iter-
ators on data (Section 3.6); finally, the techniques developed for the semantic patterns
and types can be used to define optimal data pruning and other optimisation techniques
(Section 3.7-3.8)
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Related Work. In this work we focus on data extraction primitives coming from the
practice of programming and query languages manipulating XML data. Thus, we re-
strict our attention to the primitives included in full-featured languages with a stable
community of users. There are however many other proposals in the literature for de-
constructing, extracting, and querying XML data.

First and foremost there are all the languages developed from logics for unranked
trees whose yardstick in term of expressiveness is the Monadic Second Order Logic.
The list here would be too long and we invite the interested reader to consult the excel-
lent overview by Leonid Libkin on the subject [44]. In this area we want to single out
the work on composition of monadic queries in [26], since it looks as a promising step
toward the integration of path and pattern primitives we are promoting in this work: we
will say more about it in the conclusion. A second work that we want to distinguish
is Neven and Schwentick’s ETL [49], where regular expressions over logical formula
allow both horizontal and vertical exploration of data; but, as the authors themselves re-
mark, the gap with a usable pattern language is very important, especially if one wants
to define non-unary queries typical of Hosoya’s regular expressions patterns.

Based on logics also are the query languages developed on or inspired to Ambient
Logic, a modal logic that can express spatial properties on unordered trees, as well as
to other spatial logics. The result is a very interesting mix of path-like and pattern-like
primitives (cf. the dot notation and the spatial formul® with capture variables that can
be found in TQL) [24, 13, 16, 14, 15, 17].

In the query language research, we want to signal the work of Papakonstantinou and
Vianu [51] where the loto-ql query language is introduced. In loto-ql it is possible to
write select x where p, where p is a pattern in the form of tree which uses regular
expressions to navigate both horizontally and vertically in the input tree, and provides
bindings of x.

2 A Brief Introduction to Patterns and Types for XML

In this section we give a short survey of patterns and types for XML. We start with a pre-
sentation of pattern matching as it can be found in functional languages (Section 2.1),
followed by a description of “semantic” types and of pattern-based query primitives
(Section 2.2); a description of regular expression patterns for XML (Section 2.3) and
their formal definition (Section 2.4) follow, and few comments on iterators (Section 2.5)
close the section. Since we introduce early in this section new concepts and notations
that will be used in the rest of the article, we advise also the knowledgeable reader to
consult it.

2.1 Pattern Matching in Functional Languages

Pattern matching is used in functional languages as a convenient way to capture subparts
of non-functional' values, by binding them to some variables. For instance, imagine that

! We intend non-functional in a strict sense. So non-functional values are integer and boolean
constants, pair of values, record of values, etc., but not A-abstractions. Similarly a non-
functional type is any type that is not an arrow type.
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e is an expression denoting a pair and that we want to bind to x and y respectively to
the first and second projection of e, so as to use them in some expression ¢’. Without
patterns this is usually done by two let expressions:

let x = first(e) in
let y = second(e) in €

With patterns this can be obtained by a single let expression:
let (x,y) = e in €

The pattern (x,y) simply reproduces the form of the expected result of e and variables
indicate the parts of the value that are to be captured: the value returned by e is matched
against the pattern and the result of this matching is a substitution; in the specific case, it
is the substitution that assigns the first projection of (the result of) e to x and the second

one to y.
If we are not interested in capturing all the parts that compose the result of e, then
we can use the wildcard “_"" in correspondence of the parts we want to discard. For

instance, in order to capture just the first projection of e, we can use the following
pattern:

let (x,_) = e in ...

which returns the substitution that assigns the result of firsz(e) to x. In general, a pattern
has the form of a value in which some sub-occurrences are replaced by variables (these
correspond to parts that are to be captured) and other are replaced by “_” (these corre-
spond to parts that are to be discarded). A value is then matched against a pattern and if
they both have the same structure, then the matching operation returns the substitution
of the pattern variables by the corresponding occurrences of the value. If they do not
have the same structure the matching operation fails. Since a pattern may fail-—and here
resides the power of pattern matching—it is interesting to try on the same value several
different patterns. This is usually done with a match expression, where several patterns,
separated by |, are tried in succession (according to a so-called “first match” policy).

For instance:

match ¢ with
| (_,_) -> true
-> false

first checks whether e returns a pair in which case it returns true, otherwise it returns
false. Note that, in some sense, matching is not very different from a type case. Ac-
tually, if we carefully define the syntax of our types, in particular if we use the same
syntax for constructing types and their values, then the match operation becomes a type
case: let us write (s,7) for the product type of the types s and ¢ (instead of the more
common s X f or s*¢ notations) and use the wildcard “_" to denote the super-type of all
types (instead of the more common Top, 1, or T symbols), then the match expression
above is indeed a type case (if the result of e is in the product type (_,_) —the type
of all products—, then return true else if it is of type top—all values have this type—,
then return false). We will see the advantages of such a notation later on, for the time
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being just notice that with such a syntactic convention for types and values, a pattern is
a (non-functional) type in which some variables may appear.

Remark 1. A pattern is just a non-functional type where some occurrences may be
variables.

The matching operation is very useful in the definition of functions, as it allows the
programmer to define them by cases on the input. For instance, imagine that we en-
code lists recursively a la lisp, that is, either by a nil element for the empty list, or
by pairs in which the left projection is the head and the right projection the tail of the
list. With our syntax for products and top this corresponds to the recursive definition
List = ‘nil | (_,List):alistis either ‘nil (we use a back-quote to denote constants
so to syntactically distinguish them in patterns from variables) or the product of any
type and a list. We can now write a tail recursive function? that computes the length of
alist®

fun length ((List,Int) -> Int)
| (‘nil , n) -> n
| ((_,t), n) -> length(t,n+1)

which is declared (see Footnote 3 for notation) to be of type (List,Int) -> Int,thatis,
it takes a pair composed of a list and an integer and returns an integer. More precisely, it
takes the list of elements still to be counted and the number of elements already counted
(thus length(a,0) computes the length of the list a). If the list is ‘nil, then the function
returns the integer captured by the pattern variable n, otherwise it discards the head of
the list (by using a wildcard) and performs a recursive call on the tail, captured in t,
and on n+1. Note that, as shown by the use of ‘nil in the first pattern, patterns can also
specify values. When a pattern contains a value v, then it matches only values in which
the value v occurs in the same position. Remark 1 is still valid even in the case that
values occur in patterns, since we can still consider a pattern as a type with variables:
it suffices to consider a value as being the denotation of the singleton type that contains
that value.

2 A function is tail recursive if all recursive calls in its definition occur at the end of its execu-
tion flow (more precisely, it is tail recursive if the result of every call is equal to result of its
recursive calls): this allows the compiler to optimise the execution of such functions, since it
then becomes useless to save and restore the state of recursive calls since the result will be
pushed on the top of the stack by the last recursive call.

3 We use two different syntaxes for functions. The usual notation is standard: for instance, the
identity function on integers will be written as fun id(x :Int) :Int = x. Butif we want to
feed the arguments of a function directly to a pattern matching, then the name of the function
will be immediately followed by the type of the function itself. In this notation the identity for
integers is rather written as fun id(Int->Int) x -> x. This is the case for the function
length that follows, which could be equivalently defined as

fun length (x :(List,Int)):Int =
match x with

| (‘nil , n) -> n

| ((_,t), n) -> length(t,n+1)
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2.2 Union, Intersection, and Difference Types

In order to type-check match expressions, the type-checker must compute unions, in-
tersections, and differences (or, equivalently, negations) of types: let us denote these
operations by | for the union, & for the intersection, and \ for the difference. The reason
why the type-checker needs to compute them can be better understood if we consider a
type as a set of values, more precisely as the set of values that have that type: 1 = {v | v
value of type }*. For instance, the product of the singleton type ‘nil and of the type
Int, denoted by (¢nil,Int), will be the set of all pairs in which the first element is the
constant ‘nil and the second element is an integer. Notice that we already implicitly did
such an hypothesis at the end of the previous section, when we considered a singleton
type as a type containing just one value.

As we did for types, it is possible to associate also patterns to sets of values (actually,
to types). Specifically, we associate to a pattern p the type | p§ defined as the set of val-
ues for which the pattern does not fail: ] p§ = {v | v matches pattern p}. Since we use the
same syntax for type constructors and value constructors, it results quite straightforward

to compute ] pf: it is the type obtained from p by substituting “_" for all occurrences of
variables: the occurrences of values are now interpreted as the corresponding singleton
types.

Let us check whether the function length has the type (List,Int) — Int it declares
to have. The function is formed by two branches, each one corresponding to a differ-
ent pattern. To know the type of the first branch we need to know the set of values
(i.e., the type) that can be bound to n; the branch at issue will be selected and exe-
cuted only for values that are arguments of the function—so that are in (List,Int)—
and that are accepted by the pattern of the branch—so that are in ] (‘nil,n){ which
by definition is equal to (‘nil,_)—. Thus, these are the values in the intersection
(List,Int)&(‘nil,_). By distributing the intersection on products and noticing that
List&‘nil= ‘nil and Int&_= Int, we deduce that the branch is executed for values in
(‘nil,Int) and thus n is (bound to values) of type Int. The second branch returns a
result of type Int (the result type declared for the function) provided that the recursive
call is well-typed. In order to verify it, we need once more to compute the set of values
for which the branch will be executed. These are the arguments of the function, minus
the values accepted by the first branch, and intersected with the set of values accepted
by the pattern of second branch, that is: ((List,Int)/(‘nil,_)) & ((_,_),_.). Again,
it is easy to see that this type is equal to ((_,List),Int) and deduce that variable 7 is
of type List and the variable n is of type Int: since the arguments have the expected
types, then the application of the recursive call is well typed. The type of the result of
the whole function is the union of the types of the two branches: since both return in-
tegers the union is integer. Finally, notice also that the match is exhaustive, that is, for
every possible value that can be fed to the match, there exists at least one pattern that
matches it. This holds true because the set of all arguments of the the function (that is,
its domain) is contained in the union of the types accepted by the patterns.

4 Formally, we are not defining the types, we are giving their semantics. So a type “is interpreted
as” or “denotes” a set of values. We prefer not to enter in such a distinction here. See [19] for
a more formal introduction about these types.



