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Preface

Welcome to the proceedings of the Power-Aware Computer Systems (PACS
2004) workshop held in conjunction with the 37th Annual International Sympo-
sium on Microarchitecture (MICRO-37). The continued increase of power and
energy dissipation in computer systems has resulted in higher cost, lower reli-
ability, and reduced battery life in portable systems. Consequently, power and
energy have become first-class constraints at all layers of modern computer sys-
tems. PACS 2004 is the fourth workshop in its series to explore techniques to
reduce power and energy at all levels of computer systems and brings together
academic and industry researchers.

The papers in these proceedings span a wide spectrum of areas in power-
aware systems. We have grouped the papers into the following categories: (1)
microarchitecture- and circuit-level techniques, (2) power-aware memory and
interconnect systems, and (3) frequency- and voltage-scaling techniques.

The first paper in the microarchitecture group proposes banking and write-
back filtering to reduce register file power. The second paper in this group op-
timizes both delay and power of the issue queue by packing two instructions
in each issue queue entry and by memorizing upper-order bits of the wake-up
tag. The third paper proposes bit slicing the datapath to exploit narrow width
operations, and the last paper proposes to migrate application threads from one
core to another in a multi-core chip to address thermal problems.

The second group of papers on power-aware memory and interconnects starts
with a contribution which proposes hardware—software co-operation to reduce
main memory power dissipation. The paper suggests combining process-level
information from the software and DRAM-bank-level information from the hard-
ware for significant power reduction. The second paper in this group uses compiler-
assist to make hardware prefetching more energy efficient by filtering out unnec-
essary and ineffective prefetching. The third paper explores modeling of external
bus power dissipation and evaluation of coding techniques for bus power reduc-
tion. The last paper proposes context-independent coding for reducing power
in off-chip interconnects to avoid the disadvantage of context-dependent coding
not being applicable to commodity memories because of requiring collaboration
between the memory controller and SDRAM.

The last group proposes frequency- and voltage-scaling techniques. The first
paper in this group recommends throttling processor clock speed during
low-utilization phases. The second paper scales the processor voltage according
to the CPU-boundedness of the application. The third paper investigates the po-
tential of hardware overprovisioning to increase throughput in data centers while
remaining within a power budget. The last paper shows a detailed breakdown
of power consumption in the various components of a modern laptop.



VI Preface

The success of PACS 2004 has been due to the high quality of the submissions,
the efforts of the Program Committee, and the attendees. We would like to thank
Vivek De for his informative keynote address, which described design challenges
and opportunities for power-limited microprocessors. We would also like to thank
Jose Gonzalez, Glen Reinman, Srikanth Srinivasan and other members of the
MICRO-37 Organizing Committee who helped arrange the local accommodation
and publicize the workshop.

December 2004 Babak Falsafi
T. N. Vijaykumar
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Abstract. Register file design is one of the critical issues facing designers of
out-of—order processors. Scaling up its size and number of ports with issue width
and instruction window size is difficult in terms of both performance and power
consumption. Two types of register file architectures have been proposed in the
past: a future logical file and a centralized physical file.

The centralized register file does not scale well but allows fast branch mis—
prediction recovery. The Future File scales well, but requires reservation stations
and has slow mis—prediction recovery. This paper proposes a register file architec-
ture that combines the best features of both approaches. The new register file has
the large size of the centralized file and its ability to quickly recover from branch
misprediction. It has the advantage of the future file in that it is accessed in the
“front end” allowing about 1/3rd of the source operands that are ready when an
instruction enters the window to be read immediately. The remaining operands
come from bypass logic / instruction queues and do not require register file ac-
cess. The new architecture does require reservation stations for operand storage
and it investigates two approaches in terms of power—efficiency.

Another advantage of the new architecture is that banking is much easier to use
in this case as compared to the centralized register file. Banking further improves
the scalability of the new architecture. A technique for early release of short-lived
registers called writeback filtering is used in combination with banking to further
improve the new architecture. The use of a large front—end register file results in
significant power savings and a slight IPC degradation (less than 1%). Overall,
the resulting energy—delay product is lower than in previous proposals.

1 Introduction

Memory-based structures in the core of modern microprocessors have increasing energy
requirements as frequencies grow. One such structure is the register file. Its size and the
number of read/write ports required increases with issue width making it difficult to
implement at high clock frequencies.

Two main approaches to register file design were used in the past, neither of which
solved the above-mentioned problems. One approach was an architecture based on the
Future file, which has a logical register file updated in commit and the future register

B. Falsafi and T.N. Vijaykumar (Eds.): PACS 2004, LNCS 3471, pp. 1-14, 2005.
(© Springer-Verlag Berlin Heidelberg 2005
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file in the ”front—end” holding the most recent, uncommitted value for each logical reg-
ister. The advantages of the future file are that it is not very large, has no renaming,
can be read in the front—end and is not written if a more recent instruction assigning
it is in the window. The disadvantages are that on branch mis—prediction, intermedi-
ate register values need to be recovered (typically after the mis—predicted branch com-
mits), it needs reservation stations in the back-end, and its size cannot be increased. The
mis—prediction recovery can lead to a significant IPC loss, especially given increasing
memory latencies.

An alternative approach is a single, large physical register file, without a separate
architectural register file. It is typically accessed after an instruction is scheduled to
execute, even if source operand values were available when the instruction entered the
window. This is the approach in the MIPS R10000 [1] and many later processors. Its
advantages are increased size and fast mis—prediction recovery. Disadvantages are more
complex renaming and longer value lifetime in the file due to lack of logical register
file. Overall, it needs to be both large and heavily multi—ported, making it difficult to
implement and increases its energy consumption significantly.

The new architecture proposed in this paper combines the best features of the two
above—-mentioned approaches: arbitrary size and fast mis—prediction recovery of the
physical register file; and placement in the front—end, early operand read, and potential
lack of write—back of the future file. It can be thought of as a physical register file moved
to the front end and accessed after renaming. This allows a large fraction of operands
to be accessed as an instruction enters the window, which is now the only read access
to the register file. These values are stored in “reservation stations” integrated into the
instruction queue, which can also be thought of as a replicated portion of the register
file. A value coming from writeback may be written to this file if there are instructions
waiting for it. Finally, many registers hold values for mis—prediction recovery, some of
which can be released if they cannot affect recovery.

The approach proposed here uses a single register file containing all physical reg-
isters, the Front-end Physical Register File (FPRF). Thus restarting execution after a
mispredicted branch can be done using a rename map recovery from check-points made
on conditional branches.

As source operand registers are renamed, it can be determined if a register value has
already been computed. The FPREF is read only in this case, significantly reducing its
access frequency. Combined with the higher IPC due to faster branch recovery, it has a
better energy-delay product compared to the two traditional approaches.

A new structure to hold such “early read” values is created in the instruction queue
payload RAM. Its function is similar to that of reservation stations. It is smaller than
the physical register file and thus consumes less energy. It is written into by com-
pleting instructions, if the produced value is a source operand of a waiting
instruction.

This paper also investigate the use of banking in the FPRF architecture. Due to lower
access frequency of the FPRF this is much easier to do than in a standard centralized
physical register file Finally, writeback filtering, a technique to eliminate unnecessary
writebacks into the register file is investigated and shown to be quite effective.
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2 Related Work

The body of related work on register file energy optimization is large. Many recent
papers have proposed mechanisms to reduce the number of the ports by means of mod-
ifying the register file architecture, such as [4] [5] [6] [7]. A reduced number of ports
may be more efficient both in terms of energy and access time, which can improve
performance.

A different approach is to reorganize the registers into several files, concentrating
most activity on small files with low power consumption. [8] is an example of this
approach based on the isolation of narrow operands. Hierarchical register files, such as
those presented in [9] [10] [11] and clustering techniques such as [12] [5] are another
example of this te¢chnique, which effectively trades size, speed and power consumption.

Another research direction has focused on changing the register allocation algorithm
to reduce the register requirements of the architecture. Early Release frees registers
before the commit stage of the next instruction that writes to the same logical registers
[13] [14] [15]. Virtual registers [16] try to delay the allocation of the physical register
until the writeback stage of the instruction. Another approach to reduce registers is to
exploit repeated values in the registers [17] [18].

Our approach is somewhat based on the Future File organization which was pro-
posed in 1984 [19]. In the original proposal, operands are provided to instructions via a
logical register file in the front-end which received the name of Future File. The main
difference with our architecture is that we are basing our design around the concept of
physical registers to identify the state of the processor. Thus, while a Future File archi-
tecture can only recover from a mispredicted branch by draining the ROB, our proposed
architecture can recover directly from the physical registers. Future File architectures
are still being used in the form of the AMD K7 and K8 microarchitectures [20].

The future file can be extended with rename buffers to provide access to the full
processor state at once. This has been implemented in the PPC620 [3] and POWER3
processors. However, these two processors still require the architectural state to be
copied from the rename buffers during retirement. Having an architectural register file
in the front-end shortens the pipeline one stage (access can be performed in parallel to
rename stage) but increases the number of on-chip register transfers.

Research by Tseng et al. on banked register files [21] proposed an efficient imple-
mentation of banking for the register file of a MIPS R10000-like architecture. In the
following sections is will be compared to the architecture proposed in this paper.

Finally, the Writeback Filtering technique, based on the release of short-lived val-
ues, is described in [22] and, in the context of VLIW architectures, in [23]. However, as
will be shown here, the specific architectecture presented here allows to support Write-
back Filtering in innovative ways.

3 Front-End Physical Register File

This section describes the Front-End Physical Register File Architecture (FPRF). The
FPRF pipeline provides instructions with their operands as soon as the operands are
available. Further, it implements a central physical register file in the front-end that
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Fig. 1. The Front-End Physical Register File Architecture

allows for fast recovery with little complexity. It also allows to apply banking with high
efficiency.

The FPRF Architecture, like a Future File, reads available registers in the front end.
However, in this approach the registers are accessed via a mapping into a centralized
register file that contains all registers. This has two implications:

1. Access to computed values in the front-end needs to be delayed until the rename
stage has completed.

2. The number of registers in the front-end, being equal to the total number of regis-
ters, is much larger than it is in a Future File Architecture.

Figure 1 shows the FPRF architecture. Instructions, after going through the decode
stage, enter the rename stage where source and destination registers are mapped to
physical registers. Using this information an instruction may access the FPRF, a two
stage process consisting of arbitration and data access. After available values have been
given to the instruction, it is inserted into the corresponding instruction queue.

The back-end pipeline works as follows: When a functional units generates a result,
the register tag is sent to all instructions in the queue. If there is an irstruction waiting
for it, the value is written into the corresponding entry of the Value Register File (VRF),
which is part of the payload RAM of the instruction queue. The VREF is driven by the
wakeup logic signals and can be implemented as a register file that does not require a
decode stage. The value also gets written into the FPRF, as indicated by its physical
register designator. There is also a possibility that a value is bypassed to a dependent
instruction.

3.1 FPRF Pipeline

The pipeline of the FPRF Microarchitecture is shown in Fig. 2. It adds one stage to
a commonly used 8-stage pipeline consisting of: fetch, decode, rename, queue, issue,
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Fig. 3. Source of Integer Operands

operand read, execute, writeback and commit. To support FPRF access in the front-end,
two stages are added to the pipeline: arbitration and FPRF Read. In the back-end the
operand read stage disappears. This reduces the length to a single additional stage.

In the first new stage the source registers are analyzed to check for bank conflicts in
the FPRF access. Conflicts stall all prior stages.

During rename, it is checked if the source registers have computed values. This is
implemented via a bit vector with as many entries as logical registers. In the case of
the Alpha ISA, modeled here, this requires maintaining two 32-bit vectors, one for the
integer and another for the floating point registers. Each entry of this bit-vector indicates
whether the corresponding logical register has a computed value. In case the computed
value is available a read to the corresponding FPRF register is started.

During the arbitration cycle, priority is given to “older” instructions to access the
operands. This makes sure that the front-end does not dispatch instructions to the in-
struction queues out-of-order.

The number of read ports for each bank has to be at least two, because some in-
structions must obtain both operands from the same FPRF bank.

Once arbitration has been performed the FPRF read occurs. After the instruction has
read the available values it is inserted in the instruction queues. This happens during the
Queue stage. At the same time, the register values are inserted into the VRF.
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It is clear that the access rate to the FPRF is lower than to the centralized back-
end physical register file. Lower access rate means that less conflicts will occur in the
front-end and also that it will consume less energy. It was observed that the number
of integer operands that are obtained from the FPRF is about 40% of the total while
for floating point operands this number decreases to around 20%. Figures 3 and 4 show
the distribution of integer and fp operand sources averaged over 100 million instructions
for each Spec2000 benchmark. The boxes labeled FPRF account for operands that were
read from the FPRF. The boxes labeled WRITEBACK are for operands that were written
directly into the VRF from the writeback stage. Finally, the label BYPASS refers to those
values that are sourced from the bypass network.
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Fig. 4. Source of FP Operands

In the event of a branch misprediction the FPRF architecture behaves exactly like
the MIPS R10000. First, the processor immediately aborts all instructions fetched along
the mispredicted path. Next it restores the register mapping from the branch stack and
finally, it starts fetching instructions from the correct path.

3.2 Read Sharing *

Accesses to the same logical registers are often clustered during program execution. For
example, many instructions use the same logical register for both register sources (eg
ADD R2, R2, RA).On the other hand it is also fairly common that the same register
is sourced by several instructions without being written to. Such register accesses have a
high probability of bank conflict. This suggests that conflicts in the access to the FPRF
can be effectively reduced by using the technique known as read sharing [10]. Read
sharing allows multiple reads of a same register to happen using a single local port
which is connected to several global ports. Previous work on banked register files by
Tseng et al. [21] has also used this approach. Read sharing will be evaluated later in the
context of the FPRF architecture.



