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Preface

Have We Got a Deal for You!

Haskell is a deep language; we think learning it is a hugely rewarding experience. We
will focus on three elements as we explain why. The first is novelty: we invite you to
think about programming from a different and valuable perspective. The second is
power: we’ll show you how to create software that is short, fast, and safe. Lastly, we
offer you a lot of enjoyment: the pleasure of applying beautiful programming techniques
to solve real problems.

Novelty

Haskell is most likely quite different from any language you’ve ever used before. Com-
pared to the usual set of concepts in a programmer’s mental toolbox, functional pro-
gramming offers us a profoundly different way to think about software.

In Haskell, we deemphasize code that modifies data. Instead, we focus on functions
that take immutable values as input and produce new values as output. Given the same
inputs, these functions always return the same results. This is a core idea behind func-
tional programming.

Along with not modifying data, our Haskell functions usually don’t talk to the external
world; we call these functions pure. We make a strong distinction between pure code
and the parts of our programs that read or write files, communicate over network con-
nections, or make robot arms move. This makes it easier to organize, reason about, and
test our programs.

We abandon some ideas that might seem fundamental, such as having a for loop built
into the language. We have other, more flexible, ways to perform repetitive tasks.
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Even the way in which we evaluate expressions is different in Haskell. We defer every
computation until its result is actually needed—Haskell is a lazy language. Laziness is
not merely a matter of moving work around, it profoundly affects how we write
programs.

Power

Throughout this book, we will show you how Haskell’s alternatives to the features of
traditional languages are powerful and flexible and lead to reliable code. Haskell is
positively crammed full of cutting-edge ideas about how to create great software.

Since pure code has no dealings with the outside world, and the data it works with is
never modified, the kind of nasty surprise in which one piece of code invisibly corrupts
data used by another is very rare. Whatever context we use a pure function in, the
function will behave consistently.

Pure code is easier to test than code that deals with the outside world. When a function
responds only to its visible inputs, we can easily state properties of its behavior that
should always be true. We can automatically test that those properties hold for a huge
body of random inputs, and when our tests pass, we move on. We still use traditional
techniques to test code that must interact with files, networks, or exotic hardware.
Since there is much less of this impure code than we would find in a traditional lan-
guage, we gain much more assurance that our software is solid.

Lazy evaluation has some spooky effects. Let’s say we want to find the k least-valued
elements of an unsorted list. In a traditional language, the obvious approach would be
to sort the list and take the first k elements, but this is expensive. For efficiency, we
would instead write a special function that takes these values in one pass, and that
would have to perform some moderately complex bookkeeping. In Haskell, the sort-
then-take approach actually performs well: laziness ensures that the list will only be
sorted enough to find the k minimal elements.

Better yet, our Haskell code that operates so efficiently is tiny and uses standard library
functions: ‘

-- file: choo/KMinima.hs
-~ lines beginning with "--

"

are comments.
minima k xs = take k (sort xs)

It can take a while to develop an intuitive feel for when lazy evaluation is important,
but when we exploit it, the resulting code is often clean, brief, and efficient.

As the preceding example shows, an important aspect of Haskell’s power lies in the
compactness of the code we write. Compared to working in popular traditional lan-
guages, when we develop in Haskell we often write much less code, in substantially
less time and with fewer bugs.
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Enjoyment

We believe that it is easy to pick up the basics of Haskell programming and that you
will be able to successfully write small programs within a matter of hours or days.

Since effective programming in Haskell differs greatly from other languages, you should
expect that mastering both the language itself and functional programming techniques
will require plenty of thought and practice.

Harking back to our own days of getting started with Haskell the good news is that
the fun begins early: it’s simply an entertaining challenge to dig into a new language—
in which so many commonplace ideas are different or missing—and to figure out how
to write simple programs.

For us, the initial pleasure lasted as our experience grew and our understanding deep-
ened. In other languages, it’s difficult to see any connection between science and the
nuts-and-bolts of programming. In Haskell, we have imported some ideas from abstract
mathematics and put them to work. Even better, we find that not only are these ideas
easy to pick up, but they also have a practical payoff in helping us to write more com-
pact, reusable code.

Furthermore, we won’t be putting any “brick walls” in your way. There are no especially
difficult or gruesome techniques in this book that you must master in order to be able
to program effectively.

That being said, Haskell is a rigorous language: it will make you perform more of your
thinking up front. It can take a little while to adjust to debugging much of your code
before you ever run it, in response to the compiler telling you that something about
your program does not make sense. Even with years of experience, we remain aston-
ished and pleased by how often our Haskell programs simply work on the first try, once
we fix those compilation errors.

What to Expect from This Book

We started this project because a growing number of people are using Haskell to solve
everyday problems. Because Haskell has its roots in academia, few of the Haskell books
that currently exist focus on the problems and techmques of the typical programming
that we’re interested in.

With this book, we want to show you how to use functional programming and Haskell
to solve realistic problems. We take a hands-on approach: every chapter contains doz-
ens of code samples, and many contain complete applications. Here are a few examples
of the libraries, techniques, and tools that we’ll show you how to develop:
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 Create an application that downloads podcast episodes from the Internet and
stores its history in an SQL database.

 Test your code in an intuitive and powerful way. Describe properties that ought to
be true, and then let the QuickCheck library generate test cases automatically.

* Take a grainy phone camera snapshot of a barcode and turn it into an identifier
that you can use to query a library or bookseller’s website.

* Write code that thrives on the Web, Exchange data with servers and clients written
in other languages using JSON notation. Develop a concurrent link checker.

A Little Bit About You

What will you need to know before reading this book? We expect that you already
know how to program, but if you’ve never used a functional language, that’s fine.

No matter what your level of experience is, we tried to anticipate your needs; we go
out of our way to explain new and potentially tricky ideas in depth, usually with ex-
amples and images to drive our points home.

As a new Haskell programmer, you’ll inevitably start out writing quite a bit of code by
hand for which you could have used a library function or programming technique, had
you just known of its existence. We packed this book with information to help you get
up to speed as quickly as possible.

Of course, there will always be a few bumps along the road. If you start out anticipating
an occasional surprise or difficulty along with the fun stuff, you will have the best
experience. Any rough patches you might hit won’t last long.

As you become a more seasoned Haskell programmer, the way that you write code will
change. Indeed, over the course of this book, the way that we present code will evolve,
as we move from the basics of the language to increasingly powerful and productive
features and techniques.

What to Expect from Haskell

Haskell is a general-purpose programming language. It was designed without any ap-
plication niche in mind. Although it takes a strong stand on how programs should be
written, it does not favor one problem domain over others.

While at its core, the language encourages a pure, lazy style of functional programming,
this is the default, not the only option. Haskell also supports the more traditional mod-
els of procedural code and strict evaluation. Additionally, although the focus of the
language is squarely on writing statically typed programs, it is possible (though rarely
seen) to write Haskell code in a dynamically typed manner.
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Compared to Traditional Static Languages

Languages that use simple static type systems have been the mainstay of the program-
ming world for decades. Haskell is statically typed, but its notion of what types are for
and what we can do with them is much more flexible and powerful than traditional
languages. Types make a major contribution to the brevity, clarity, and efficiency of
Haskell programs.

Although powerful, Haskell’s type system is often also unobtrusive. If we omit explicit
type information, a Haskell compiler will automatically infer the type of an expression
or function. Compared to traditional static languages, to which we must spoon-feed
large amounts of type information, the combination of power and inference in Haskell’s
type system significantly reduces the clutter and redundancy of our code.

Several of Haskell’s other features combine to further increase the amount of work we
can fit into a screenful of text. This brings improvements in development time and
agility; we can create reliable code quickly and easily refactor it in response to changing
requirements. '

Sometimes, Haskell programs may run more slowly than similar programs written in
C or C++. For most of the code we write, Haskell’s large advantages in productivity
and reliability outweigh any small performance disadvantage.

Multicore processors are now ubiquitous, but they remain notoriously difficult to pro-
gram using traditional techniques. Haskell provides unique technologies to make
multicore programming more tractable. It supports parallel programming, software
transactional memory for reliable concurrency, and it scales to hundreds of thousands
of concurrent threads.

Compared to Modern Dynamic Languages

Over the past decade, dynamically typed, interpreted languages have become increas-
ingly popular. They offer substantial benefits in developer productivity. Although this
often comes at the cost of a huge performance hit, for many programming tasks pro-
ductivity trumps performance, or performance isn’t a significant factor in any case.

Brevity is one area in which Haskell and dynamically typed languages perform similarly:
in each case, we write much less code to solve a problem than in a traditional language.
Programs are often around the same size in dynamically typed languages and Haskell.

When we consider runtime performance, Haskell almost always has a huge advantage.
Code compiled by the Glasgow Haskell Compiler (GHC) is typically between 20 to 60
times faster than code run through a dynamic language’s interpreter. GHC also pro-
vides an interpreter, so you can run scripts without compiling them.

Another big difference between dynamically typed languages and Haskell lies in their
philosophies around types. A major reason for the popularity of dynamically typed
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languages is that only rarely do we need to explicitly mention types. Through automatic
type inference, Haskell offers the same advantage.

Beyond this surface similarity, the differences run deep. In a dynamically typed
language, we can create constructs that are difficult to express in a statically typed
language. However, the same is true in reverse: with a type system as powerful as Has-
kell’s, we can structure a program in a way that would be unmanageable or infeasible
in a dynamically typed language.

It’s important to recognize that each of these approaches involves trade-offs. Very
briefly put, the Haskell perspective emphasizes safety, while the dynamically typed
outlook favors flexibility. If someone had already discovered one way of thinking about
types that was always best, we imagine that everyone would know about it by now.

Of course, we, the authors, have our own opinions about which trade-offs are more
beneficial. Two of us have years of experience programming in dynamically typed lan-
guages. We love working with them; we still use them every day; but usually, we prefer
Haskell. ~

Haskell in Industry and Open Source

Here are justa few examples of large software systems that have been created in Haskell.
Some of these are open source, while others are proprietary products:

* ASIC and FPGA design software (Lava, products from Bluespec, Inc.)

* Music composition software (Haskore)

* Compilers and compiler-related tools (most notably GHC)

» Distributed revision control (Darcs)

Web middleware (HAppS, products from Galois, Inc.)

The following is a sample of some of the companies using Haskell in late 2008, taken
from the Haskell wiki (http://www.haskell.org/haskellwiki/Haskell_in_industry):

ABN AMRO
An international bank. It uses Haskell in investment banking, in order to measure
the counterparty risk on portfolios of financial derivatives.

Anygma
A startup company. It develops multimedia content creation tools using Haskell.
Amgen
A biotech company. It creates mathematical models and other complex applica-
tions in Haskell.
Bluespec
An ASIC and FPGA design software vendor. Its products are developed in Haskell,
and the chip design languages that its products provide are influenced by Haskell.
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Eaton
Uses Haskell for the design and verification of hydraulic hybrid vehicle systems.

Compilation, Debugging, and Performance Analysis

For practical work, almost as important as a language itself is the ecosystem of libraries
and tools around it. Haskell has a strong showing in this area.

The most widely used compiler, GHC, has been actively developed for over 15 years
and provides a mature and stable set of features:

* Compiles to efficient native code on all major modern operating systems and CPU
architectures

* Easy deployment of compiled binaries, unencumbered by licensing restrictions

¢ Code coverage analysis

* Detailed profiling of performance and memory usage

. Thoroﬁgh documentation

* Massively scalable support for concurrent and multicore programming

¢ Interactive interpreter and debugger

Bundled and Third-Party Libraries

The GHC compiler ships with a collection of useful libraries. Here are a few of the
common programming needs that these libraries address:

* File I/O and filesystem traversal and manipulation

* Network client and server programming

» Regular expressions and parsing

* Concurrent programming

* Automated testing

* Sound and graphics
The Hackage package database is the Haskell community’s collection of open source
libraries and applications. Most libraries published on Hackage are licensed under lib-
eral terms that permit both commercial and open source use. Some of the areas covered
by these open source libraries include the following:

* Interfaces to all major open source and commercial databases

* XML, HTML, and XQuery processing

» Network and web client and server development

* Deskrop GUISs, including cross-platform toolkits

* Support for Unicode and other text encodings
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A Brief Sketch of Haskell’s History

The development of Haskell is rooted in mathematics and computer science research.

Prehistory

A few decades before modern computers were invented, the mathematician Alonzo
Church developed a language called lambda calculus. He intended it as a tool for in-
vestigating the foundations of mathematics. The first person to realize the practical
connection between programming and lambda calculus was John McCarthy, who cre-
ated Lisp in 1958.

During the 1960s, computer scientists began to recognize and study the importance of
lambda calculus. Peter Landin and Christopher Strachey developed ideas about the
foundations of programming languages: how to reason about what they do (operational
semantics) and how to understand what they mean (denotational semantics).

In the early 1970s, Robin Milner created a more rigorous functional programming lan-
guage named ML. While ML was developed to help with automated proofs of mathe-
matical theorems, it gained a following for more general computing tasks.

The 1970s also saw the emergence of lazy evaluation as a novel strategy. David Turner
developed SASL and KRC, while Rod Burstall and John Darlington developed NPL and
Hope. NPL, KRC, and ML influenced the development of several more languages in
the 1980s, including Lazy ML, Clean, and Miranda.

Early Antiquity

By the late 1980s, the efforts of researchers working on lazy functional languages were
scattered across more than a dozen languages. Concerned by this diffusion of effort, a
number of researchers decided to form a committee to design a common language.
After three years of work, the committee published the Haskell 1.0 specification in
1990. It named the language after Haskell Curry, an influential logician. ‘

Many people are rightfully suspicious of “design by committee,” but the output of the
Haskell committee is a beautiful example of the best work a committee can do. They
produced an elegant, considered language design and succeeded in unifying the frac-
tured efforts of their research community. Of the thicket of lazy functional languages
that existed in 1990, only Haskell is still actively used.

Since its publication in 1990, the Haskell language standard has seen five revisions,
most recently in 1998. A number of Haskell implementations have been written, and
several are still actively developed.
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During the 1990s, Haskell served two main purposes. On one side, it gave language
researchers a stable language in which to experiment with making lazy functional
programs run efficiently and on the other side researchers explored how to construct
programs using lazy functional techniques, and still others used it as a teaching
language.

The Modern Era

While these basic explorations of the 1990s proceeded, Haskell remained firmly an
academic affair. The informal slogan of those inside the community was to “avoid
success at all costs.” Few outsiders had heard of the language at all. Indeed, functional
programming as a field was quite obscure.

During this time, the mainstream programming world experimented with relatively
small tweaks, from programming in C, to C++, to Java. Meanwhile, on the fringes,
programmers were beginning to tinker with new, more dynamic languages. Guido van
Rossum designed Python; Larry Wall created Perl; and Yukihiro Matsumoto developed
Ruby.

As these newer languages began to seep into wider use, they spread some crucial ideas.
The first was that programmers are not merely capable of working in expressive lan-
guages; in fact, they flourish. The second was in part a byproduct of the rapid growth
in raw computing power of that era: it’s often smart to sacrifice some execution per-
formance in exchange for a big increase in programmer productivity. Finally, several
of these languages borrowed from functional programming.

Over the past half decade, Haskell has successfully escaped from academia, buoyed in
part by the visibility of Python, Ruby, and even JavaScript. The language now has a
vibrant and fast-growing culture of open source and commercial users, and researchers
continue to use it to push the boundaries of performance and expressiveness.

Helpful Resources

As you work with Haskell, you’re sure to have questions and want more information
about things. The following paragraphs describe some Internet resources where you
can look up information and interact with other Haskell programmers.

Reference Material

The Haskell Hierarchical Libraries reference
Provides the documentation for the standard library that comes with your com-
piler. This is one of the most valuable online assets for Haskell programmers.

Haskell 98 Report
Describes the Haskell 98 language standard.
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GHC Users’s Guide
Contains detailed documentation on the extensions supported by GHC, as well as
some GHC-specific features.

Hoogle and Hayoo
Haskell API search engines. They can search for functions by name or type.

Applications and Libraries

If you’re looking for a Haskell library to use for a particular task or an application
written in Haskell, check out the following resources:

The Haskell community '
Maintains a central repository of open source Haskell libraries called Hackage
(http://hackage.haskell.org/). It lets you search for software to download, or browse
its collection by category.

The Haskell wiki (http://haskell.org/haskellwiki/Applications_and_libraries)
Contains a section dedicated to information about particular Haskell libraries.

The Haskell Community

There are a number of ways you can get in touch with other Haskell programmers, in
order to ask questions, learn what other people are talking about, and simply do some
social networking with your peers:

* The first stop on your search for community resources should be the Haskell web-
site (http://'www.haskell.org/). This page contains the most current links to various
communities and information, as well as a huge and actively maintained wiki.

* Haskellers use a number of mailing lists (http://haskell.org/haskellwiki/Mailing
_lists) for topical discussions. Of these, the most generally interesting is named
haskell-cafe. It has a relaxed, friendly atmosphere, where professionals and aca-
demics rub shoulders with casual hackers and beginners.

* For real-time chat, the Haskell IRC channel (http://haskell.org/haskellwiki/IRC
_channel), named #haskell, is large and lively. Like haskell-cafe, the atmosphere
stays friendly and helpful in spite of the huge number of concurrent users.

* There are many local user groups, meetups, academic workshops, and the like;
there is a list of the known user groups and workshops (http://haskell.org/haskell
wiki/User_groups). ‘

* The Haskell Weekly News (http://sequence.complete.org/) is a very-nearly-weekly
summary of activities in the Haskell community. You can find pointers to inter-
esting mailing list discussions, new software releases, and similar things.

* The Haskell Communities and Activities Report (http://haskell.org/communities/)

collects information about people that use Haskell and what they’re doing with it.
It’s been running for years, so it provides a good way to peer into Haskell’s past.
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