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Preface

Until now, C programming language is regarded as one of most common languages
in the world. Its properties include simple expressions, smooth control flows and
data structures, a rich set of operators, etc. Generally, languages are classified
two categories: high-level language and low-level language. But C language is
called “middle-level” language. It means that C language not only possess well
structure in high-level language, but also has low layer driver in low-level
language. It is less restricted, powerful, and therefore more convenient and effective.

C language was designed firstly by Dennis Ritchie in 1973. From then, it
spreads all over the world from its original place—Bell Laboratory. It has been a
public language for all of programmers in the world. It has disseminated into China
for many years and translated into many kinds of Chinese edition. But because of
differences between English and Chinese, many readers often feel confused and
uncomfortable in understanding.

In order to catch up the international advanced level of education, the Ministry
of Education proposed a policy called “bilingual teaching” ten years ago. It greatly
facilitates and promotes the use of original materials. However, from our teach-
ing experiences for many years, we find that there are some problems. For one
example, the contents in original book are excessive so that it is no time for
students to read completely. For another example, the profound concept and text
description make students understanding difficultly. So, for sake of rapid increas-
ing the students’ standard, as “middleware”, we write this book.

This book has nine chapters and an appendix. In Chapter 1, we simply intro-
duce the concepts of computer hardware and software, especially the importance
of software engineering. In Chapter 2, we tell the readers how to solve a problem
using the computer soul—algorithm. The basic knowledge about program struc-
ture, data type, and expression is described in Chapter 3. The three basic programming
structures including sequence, selection and circulation are explained in Chapter
4. A very important concept—array is narrated in Chapter 5. Function is the
characteristic of C language, because C is a functional language. So, in Chapter 6,



Il Cis L3k

we discuss the function concept for readers. Pointer is a major feature of C language.
We interpret it thoroughly in Chapter 7. In Chapter 8, we explain the structure
design for a program. The last chapter that is Chapter 9 will describe emphatically
the concept about file. Of course, in order to study, grasp and apply C language
for programmers, we write an appendix so that the programmer can rapidly
search many functionsin kinds of libraries.

This book is written for students in connection with bilingual teaching. During the
writing, we have always obtained many more support and encouragement from
teachers and teaching assistants in C course group including Jia Boqgi, Gu Weibin,
Yin Long, Zen Lingzi, etc. Here, we express our sincere thanks to them.

At last, without a doubt, there are some wrong in this book because of our

knowledge level. We sincerely accept your criticism and correction of our readers.

Yin Dong, Fang Yi, Xu Jun, Zhou Yuanyuan
2014. 02 in Hefei
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Chapter 1 Fundamentals

It is nearly 70 years from the first birth of computer to present. Computer

brings us huge change in our society and life. It has become one necessary tool of
our work and life. So the studying and understanding of computer science is very

important for us.

1.1 A Simple Structure of Computer Hardware

In these years, the development of computer experiences several gaps.
Personal computer (PC) as example, it has been 8086, 80286, 80386,...,PV,
dual-core, etc. PC develops very rapidly. However, it still composes of two
parts: one main computer, another peripheral. Main computer includes Mother-
board, Center Process Unit (CPU), Main Memory, Adapters, Hard Disk, DVD
Player, etc. Peripheral includes Mouse, Keyboard, Monitor, Printer, Scanner,
Digitizer, Plotter, etc. Fig. 1.1 is a model of PC. Fig. 1. 2 is an instance of each

part. Fig. 1. 3 is another kind of computer whose name is notebook computer.

Fig.1.1 Model of PC
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(¢) Main memory

(e) Hard Disk (f) DVD Player

E R R e o] b e

(g) Mouse (h) Keyboard
(j) Printer (k) Scanner (1) Digitizer (m) Plotter

Fig.1.2 Instance for Each Part

Fig.1.3 Notebook Computer
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1.2 The Computer Soul—Software

Software divides into two parts. One is called System Software such as Win 7,
Windows XP, UNIX, and Linux. Another is called Application Software such as
Microsoft Office, WinRAR, and C Programming Language. System Software is a
system which controls and coordinates the computer and peripherals. It supparts
the development and operation of Application Software. Application Software is
all kinds of programming languages used by user and its application program
package programmed by language. Let us emphatically talk about programming
software as follows.

Computer programming language includes low-level language and high-level
language. Low-level language like machine language, Macro Assembler LLanguage
can directly operate those hardwares. But these languages are rarely used in recent
years because of inconvenient program writing. High-level language including
FORTRAN, BASIC, Pascal, and Lisp is current main programming tool. In this
text, you will learn how to use the C programming language.

In fact, you can select any programming language to program an application
software production. It all depends on your preferences. Because each of pro-
gramming language has its own characteristics. There is no good or bad lan-
guage, but which is more appropriate. Because of having low-level and high-level
programming language characteristics, C programming language has been a crowd
favorite. So C language is also called middle-level language. Please note that the
word “middle-level” means that it has not only an ability to control and operate
those low-level devices and also has good software structure. Good structure is an

important aspect of a programming language.

1.3 C Language and Its Integrated Development

In general, the program in most of programming languages must first be
translated into the low-level machine language appropriate to the computer on
which the program will run. So it has three procedures—compiling, linking, exe-
cuting. It is corresponding to have three kinds of files—source file, object file and

executable file. A file containing program text is called source file. The program
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text will be entered into source file by editor. The general process of entering or
changing the contents of a source file is called editing that file. Once you have a
source file, you can use the compiler to translate the source file into a format the
computer can understand directly. The compiler translates the source file into the
second file—object file. This object file contains the actual instructions appropriate
for that computer system. Next, the object file is combined together with other
object files to produce an executable file that can run on the system. These other
object files typically include predefined object files—libraries which contain the
machine language instructions for various operations commonly required by pro-
grams. The process of combing all the individual object files into an executable
file is called linking. Once you have an executable file, you can run it on your

computer. The entire process is illustrated by the diagram shown in Fig. 1. 4.

Source file Object file
#include (stdio.h)
void main (void) 010010101010000010
compiler 101010101010000101
printf(“Hello\n" ); 010101010101010000

}

Other object files/

libraries Executable file

010010101010000010

000101010101010011 101010101010000101
010101010101010000

010101010010111000—————>

101010111110001010 000101010101010011
010101010010111000
101010111110001010

Fig.1.4 The Diagram of Entire Process

As Fig. 1. 4, in any case, the only file that contains something we can read is
the source file. The other files contain information intended solely for the
machine. As a programmer, all your work takes place in the context of the
source. You edit it and use compiler to translate it.

Of course, programming languages have their own vocabulary and their own
set of grammatical rules like human languages. These rules make it possible to
determine that certain statements are properly constructed and the others are not.
They are called syntax rules which determine whether a statement is legally

constructed. When you compile a program, the compiler first checks whether
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your program is syntactically correct. If you don’t comply with the syntactic
rules, the compiler will display an error message. Errors that result from break-
ing these rules are called syntax errors including warning and fatal error. Any
error isn’t allowed to happen. You must re-edit the program to correct the error
until your program is completely right.

But syntax errors can be frustrating, particularly for new programmers.
Although you don’t violate the syntactic rules, your legal program somehow
comes up with incorrect answers or fails to produce answers at all. Why? That’s
because you have made a mistake in the logic of the program which is the type of
mistake called a bug. The process of finding and correcting such mistakes is called
debugging. It is an important part of the programming process. Almost certainly,
your legal program has a bug in it because your program is just suit for some
data. As a programmer, you must constantly find bugs and fix them. Once that
is done, you should find the next bug and fix it. You should always be skeptical

of your own programs and test them as thoroughly as you can.

1.4 Software Engineering

One of the most surprising aspects of software development is that programs
require maintenance. For most programs, the paying to programmers for maintaining
the software after it has been released constitutes above 80 percent of the total
cost. Software requires maintenance for two principal reasons. First, even after
considerable testing, bugs can still survive in the original code. Then, when some
unusual situation arises or a previously unanticipated load occurs, the bug makes
the program fail. Thus, debugging is an essential part of program maintenance.

A reason that makes program maintenance so difficult is that most program-
mers don’t write their programs for the long haul. To them it seems sufficient to
get the program working and then they move on to something else. The discipline
of writing programs that they can be understood and maintained by others is
called software engineering. You are encouraged to write programs that demon-
strate good engineering style.

It is very important that as you write your program, try to imagine how
someone else might feel if called upon to read them two years later. A series of

questions come up. Would your program make sense? Would the program itself
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indicate to the new reader what you were trying to do? Would it be easy to
change? Or would it seem obscure and convoluted? If you put yourself in the place
of the future maintainer, it will help you to appreciate why good style is critical.

Many novice programmers are disturbed to learn that there is no precise set
of rules you can follow to ensure good programming style. Good software engi-
neering is not a cookbook sort of process. Instead, it is a skill blended with more
than a little bit of ‘artistry. Practice is critical. One learns to write good programs
by writing them, and by reading others, much as one learns to be a novelist.
Good programming requires discipline—the discipline not to cut corners or to
forget about that future maintainer in the rush to complete a project. And good
programming style requires developing an aesthetic sense—a sense of what it

means for a program to be readable and well presented.

éSummary

The purpose of this chapter is to set the stage for learning about computer
science and programming. You have focused on what the programming process
involves and how it relates to the domain of computer science.

The important points introduced in this chapter include:

(1) The physical components of a computer system—the parts you can see
and touch—constitute hardware. Before computer hardware is useful, however,
you must specify a sequence of instructions, or program, that tells the hardware
what to do. Such programs are called software.

(2) Computer science is not so much the science of computers as it is the
science of solving problems using computers.

(3) Programs are typically written using a high-level language that is then
translated by a compiler into the low-level machine language of a specific computer
system.

(4) To run a program, you must first create a source file containing the text
of the program. The compiler translates the source file into an object file, which
is then linked with other object files to create the executable program.

(5) The most serious type of programming error is one that is syntactically
correct but that nonetheless causes the program to produce incorrect results or no

results at all. This type of error, in which your program does not correctly solve
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a problem because of a mistake in your logic, is called a bug. The process of find-
ing and fixing bugs is called debugging.

(6) Most programs must be updated periodically to correct bugs or to respond to
changes in the demands of the application. This process is called software
" maintenance. Designing a program so that it is easy to maintain is an essential

part of software engineering.

6 Exercises

1. What is the difference between hardware and software?
2. What is meant by the term higher-level language?
3. What is the relationship between a source file and an object file? As a pro-
grammer, which of these files do you work with directly?
4. What is the difference between a syntax error and a bug?
5. What is meant by the term software maintenance?
6. Why is it important to apply good software engineering principles when

you write your programs?




Chapter 2 Problem Solving Method

You have learned about the basic principle in Chapter 1. From now on, you

need to know something about algorithm, idioms, paradigms included, which are

the programmer has to learn by heart.

2.1 Algorithms

Programming is the science of solving problems by computers. Before writ-
ing a program, a programmer must clearly understand the desired result and how
the proposed program will produce it. In this regard, it is useful to realize that a
computer program describes a computational procedure called an algorithm. An
algorithm is a step-by-step sequence of instructions that describes how to perform
a computation,

Firstly, we talk about something familiar to us, something like Gauss-as-a-
child’s story. When the teacher asked children how to add all the consecutive
whole numbers from 1 to 100, only Gauss gave the following explanation: imagine
that wrote the sum twice, once to the right and over backwards on top of each
other, as follows: 2 !
1+2+3+--+98+99+100
100+99-+98+-+++3+2-+41

If we add one column at all given the same (Fig. 2.1): 1+100=101, 2+99
=101,3+98=101, etc. So the answer is 100 times 101 divided by 2 since we



