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Introduction:
How to Use This Book

I designed this book with the goal of most efficiently teaching you what
software reliability engineering is and how to apply it in software
development and testing and software development. My object is to
concretely help you deal with the conflicting and very stressful pres-
sures that are probably impinging on you (If they aren’t, where do you
work and do they have any job openings?!). Software reliability engi-
neering is a skill that can make you more competitive, whether you
develop or use software-based systems or are a university student
learning to become a software developer or user. The book focuses on
practice, presenting methods that have been successfully used in many
applications, and avoiding ideas that have not yet been sufficiently
proved in actual use.

As you will see, I pay particular attention to testing, but with a very
broad perspective. For example, I expect that testers will participate on
the system engineering team and will directly interface with users of
the software-based product. Also, I envision that many other software
development personnel will be involved with testing and must there-
fore have a broad understanding of it.

I expect that the book will be of special value to you if you are a soft-
ware tester, software developer, system engineer, system architect,
quality assurance engineer, reliability engineer, or development man-
ager of a project that contains software; or, of course, a student prepar-
ing for one or more of these roles. It is intended to help you as a text in
learning the subject, a deskside companion as you start to apply soft-
ware reliability engineering, and a reference in handling special situa-
tions you may encounter. Thus you will see particular emphasis on
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simplifying the material and organizing it for easy learning. The orga-
nization and presentation of the material evolved through seven years
of experience teaching this subject to several thousand practitioners in
many different organizations and a wide variety of software applica-
tions, and guiding them in learning it. I pay special attention to
describing the software reliability engineering process step by step.
The table of contents reinforces this hierarchy and makes it easy to find
the detail for any step. Finally, I devoted special effort to preparing an
index with multiple terms for recalling a topic.

The core sections (sections other than frequently asked questions,
special situations, and background) of Chaps. 1 to 6 include only the
material that you need to know for the common situations you will
encounter in practice. The software reliability engineering process
used in practice is described in Chap. 1. The chapter structure of the
book reflects the process, each of Chaps. 2 through 6 covering one of the
principal activities. I illustrate the process throughout by a unified
simple example, Fone Follower. This example is adapted from a real
project, but with proprietary data deleted and the material simplified
for learning.

Each chapter includes up to three supplementary sections: special
situations, frequently asked questions, and background. The special
situations sections present techniques that are usually needed only for
certain projects and systems. The frequently asked questions sections
provide some 350 of the better questions (and answers) that have been
posed to me in my experience teaching several thousand practitioners
and consulting for various organizations. They represent the back-
grounds, ways of learning, and perspectives of different people working
on different projects. You may find that some of them correspond with
yours. Thus they may help you better understand the topics. Professors
should find many of these useful to assign as exercises, in addition to
the problems provided at the end of many chapters. The background
sections contain supplementary information that can enrich your
understanding of the chapter but is not essentidl to exercising the prac-
tice. For example, it may present theory or explanation that justifies or
supports various activities of the practice. The order of the supplemen-
tary sections is a natural one; you progress from material that occurs
sometimes in practice to an elucidation of practice to material that
describes the rationale behind the practice but doesn’t have to be
understood to perform the practice.

Both the frequently asked questions and the background sections
may cover topics already treated in the core sections. However, they do
so from different perspectives or greater depth. I considered the possi-
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bility of integrating this material with the corresponding material in
the core sections but deliberately decided not to do so. Most practition-
ers told me that the core sections should be as simple and short as pos-
sible, so that they could learn the essential basics quickly, and that all
supplementary material should be separated from them.

Chapter 7 discusses how to deploy software reliability engineering in
your organization. The background material needed to enrich your
understanding of software reliability models is quite extensive, hence
it is covered in a separate chapter (Chap. 8).

Appendix A provides a step-by-step outline of the software reliability
engineering process; I recommend you keep it by your desk as a guide and
checkoff list the first time you use software reliability engineering. In my
classes for practitioners, we learn by doing through workshops. Each
workshop has teams of participants organized on project lines. After we
cover each chapter, each work group discusses the material related to
that chapter and tries to apply it to their project. If university students
are working on a sample software engineering project as part of their
total course work, the workshops can integrate very nicely with it. I have
provided the template that we use to guide the workshops in App. B. This
will help guide project teams that are deploying software reliability engi-
neering, particularly if they are using a self-study approach.

Appendix C contains a glossary of terms used in this book and App.
D a summary of the few formulas you may need. Appendix E lists the
software reliability engineering and testing functions that can be
helped with software tools.

Appendix F describes how to use CASRE, the Computer-Aided
Software Reliability Estimation tool (Nikora 1994). Although not the
only software reliability estimation tool, I chose it because of its conve-
nient graphical user interface and its wide availability through the CD
ROM included in the Handbook of Software Reliability Engineering
(Lyu 1996). CASRE consists of a graphical interface and the SMERFS
(Statistical Modeling and Estimation of Reliability Function for
Software) software reliability estimation program (Farr and Smith
1992). CASRE developers plan a new version with an improved user
interface. We can also expect a new version of SMERFS called
SMERFS Cubed (SMERFS 3), with a graphical interface of its own.
Both new programs will hopefully be distributed on the Internet (see
Software Reliability Engineering web site below).

Some chapters include problems designed to reinforce the material
presented; I have provided the answers to these problems in App. G.
Appendix H is a sampling of references to papers and articles that have
been published by users of software reliability engineering. These
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papers may be useful to you as models of applications, particularly
when the application is similar to yours.

University students, researchers, and others who wish to explore the
theory of software reliability engineering in depth will find Musa,
Iannnino, and Okumoto (1987) an excellent reference. The IEEE
Transactions on Software Engineering and the IEEE Transactions on
Reliability frequently publish papers in this area.

The IEEE Technical Committee on Software Reliability Engineering,
a branch of the Software Engineering Technical Council of the IEEE
Computer Society, is generally considered the leading professional orga-
nization in this field (web site http:/www.tcse.org). Among other activ-
ities, it publishes a newsletter and it sponsors the annual International
Symposium on Software Reliability Engineering. Other relevant pro-
fessional organizations include the IEEE Reliability Society, the
American Society for Quality Control and The European organization
ENCRESS (web site http:/www.csr.ncl.ac.uk/clubs/encress.html).
There is an electronic bulletin board on the Internet (subscribe at
vishwa@hac2arpa.hac.com,post to sw-rel@igatel.hac com).

I personally maintain a regularly updated Software Reliability
Engineering web site (http://members.aol.com/JohnDMusa/). It provides
information on a course I teach based on this book. In the course, you
apply software reliability engineering to your own job and receive guid-
ance and feedback. The site also includes a general overview, a section
for managers, a list of published articles by those who have applied this
practice, a Question of the Month (with answer), information on software
reliability estimation programs, links to other sites, and other resources.
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Chapter

Overview of
Software Reliability Engineering

Be sure to read the Introduction to the book before starting this chap-
ter; it explains the organization of all the chapters.
Software development is plagued with one or more high risks:

1. .Unreliability of the released product
2. Missed schedules

3. Cost overruns

These situations can lead to loss of market share and/or loss of prof-
itability. Hence the pressure we developers and testers feel is often
overwhelming.

In response to this problem, much attention has been given to the
mechanics of development and testing, and many tools have been built
to support the process. Researchers have addressed the theory of soft-
ware development and testing and the many difficult questions it
entails. However, we have paid too little attention to the engineering of
reliability in software-based products. Engineering software reliability
means developing a product in such a way that the product reaches the
“market” at the right time, at an acceptable cost, and with satisfactory
reliability. You will note that market is in quotes; this is to convey a
broad meaning beyond the world of commercial products. Even prod-
ucts built for the military and for governments have a market in the
sense that product users have alternatives that they can and will
choose if a product is too late, too costly, or too unreliable.

The traditional view of development and testing does not provide us
with enough power to achieve this engineering goal. Software reliability

1



2 Chapter One

engineering takes a much broader, more proactive view. Software relia-
bility engineering, for example, has shown that the most efficient testing
involves activities that occur throughout the product life cycle and that
interface with system engineering and system design tasks. Software
reliability engineering therefore empowers testers to take leadership
positions in meeting user needs. It involves system engineers, system
architects, potential users, managers (Musa, 1996¢), and developers as
collaborators (Musa, 1996a, 1996b, 1997¢, 1997d, 1997g; Musa and
Widmaier, 1996).

The standard definition of reliability for software (Musa, Iannino,
and Okumoto, 1987) is the probability of execution without failure for
some specified interval of natural units or time. Thus we use a defini-
tion that is compatible with that used for hardware reliability,
although the mechanisms of failure may be different. The compatibili-
ty enables us to work with systems that are composed of both software
and hardware components.

The product characteristics described—reliability, development
time, and cost—are attributes of a more general characteristic—prod-
uct quality. Product quality is the right balance among these charac-
teristics. Getting a good balance means you must pick quantitative
objectives for the three characteristics and measure the characteristics
as development proceeds.

Projects, of course, have for some time been able to set objectives for
delivery date and cost of products and measure progress toward these
objectives. What has been lacking until recently has been the ability to
do the same thing for reliability for software-based systems. Since the
1940s, we have been able to set reliability objectives and measure reli-
ability for pure hardware systems. However, the proportion of such sys-
tems is now rapidly diminishing to near nonexistence, hence the need
for and the development of software reliability engineering.

1.1 What is Software Reliability Engineering
and How Does It Help Development
and Testing?

Software reliability engineering is the only standard, proven best prac-
tice that empowers testers and developers to simultaneously

1. Ensure that product reliability meets user needs

Speed the product to market faster

Reduce product cost

Improve customer satisfaction and reduce the risk of angry users

ANl

Increase their productivity
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You can use software reliability engineering for any release of any
software-based product, beginning at the start of any release cycle.
Hence you can easily handle legacy products. We use the term soft-
ware-based to emphasize that there are no pure software systems;
therefore, hardware must always be addressed in your analysis. Before
applying software reliability engineering to the testing of any product,
you must first test (or verify in some other manner) and then integrate
the units or modules into complete functions that you can execute.

Software reliability engineering works by applying two fundamental
ideas. First, it delivers the desired functionality for the product under
development much more efficiently by quantitatively characterizing
the expected use of the product and using this information to

1. Precisely focus resources on the most used and/or most critical func-
tions

2. Make testing realistically represent field conditions

Critical means having great extra value when successful or great extra
impact when failing. This value or impact can be with respect to human
life, cost, or system capability.

Second, software reliability engineering balances customer needs for
reliability, development time, and cost precisely and hence more effec-
tively. To do so, it sets quantitative reliability as well as schedule and
cost objectives. It engineers strategies to meet these objectives. Finally,
software reliability engineering tracks reliability in test and uses it as
a release criterion. With software reliability engineering you deliver
“just enough” reliability and avoid both the excessive costs and devel-
opment time involved in “playing it safe” and the risk of angry users
and product disaster resulting from an unreliable product.

Software reliability engineering is based on a solid body of theory
(Musa, Iannino, and Okumoto, 1987) that includes operational profiles,
random process software reliability models, statistical estimation, and
sequential sampling theory. Software personnel have practiced software
reliability engineering extensively over a period dating back to 1973
(Musa and Iannino, 1991b). At AT&T it has been a best current practice
(BCP) since May 1991 (Donnelly, Everett, Musa, and Wilson, 1996).
Selection as an AT&T BCP was significant because very high standards
were imposed. First, you had to use the proposed practice on several (typ-
ically at least 8 to 10) projects and achieve significant, documented ben-
efit to cost ratios, measured in financial terms. You then developed a
detailed description of the practice and how you used it on the projects,
along with a business case for adopting it. Committees of experienced
third- and fourth-level managers subjected the description and the case
to a probing lengthy review. Typically, the review lasted several months,
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with detailed examinations being delegated to first-level software man-
agers and senior software developers. The review of the software relia-
bility engineering BCP proposal involved more than 70 such people.
Comments requiring action before final review of the proposal exceeded
100. Even then, the software reliability engineering BCP was only one of
five approved from the set of some 30 proposals made in 1991.

In addition, the American Institute of Aeronautics and Astronautics
approved software reliability engineering as a standard in 1993, result-
ing in significant impact in the aerospace industry (AIAA, 1992). A
major handbook publisher issued a Handbook of Software Reliability
Engineering in 1996, further evidence of the field’s importance (Lyu,
1996). The IEEE has also been active in developing standards for soft-
ware reliability engineering.

Organizations that have used software reliability engineering include
Alcatel, AT&T, Bellcore, CNES (France), ENEA (Italy), Ericsson
Telecom (Sweden), France Telecom, Hewlett-Packard, Hitachi (Japan)
IBM, NASA’s Jet Propulsion Laboratory, NASA’s Space Shuttle project,
Lockheed-Martin, Lucent Technologies, Microsoft, Mitre, Motorola,
Nortel, North Carolina State University, Raytheon, Saab Military
Aircraft (Sweden), Tandem Computers, the U.S. Air Force, and the U.S.
Marine Corps, to name just a few. There is a selection of papers and
articles by users of software reliability engineering, describing their
experience with it, in App. H.

Tierney (1997) reported the results of a survey taken in late 1997
that showed that Microsoft has applied software reliability engineering
in 50 percent of its software development groups, including projects
such as Windows NT and Word. The benefits they observed were
increased test coverage, improved estimates of amount of test required,
useful metrics that helped them establish ship criteria, and improved
specification reviews.

AT&T’s Operations Technology Center in the Network and
Computing Services Division has used software reliability engineering
as part of its standard software development process for several years.
This process is currently undergoing 1SO certification. The Operations
Technology Center was a primary software development organization
for the AT&T business unit that won the Malcolm Baldrige National
Quality Award in 1994. At that time, it had the highest percentage of
projects using software reliability engineering in AT&T. Another inter-
esting observation is that four of the first five software winners of the
former AT&T Bell Laboratories President’s Quality Award used soft-
ware reliability engineering.

The International Definity project represents one application of soft-
ware reliability engineering. They applied it along with some related
software technologies. In comparison with a previous software release



