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Accustoming
Yourself to
Ruby

With each programming language you learn, it's important to dig in
and discover its idiosyncrasies. Ruby is no different. While it borrows
heavily from the languages that preceded it, Ruby certainly has its
own way of doing things. And sometimes those ways will surprise you.

We begin our journey through Ruby’'s many features by examining
its unique take on common programming ideas. That is, those that
impact every part of your program. With these items mastered, you'll
be prepared to tackle the chapters that follow.

Item 1: Understand What Ruby Considers to Be True

Every programming language seems to have its own way of dealing
with Boolean values. Some languages only have a single representa-
tion of true or false. Others have a confusing blend of types that are
sometimes true and sometimes false. Failure to understand which
values are true and which are false can lead to bugs in conditional
expressions. For example, how many languages do you know where
the number zero is false? What about those where zero is true?

Ruby has its own way of doing things., Boolean values included.
Thankfully, the rule for figuring out if a value is true or false is pretty
simple. It's different than other languages, which is the whole reason
this item exists, so make sure you understand what follows. In Ruby,
every value is true except false and nil.

It's worth taking a moment and thinking about what this means.
While it's a simple rule, it has some strange consequences when com-
pared with other mainstream languages. In a lot of programming lan-
guages the number zero is false, with all other numbers being true.
Using the rule just given for Ruby, zero is true. That's probably one
of the biggest gotchas for programmers coming to Ruby from other
languages.
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Another trick that Ruby plays on you if youre coming from another
language is the assumption that true and false are keywords. They're
not. In fact, they're best described as global variables that don't follow
the naming and assignment rules. What I mean by this is that they
don't begin with a “$” character, like most global variables, and they
can't be used as the left-hand side of an assignment. But in all other
regards they're global variables. See for yourself:

irb> true.class
---> TrueClass

irb> false.class
---> FalseClass

As you can see, true and false act like global objects, and like any
object, you can call methods on them. (Ruby also defines TRUE and
FALSE constants that reference these true and false objects.) They also
come from two different classes: TrueClass and FalseClass. Neither of
these classes allows you to create new objects from them; true and
false are all we get. Knowing the rule Ruby uses for conditional
expressions, you can see that the true object only exists for conve-
nience. Since false and nil are the only false values, the true object
is superfluous for representing a true value. Any non-false, non-nil
object can do that for you.

Having two values to represent false and all others to represent true
can sometimes get in your way. One common example is when you
need to differentiate between false and nil. This comes up all the
time in objects that represent configuration information. In those
objects, a false value means that something should be disabled, while
a nil value means an option wasn't explicitly specified and the default
value should be used instead. The easiest way to tell them apart is by
using the ni1? method, which is described further in Item 2. Another
way'is by using the “==" operator with false used as the left operand:

if false == x

end

With some languages there's a stylistic rule that says you should
always use immutable constants as the left-hand side of an equal-
ity operator. That's not why I'm recommending false as the left oper-
and to the “==" operator. In this case, it's important for a functional
reason. Placing false on the left-hand side means that Ruby parses
the expression as a call to the FalseClass#== method (which comes
from the Object class). We can rest safely knowing this method only
returns true if the right operand is also the false object. On the other
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hand, using false as the right operand may not work as expected
since other classes can override the Object#== method and loosen the
comparison:

irb> class Bad
def == (other)
true
end
end

irb> false == Bad.new

---> false

irb> Bad.new == false '
---> true

Of course, something like this would be pretty silly. But in my expe-
rience, that means it's more likely to happen. (By the way, we’ll cover
the “==" operator more in Item 12.)

Things to Remember
+ Every value is true except false and nil.
+ Unlike in a lot of languages, the number zero is true in Ruby.

+ If you need to differentiate between false and nil, either use the
ni1? method or use the “==" operator with false as the left operand.

Item 2: Treat All Objects as If They Could Be nil

Every object in a running Ruby program comes from a class that, in
one way or another, inherits from the BasicObject class. Imagining how
all these objects relate to one another should conjure up the familiar
tree diagram with BasicObject at the root. What this means in prac-
tice is that an object of one class can be substituted for an object of
another (thanks to polymorphism). That's why we can pass an object
that behaves like an array—but is not actually an array—to a method
that expects an Array object. Ruby programmers like to call this “duck
typing.” Instead of requiring that an object be an instance of a specific
class, duck typing shifts the focus to what the object can do; in other
words, interface over type. In Ruby terms, duck typing means you
should prefer using the respond_to? method over the is_a? method.

But in reality, it's rare to see a method inspect its arguments using
respond_to? to make sure it supports the correct interface. Instead,
we tend to just invoke methods on an object and if the object doesn't
respond to a particular method, we leave it up to Ruby to raise a
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NoMethodError exception at run time. On the surface, it seems like
this could be a real problem for Ruby programmers. Well, just between
you and me, it is. It's one of the core reasons testing is so very import-
ant. There's nothing stopping you from accidentally passing a Time
object to a method expecting a Date object. These are the kinds of
mistakes we have to tease out with good tests. And thanks to testing,
these types of problems can be avoided. But one of these polymorphic
substitutions plagues even well-tested applications:

undefined method 'fubar' for nil:NilClass (NoMethodError)

This is what happens when you call a method on an object and it turns
out to be that pesky nil object...the one and only object from the Ni1Class
class. Errors like this tend to slip through testing only to show up in
production when a user does something out of the ordinary. Another
situation where this can occur is when a method returns nil and then
that return value gets passed directly into another method as an argu-
ment. There’s a surprisingly large number of ways nil can unexpect-
edly get introduced into your running program. The best defense is to
assume that any object might actually be the nil object. This includes
arguments passed to methods and return values from them.

One of the easiest ways to avoid invoking methods on the nil object
is by using the ni1? method. It returns true if the receiver is nil and
false otherwise. Of course, nil objects are always false in a Boolean
context, so the if and unless expressions work as expected. All of the
following lines are equivalent to one another:

person.save 1if person
person.save 1if !person.nil?
person.save unless person.nil?

It’s often easier to explicitly convert a variable into the expected type
rather than worry about nil all the time. This is especially true when
a method should produce a result even if some of its inputs are nil.
The Object class defines several conversion methods that can come
in handy in this case. For example, the to_s method converts the
receiver into a string;:

irb> 13.to_s
___> l|l3ll

irb> nil.to_s

As you can see, NilClass#to_s returns an empty string. What
makes to_s really nice is that String#to_s simply returns self
without performing any conversion or copying. If a variable is
already a string then using to_s will have minimal overhead. But
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if ni1 somehow winds up where a string is expected, to_s can
save the day. As an example, suppose a method expects one of its
arguments to be a string. Using to_s, you can hedge against that
argument being nil:

def fix_title (title)
title.to_s.capitalize
end

The fun doesn’t stop there. As you'd expect, there's a matching con-
version method for almost all of the built-in classes. Here are some of
the more useful ones as they apply to nil:

irb> nil.to_a "

> []

irb> nil.to_i
-—-->0

irb> nil.to_f
---> 0.0

When multiple values are being considered at the same time,
you can make use of a neat trick from the Array class. The
Array#compact method returns a copy of the receiver with all nil
elements removed. It's common to use it for constructing a string
out of a set of variables that might be nil. For example, if a per-
son’s name is made up of first, middle, and last components—any
of which might be nil—you can construct a complete full name
with the following code:

name = [first, middle, last].compact.join(" ")

The nil object has a tendency to sneak into your running programs
when you least expect it. Whether it's from user input, an uncon-
strained database, or methods that return nil to signal failure,
always assume that every variable could be nil.

Things to Remember
+ Due to the way Ruby’s type system works, any object can be nil.

+ The nil1? method returns true if its receiver is nil and false
otherwise.

+ When appropriate, use conversion methods such as to_s and to_i
to coerce nil objects into the expected type.

+ The Array#compact method returns a copy of the receiver with all
nil elements removed.
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Item 3: Avoid Ruby’s Cryptic Perlisms

If you've ever used the Perl programming language then you undoubt-
edly recognize its influence on Ruby. The majority of Ruby’s perlisms
have been adopted in such a way that they blend perfectly with the
rest of the ecosystem. But others either stick out like an unnecessary
semicolon or are so obscure that they leave you scratching your head
trying to figure out how a particular piece of code works.

Over the years, as Ruby matured, alternatives to some of the more
cryptic perlisms were added. As more time went on, some of these
holdovers from Perl were deprecated or even completely removed from
Ruby. Yet, a few still remain, and you're likely to come across them
in the wild. This item can be used as a guide to deciphering those
perlisms while acting as a warning to avoid introducing them into
your own code.

The corner of Ruby where you're most likely to encounter features bor-
rowed from Perl is a set of cryptic global variables. In fact, Ruby has
some pretty liberal naming rules when it comes to global variables.
Unlike with local variables, instance variables, or even constants,
youTe allowed to use all sorts of characters as variable names. Recall-
ing that global variables begin with a “$” character, consider this:

def extract_error (message)
if message =~ /AERROR:\s+(.+)$/
$1
else
"no error"
end
end

There are two perlisms packed into this code example. The first is the
use of the “=~" operator from the String class. It returns the position
within the string where the right operand (usually a regular expres-
sion) matches, or nil if no match can be found. When the regular
expression matches, several global variables will be set so you can
extract information from the string. In this example, I'm extracting
the contents of the first capture group using the $1 global variable.
And this is where things get a bit weird. That variable might look and
smell like a global variable, but it surely doesn’t act like one.

The variables created by the “=~" operator are called special global vari-
ables. That's because they're scoped locally to the current thread and
method. Essentially, they're local values with global names. Outside of
the extract_error method from the previous example, the $1 “global”
variable is nil, even after using the “=~" operator. In the example,



