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Security

The Java programming language and runtime system were designed with security in
mind. For example, pointer manipulation is implicit and hidden from the
programmer, and any attempt to reference a null pointer results in an exception
being thrown. Similarly, an exception results from any attempt to access an array or a
string outside of its bounds. Java is a strongly typed language, and all implicit type
conversions are well defined and platform independent, as are the arithmetic types
and conversions. The Java Virtual Machine (JVM) has a built-in bytecode verifier to
ensure that the bytecode being run conforms to the Java Language Specification:
Java SE 7 Edition (JLS) so that all the checks defined in the language are in place and
cannot be circumvented.

The Java class loader mechanism identifies classes as they are loaded into the JVM,
and can distinguish between trusted system classes and other classes that may not be
trusted. Classes from external sources can be given privileges by digitally signing them;
these digital signatures can also be examined by the class loader, and contribute to the
class’s identification. Java also provides an extensible fine-grained security mechanism
that enables the programmer to control access to resources such as system informa-
tion, files, sockets, and any other security-sensitive resources that the programmer
wishes to use. This security mechanism can require that a runtime security manager be
in place to enforce a security policy. A security manager and its security policy are
usually specified by command-line arguments, but they may be installed programmat-
ically, provided that such an action is not already disallowed by an existing security
policy. Privileges to access resources may be extended to nonsystem Java classes by
relying on the identification provided by the class loader mechanism.
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Enterprise Java applications are susceptible to attacks because they accept
untrusted input and interact with complex subsystems. Injection attacks (such as
cross-site scripting [XSS], XPath, and LDAP injection) are possible when the
components susceptible to these attacks are used in the application. An effective
mitigation strategy is to whitelist input, and encode or escape output before it is
processed for rendering.

This chapter contains guidelines that are concerned specifically with ensuring
the security of Java-based applications. Guidelines dealing with the following secu-
rity nuances are articulated.

1. Dealing with sensitive data
2. Avoiding common injection attacks
3. Language features that can be misused to compromise security

4. Details of Java’s fine-grained security mechanism

m 1. Limit the lifetime of sensitive data

Sensitive data in memory can be vulnerable to compromise. An adversary who can
execute code on the same system as an application may be able to access such data if
the application

m Uses objects to store sensitive data whose contents are not cleared or garbage-
collected after use

® Has memory pages that can be swapped out to disk as required by the operating
system (for example, to perform memory management tasks or to support
hibernation)

m Holds sensitive data in a buffer (such as BufferedReader) that retains copies of
the data in the OS cache or in memory

m Bases its control flow on reflection that allows countermeasures to circumvent
the limiting of the lifetime of sensitive variables

m Reveals sensitive data in debugging messages, log files, environment variables,
or through thread and core dumps

Sensitive data leaks become more likely if the memory containing the data is not
cleared after using the data. To limit the risk of exposure, programs must minimize
the lifetime of sensitive data.

Complete mitigation (that is, foolproof protection of data in memory) requires
support from the underlying operating system and Java Virtual Machine. For exam-
ple, if swapping sensitive data out to disk is an issue, a secure operating system that
disables swapping and hibernation is required.
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Noncompliant Code Example

This noncompliant code example reads user name and password information from
the console and stores the password as a String object. The credentials remain
exposed until the garbage collector reclaims the memory associated with this String.

class Password {
public static void main (String args[]) throws IOException {
Console ¢ = System.console();
if . (c == null) {
System.err.printin("No console.");
System.exit(l);
1

c.readLine("Enter your user name: ");
c.readLine("Enter your password: ");

String username
String password

Il

if (lverify(username, password)) {
throw new SecurityException("Invalid Credentials");

}

Vil A
}

// Dummy verify method, always returns true
private static final boolean verify(String username,
String password) {
return true;
i
}

Compliant Solution

This compliant solution uses the Console.readPassword() method to obtain the
password from the console.

class Password {
public static void main (String args[]) throws IOException {
Console c = System.console();

11 (e = nukl) i
System.err.printin("No console.");
System.exit(l);

}

c.readLine("Enter your user name: ");
c.readPassword("Enter your password: ");

String username
char[] password
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if (!verify(username, password)) {
throw new SecurityException("Invalid Credentials');

}

// Clear the password
Arrays.fill(password, ' ');
1

// Dummy verify method, always returns true
private static final boolean verify(String username,
char[] password) {
return true;
i
}

The Console. readPassword() method allows the password to be returned as a
sequence of characters rather than as a String object. Consequently, the program-
mer can clear the password from the array immediately after use. This method also
disables echoing of the password to the console.

Noncompliant Code Example

This noncompliant code example uses a BufferedReader to wrap an InputStream-
Reader object so that sensitive data can be read from a file:

void readData() throws IOException{
BufferedReader br = new BufferedReader (new InputStreamReader (
new FileInputStream("file")));
// Read from the file
String data = br.readLine();
}

The BufferedReader. readLine() method returns the sensitive data as a String
object, which can persist long after the data is no longer needed. The BufferedReader
.read(char[], int, int) method can read and populate a char array. However, it
requires the programmer to manually clear the sensitive data in the array after use.
Alternatively, even if the BufferedReader were to wrap a FileReader object, it would
suffer from the same pitfalls.

Compliant Solution

This compliant solution uses a directly allocated NIO (new 1/0) buffer to read sensi-
tive data from the file. The data can be cleared immediately after use and is not
cached or buffered in multiple locations. It exists only in the system memory.



2. Do not store unencrypted sensitive information on the client side 5

void readData(){
ByteBuffer buffer = ByteBuffer.allocateDirect(16 * 1024);
try (FileChannel rdr =
(new FileInputStream("file")).getChannel()) {
while (rdr.read(buffer) > 0) {
// Do something with the buffer
buffer.clear();
}
} catch (Throwable e) {
// Handle error
}
h

Note that manual clearing of the buffer data is mandatory because direct buffers
are not garbage collected.

Applicability

Failure to limit the lifetime of sensitive data can lead to information leaks.

Bibliography
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[Oracle 2013b] “Reading ASCII Passwords from an InputStream Example” from the
Java Cryptography Architecture [ JCA] Reference Guide

[Tutorials 2013] I/0 from the Command Line

m 2. Do not store unencrypted sensitive information on the
client side

When building an application that uses a client—server model, storing sensitive
information, such as user credentials, on the client side may result in its unauthor-
ized disclosure if the client is vulnerable to attack.

For web applications, the most common mitigation to this problem is to
provide the client with a cookie and store the sensitive information on the server.
Cookies are created by a web server, and are stored for a period of time on the client.
When the client reconnects to the server, it provides the cookie, which identifies
the client to the server, and the server then provides the sensitive information.

Cookies do not protect sensitive information against cross-site scripting (XSS)
attacks. An attacker who is able to obtain a cookie either through an XSS attack, or
directly by attacking the client, can obtain the sensitive information from the server
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using the cookie. This risk is timeboxed if the server invalidates the session alter a
limited time has elapsed, such as 15 minutes.

A cookie is typically a short string. If it contains sensitive information, that
information should be encrypted. Sensitive information includes user names, pass-
words, credit card numbers, social security numbers, and any other personally iden-
tifiable information about the user. For more details about managing passwords, see
Guideline 13, “Store passwords using a hash function.” For more information about
securing the memory that holds sensitive information, see Guideline 1, “Limit the
lifetime of sensitive data.”

Noncompliant Code Example

In this noncompliant code example, the login servlet stores the user name and pass-
word in the cookie to identify the user for subsequent requests:

protected void doPost(HttpServletRequest request,
HttpServiletResponse response) {

// Validate input (omitted)

String username = request.getParameter('username”);

char[] password
request.getParameter('password").toCharArray();

boolean rememberMe =
Boolean.valueOf(request.getParameter('rememberme"));

]

LoginService loginService = new LoginServiceImpl();

if (rememberMe) {
if (request.getCookies()[0] != null &&
request.getCookies()[0].getValue() != null) {
String[] value =
request.getCookies() [0].getValue() .split(";");

if (!loginService.isUserValid(value[0],
value[1l].toCharArray())) {
// Set error and return
} else {
// Forward to welcome page

}
} else {
boolean validated =
loginService.isUserValid(username, password) ;
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if (validated) {
Cookie ToginCookie = new Cookie("rememberme", username +
";" + new String(password));
response.addCookie(loginCookie);
// ... forward to welcome page
} else {
// Set error and return
}
}
} else {
// No remember-me functionality selected
// Proceed with regular authentication;
// if it fails set error and return

}

Arrays.fill(password, ' ');
}

However, the attempt to implement the remember-me functionality is insecure
because an attacker with access to the client machine can obtain this information
directly on the client. This code also violates Guideline 13, “Store passwords using a
hash function.”

Compliant Solution (Session)

This compliant solution implements the remember-me functionality by storing the
user name and a secure random string in the cookie. It also maintains state in the
session using HttpSession:

protected void doPost(HttpServletRequest request,
HttpServletResponse response) {

// Validate input (omitted)

String username
char[] password
request.getParameter("password").toCharArray();
boolean rememberMe =
Boolean.valueOf(request.getParameter("rememberme™));
LoginService loginService = new LoginServiceImpl(Q;
boolean validated = false;
if (rememberMe) {
if (request.getCookies()[0] != null &&
request.getCookies() [0].getValue() !=null) {

request.getParameter("username");



